*Tools->Preference->not capitalize, not smart quota*

*Then add some tap-left stops*

**368 Largest Divisible Subset**

*Given a set of distinct positive integers, find the largest subset such that every pair (Si, Sj) of elements in this subset satisfies: Si % Sj = 0 or Sj % Si = 0. If there are multiple solutions, return any subset is fine.*

def largestDivisibleSubset(self, nums):

        nums.sort()

        pairs = {-1: set()}  *# every n % -1 is 0*

        for num in nums:

# max(obj)  obj must be not None

            pairs[num] = max((pairs[k] for k in pairs if num % k == 0),

                                    key=len) | {num}

        return list(max(pairs.values(), key=len))

**316 Remove Duplicate Letters**

*Given a string which contains only lowercase letters, remove duplicate letters so that every letter appear once and only once. You must make sure your result is the smallest in lexicographical order among all possible results.*

def removeDuplicateLetters(self, s):

       if not s: ***# basic return***

return ''

chars = sorted(set(s))

for char in chars:

idx = s.find(char)

suffix = s[idx:]

if set(suffix) == set(s):

return char + self.removeDulicateLetters(suffix.replace(char, '')

**542 01 Matrix**

*Given a matrix consists of 0 and 1, find the distance of the nearest 0 for each cell. The distance between two adjacent cells is 1.*

from collections import deque

def updateMatrix(self, matrix):

if not matrix or not matrix[0]:

return matrix

rows, cols = len(matrix), len(matrix[0])

dirs = ((1, 0), (-1, 0), (0, -1), (0, 1))

q = deque()

for i, row in enumerate(matrix):

for j, item in enumerate(row):

if matrix[i][j] == 0:

q.append((i, j))

else:

matrix[i][j] = float('inf')

while q:

x, y = q.popleft()

dis = matrix[x][y]

for dx, dy in dirs:

nx, ny, ndis = x + dx, y + dy, dis + 1

if 0 <= nx < rows and 0 <= ny < cols and matrix[nx][ny] > ndis:

matrix[nx][ny] = ndis

q.append((nx, ny))

return matrix

**140 Word Break II**

*Given a non-empty string s and a dictionary wordDict containing a list of non-empty words, add spaces in s to construct a sentence where each word is a valid dictionary word. Return all such possible sentences.*

def wordBreak(self, s, wordDict):

ans = []

       def rbreak(rs, pres):

            if not rs:

                ans.append(' '.join(pres))

            else:

                for word in wordDict:

                    if rs.startswith(word):

                        remain = rs[len(word):]

                        pres.append(word)

                        rbreak(remain, pres)

                        pres.pop()

        rbreak(s, [])

        return ans

*This solution can solve basic test cases ,but not for aaaaaaa, so we have to add a memory dictionary. However, this kind of back-track solution can not get the intermedia result enoughly. We must write another one:*

def wordBreak(self, s, wordDict):

memory = {}

def re\_break(start=0):

if start >= len(s):

return [''] *# here we must put a str in it, then we can it use to expand other word*

elif start in memory:

return memory[start]

else:

res = []

for word in wordDict:

now\_str = s[start:]

if now\_str.startswith(word):

next\_start = start + len(word)

rest\_str = now\_str[next\_start:]

rest\_res = re\_break(next\_start)

for rest in rest\_res:

*# mention the inner parenthesis, if else have lower priority*

      res.append(word + (' '  if rest else '') + rest)

memory[start] = res

return res

return re\_break()

**541 Reverse String II**

*Given a string and an integer k, you need to reverse the first k characters for every 2k characters counting from the start of the string. If there are less than k characters left, reverse all of them.*

def reverseString(self, s, k):

slist = list(s)

for i in range(0, len(s), 2\*k):

*# slist[i:i+k].reverse()  this would create a new list then reverse the new list, slist not changed*

*# slist[i+k-1:i-1:-1] also does not work because if i is 0, -1 means the last one*

slist[i:i+k] = reversed(slist[i:i+k])

return ''.join(slist)

**679 24-Game**

*You have 4 cards each containing a number from 1 to 9. You need to judge whether they could operated through \*, /, +, -, (, ) to get the value of 24.*

from operator import truediv, add, sub, mul

class Solution:

    def judgePoint24(self, nums):

        if not nums:

            return False

        if len(nums) == 1:

            return abs(nums[0] - 24) < 1e-6

        L = len(nums)

        ops = (truediv, add, sub, mul)

        for i in range(L):

            for j in range(L):

                if i != j:

                    rest = [nums[k] for k in range(L) if i != k != j]

                    for op in ops:

                        if op is not truediv or nums[j] != 0:

                            rest.append(op(nums[i], nums[j]))

                            if self.judgePoint24(rest):

                                return True

                            rest.pop()

        return False

**406 Queue Reconstruction by Height**

*Suppose you have a random list of people standing in a queue. Each person is described by a pair of integers (h, k), where h is the height of the person and k is the number of people in front of this person who have a height greater than or equal to h. Write an algorithm to reconstruct the queue.*

from collections import deque

def reconstructQueue(self, people):

    people.sort(key=lambda p: (-p[0], p[1]))

    ans = deque()

    for p in people:

        ans.insert(p[1], p)

    return list(ans)   *# deque is not list, if the return type is list, we have to make a change*

**483 Smallest Good Base (Math problem)**

*For an integer n, we call k>=2 a good base of n, if all digits of n base k are 1. Now given a string representing n, you should return the smallest good base of n in string format.*

from math import log

def smallestGoodBase(self, n):

n = int(n)

max\_length = log(n, 2)

for i in range(max\_length, 1, -1):

k = int(n\*\*i\*\*-1)

if (k\*\*(i + 1) - 1) // (k - 1) == n:

return str(k)

return str(n-1)

**302 Smallest Rectangel Enclosing Black Pixels (brute force or BFS are accepted, here is bisect)**

*An image is represented by a binary matrix with 0 as a white pixel and 1 as a black pixel. The black pixels are connected, i.e., there is only one black region. Pixels are connected horizontally and vertically. Given the location (x, y) of one of the black pixels, return the area of the smallest (axis-aligned) rectangle that encloses all black pixels.*

def minArea(self, image, x, y):

    if not image or not image[0]:

        return 0

    def searchUpDown(low, high, up=True):  # the default attributes must all at end!

        while low < high:

            mid = (low + high) // 2

            if ('1' in image[mid]) == up:  # when meet 1 or 0, ask it's number or charactor

                high = mid

            else:

                low = mid + 1

        return low

    def searchLeftRight(left, right, top, down, lside=True):

        while left < right:

            mid = (left + right) // 2

            if any(image[row][mid] == '1' for row in range(top, down)) == lside:

                right = mid

            else:

                left = mid + 1

        return left

    top = searchUpDown(0, x, up=True)

    bottom = searchUpDown(x+1, len(image), up=False)

    left = searchLeftRight(0, y, top, bottom, True)

    right = searchLeftRight(y+1, len(image[0]), top, bottom, False)

    return (right - left) \* (bottom - top)

**377 Combination Sum IV**

*Given an integer array with all positive numbers and no duplicates, find the number of possible combinations that add up to a positive integer target.*

def combinationSum4(self, nums, target):

memory = {}

def re\_sum(pre=0):

if pre == target:

return 1

elif pre in memory:

return memory[pre]

else:

temp = 0

for num in nums:

if pre + num <= target:

temp += re\_sum(pre + num)

memory[pre] = temp

return temp

return re\_sum()

**345 Reverse Vowels of a String**

*Write a function that takes a string as input and reverse only the vowels of a string.*

def reverseVowels(self, s):

vs = 'aeouiAEOUI'

vowels = [(i, c) for i, c in enumerate(s) if c in vs]

reversed\_vowels = vowels[::-1]

ss = list(s)

for i, (idx, c) in enumerate(vowels):

n\_c = reversed\_vowels[i][-1]

ss[idx] = n\_c

*# we can also only use one list to finish*

*for i in range(len(vowels) // 2):*

*o\_idx = vowels[i][0]*

*n\_idx = vowels[-i-1][0]*

*ss[o\_idx], ss[n\_idx] == ss[n\_idx], ss[o\_idx]*

return ''.join(ss)

**329 Longest Increasing Path in a Matrix *# lost lot of ' ) ' and ' ] '***

*Given an integer matrix, find the length of the longest increasing path. From each cell, you can either move to four directions: left, right, up or down. You may NOT move diagonally or move outside of the boundary.*

def longest IncreasingPath(self, matrix):

if not matrix or not matrix[0]: return 0

rows, cols = len(martix), len(matrix[0])

dist = [[0] \* cols for \_ in range(rows)]

dirs = ((0, 1), (0, -1), (1, 0), (-1, 0))

ans = 0

def dfs(x, y):

            if dist[x][y]: return dist[x][y]

            for dx, dy in dirs:

                nx, ny = x + dx, y + dy

                if 0 <= nx < rows and 0 <= ny < cols:

                    if matrix[nx][ny] > matrix[x][y]:

                        dist[x][y] = max(dist[x][y], dfs(nx, ny) + 1)

                    else:

                        dist[x][y] = max(dist[x][y], 1)

            return dist[x][y]

for i in range(rows):

for j in range(cols):

ans = max(ans, dfs(i, j))

* *# this basic dfs can not finish the work, because to remember the result of every point, we should run dfs in every point, and the iterative method is not very good. we should use recursive one!*

*if dist[i][j] == 0:*

*q = [(i, j)]*

*dist[i][j] = 1*

*while q:*

*x, y = q.pop()*

*for dx, dy in dirs:*

*nx, ny = x + dx, y + dy*

*if 0 <= nx < rows and 0 <= ny < cols and matrix[nx][ny] > matrix[x][y] and dist[nx][ny] < dist[x][y] + 1:*

*dist[nx][ny] = dist[x][y] + 1*

*ans = max(ans, dist[nx][ny])*

*q.append((nx, ny))*

return ans

**482 License Key Formatting**

*Input: S = "5F3Z-2e-9-w", K = 4  Output: "5F3Z-2E9W"*

def licenseKeyFormatting(self, S, K):

if not S:

return ''

s = S.replace('-', '').upper()

start = len(s) % K

res = s[:start]

for i in range(start, len(s), K):

res += ('-' if i > 0 else '') + s[i:i+K]

return res

**114 Flatten Binary Tree to Linked List**

*Given a binary tree, flatten it to a linked list in-place.*

def flatten(self, root):

        def flatten\_node(node):

            if not node:

                return None, None

            left\_head, left\_tail = flatten\_node(node.left)

            right\_head, right\_tail = flatten\_node(node.right)

            node.left = None

            node.right = left\_head or right\_head

            if left\_tail and right\_head:

                left\_tail.right = right\_head

            tail = right\_tail if right\_tail else left\_tail

            return node, tail if tail else node

        flatten\_node(root)

***# We can also use a recursive way like this, it's hard to understand, but very clean:***

class Solution:

    def \_\_init\_\_(self):

        self.head = None

    def flatten(self, root):

        """

        :type root: TreeNode

        :rtype: void Do not return anything, modify root in-place instead.

        """

        if not root:

            return

        self.flatten(root.right)

        self.flatten(root.left)

        root.right = self.head

        root.left = None

        self.head = root

**330 Patching Array**

*Given a sorted positive integer array nums and an integer n, add/patch elements to the array such that any number in range [1, n] inclusive can be formed by the sum of some elements in the array. Return the minimum number of patches required.*

def minPatches(self, nums, n):

cover = 1

idx = 0

ans = 0

while cover <= n:

if idx < len(nums) and nums[i] <= cover:

cover = cover + nums[i]

idx += 1

else:

ans += 1

cover = cover + cover

return ans

**42 Trapping Rain Water**

*Given n non-negative integers representing an elevation map where the width of each bar is 1, compute how much water it is able to trap after raining.*

def trap(self, height):

        left\_wall, right\_wall = 0, 0

        left, right = 0, len(height) - 1

        water = 0

        while left <= right: ***# note here is <= not only <***

            if left\_wall < right\_wall:

                if height[left] < left\_wall:

                    water += left\_wall - height[left]

                else:

                    left\_wall = height[left]

                left += 1

            else:

                if height[right] < right\_wall:

                    water += right\_wall - height[right]

                else:

                    right\_wall = height[right]

                right -= 1

        return water

**407 Trapping Rain Water II**

*Given an m x n matrix of positive integers representing the height of each unit cell in a 2D elevation map, compute the volume of water it is able to trap after raining.*

***#  error: ny was wrote to xy & height -> heigth & didn't check the validity /və'lɪdəti/ at the begining***

from queue import PriorityQueue

def trapRainWater(self, heightMap):

        if not heightMap or not heightMap[0]:

            return 0

        pq = PriorityQueue()

        rows, cols = len(heightMap), len(heightMap[0])

***# used visited if they don't ask you to in-place, don't put yourself in trouble***

        visited = [[False]\*cols for \_ in range(rows)]

        for x, row in enumerate(heightMap):

            for y, height in enumerate(row):

                if x == 0 or x == rows -1 or y == 0 or y == cols - 1:

                    pq.put((height, x, y))

                    visited[x][y] = True

        water = 0

        dirs = ((-1, 0), (1, 0), (0, 1), (0, -1))

        while pq.qsize():

            height, x ,y = pq.get()

            for dx, dy in dirs:

                nx, ny = x + dx, y + dy

                if 0 < nx < rows - 1 and 0 < ny < cols - 1 and not visited[nx][ny]:

                    if heightMap[nx][ny] < height:

                        water += height - heightMap[nx][ny]

                        heightMap[nx][ny] = height

                    pq.put((heightMap[nx][ny], nx, ny))

                    visited[nx][ny] = True

        return water

**341 Flatten Nested List Iterator**

*Given a nested list of integers, implement an iterator to flatten it. Each element is either an integer, or a list -- whose elements may also be integers or other lists.*

***#  1. we can't use len(stack) to check the hasNext(), because if the stack has a empty list like [[]], the len(list) is 1, however, there is no item in the inner list. So we have to expand the list within hasNext()***

***#  2. for the count, we should use 0 -> n, every time we add one, not n -> 0. because we need the count to get the value: val = list[count]***

***#  error: forget self.stack, wrote to stack, this mistake happened several times!***

class NestedIterator(object):

    def \_\_init\_\_(self, nestedList):

        self.stack = []

        self.stack.append([nestedList, 0])

    def next(self):

***# after change append [list, count] above, forget to change the order here.***

        nest\_list, count = self.stack[-1]

        self.stack[-1][1] += 1

        return nest\_list[count].getInteger()

    def hasNext(self):

        while self.stack:

            nest\_list, count = self.stack[-1]

            if count == len(nest\_list):

                self.stack.pop()

            else:

                item = nest\_list[count]

                if item.isInteger():

                    return True

                self.stack[-1][1] += 1

                self.stack.append([item.getList(), 0])

**447. Number of Boomerangs**

*Given n points in the plane that are all pairwise distinct, a "boomerang" is a tuple of points (i, j, k) such that the distance between i and j equals the distance between i and k (the order of the tuple matters).*

from collections import defaultdict

def numberOfBoomerangs(self, points):

def points\_dis(A, B):

return sum((a-b)\*\*2 for a, b zip(A, B)) ***# error: there no \* in front of zip***

count = 0

for i in range(len(points)):

dis = defaultdict(int)  
 for j in range(len(points)):

if i != j:

d = points\_dis(points[i], points[j])

count += dis[d]

dis[d] += 1

return count\*2  ***# arithmetic progression sum(A) = n(an+a1)/2***

**448. Find All Numbers Disappeared in an Array**

*Given an array of integers where 1 ≤ a[i] ≤ n (n = size of array), some elements appear twice and others appear once. Find all the elements of [1, n] inclusive that do not appear in this array.*

def findDisappearedNumbers(self, nums):

     for num in nums:

***# error: forgot to compute the abs at first, since the num may be changed to negative***

            idx = abs(num)

            if nums[idx-1] > 0:

                nums[idx-1] = -nums[idx-1]

     res = [i+1 for i, num in enumerate(nums) if num > 0]

     return res

**616. Add Bold Tag in String**

*Given a string s and a list of strings dict, you need to add a closed pair of bold tag <b> and </b> to wrap the substrings in s that exist in dict. If two such substrings overlap, you need to wrap them together by only one pair of closed bold tag. Also, if two substrings wrapped by bold tags are consecutive, you need to combine them.*

***# error: we don't need to use recursive and memory, since we loop through the while s. If we use recursive, it will lead to a TLE***

***# of course, we can still use memery, but the memery should in the i loop, not the start of addBold***

def addBoldTag(self, s, dict):

L = len(s)

bold = [False]\*L

~~memory = set()~~

def addBold(start=0):

if start >= L ~~or start in memory~~:

return

for i in range(start, L):

*# if i in memory: return* ***# if we want to use memory***

suffix = s[i:]

for word in dict:

if suffix.startswith(word):

new\_start = i + len(word)

for j in range(i, new\_start):

bold[j] = True

~~addBold(new\_start)~~

*# memory.add(i)* ***# if we want to use memory***

~~memory.add(start)~~

addBold()

pre = 0

ans = ''

for i in range(L):

if bold[i] != pre:

pre = bold[i]

ans += '<b>' if pre else '</b>'

ans += s[i]

ans += '</b>' if pre else ''

***# for this loop, we can use groupby like that:***

*for tag, members in itertools.groupby(zip(s, bold), lambda z: z[1]):*

*if tag == 1:*

*ans += '<b>'*

*ans += ''.join(pair[0] for pair in members)*

*if tag == 1:*

*ans += '</b>'*

return ans

**604. Design Compressed String Iterator**

*Design and implement a data structure for a compressed string iterator. It should support the following operations: next and hasNext. The given compressed string will be in the form of each letter followed by a positive integer representing the number of this letter existing in the original uncompressed string.*

***# of course, we can use only cur\_char and cur\_num to replace queue to save space, this just for practice.***

from queue import deque

class StringIterator(object):

def \_\_init\_\_(self, compressedString):

self.q = deque()

i = 0

while i < len(compressedString):

char = compressedString[i]

i += 1

start = i

while i < len(compressedString) and compressedString[i].isdigit():

i += 1

num = int(compressedString[start:i])

self.q.append([char, num])***# error: tuple is not mutable! should be [ ] not ( )***

def next(self): *# if there is a letter, return it, otherwise return a blank*

if self.hasNext():

temp, count = self.q[0]

if count == 1:

self.q.popleft()

else:

self.q[0][1] -= 1

return temp

else:

return ' '

def hasNext(self): *# return true or false*

return bool(self.q)  ***# error: should use bool(), not return self.q directly, since we should return bool***

**638. Shopping Offers**

*In LeetCode Store, there are some kinds of items to sell. Each item has a price. However, there are some special offers, and a special offer consists of one or more different kinds of items with a sale price. Each special offer is represented in the form of an array, the last number represents the price you need to pay for this special offer, other numbers represents how many specific items you could get if you buy this offer. You could use any of special offers as many times as you want.*

def shoppingOffers(self, price, special, needs):

*# memory = {} # we can also use a memory, but if not, it's also fine*

def buy(need):  # return the cost for need

*# if tuple(need) in memory:*

*#    return memory[tuple(need)]*

if not any(need):  ***# error, not need == needs, it's "not any(need)"***

return 0  
 min\_cost = sum(p\*c for p, c in zip(price, need))

for offer in special:

if all(n >= s for n, s in zip(need, offer)): ***# error: here is >= not >***

new\_need = [need[i] - offer[i] for i in range(len(need))]

cost = offer[-1] + buy(new\_need)

min\_cost = min(min\_cost, cost)

*# memory[tuple(need)] = min\_cost*

return min\_cost

return buy(needs) ***# error: here is needs not need***

**587. Erect the Fence**

*There are some trees, where each tree is represented by (x,y) coordinate in a two-dimensional garden. Your job is to fence the entire garden using the minimum length of rope as it is expensive. The garden is well fenced only if all the trees are enclosed. Your task is to help find the coordinates of trees which are exactly located on the fence perimeter.*

def ourterTrees(self, points):

        def oritation(A, B, C):

            return (B.x - A.x) \* (C.y-B.y) - (B.y - A.y) \* (C.x - B.x)

        hull = []

***# lambda item: (item.x, item,y, item.z ..) must has the (), since it is sorted according a tuple, not two items***

        points.sort(key=lambda tree: (tree.x, tree.y))

        for i in range(len(points)):

            while len(hull) >= 2 and oritation(hull[-2], hull[-1], points[i]) < 0:

                hull.pop()

            hull.append(points[i])

        for i in reversed(range(len(points))):

            while len(hull) >= 2 and oritation(hull[-2], hull[-1], points[i]) < 0:

                hull.pop()

            hull.append(points[i])

        return list(set(hull)) ***#  error: hull may has duplicate items, so can't return directly***

**643. Maximum Average Subarray I**

*Given an array consisting of n integers, find the contiguous subarray of given length k that has the maximum average value. And you need to output the maximum average value.*

def findMaxAverage(self, nums, k):

        if len(nums) < k:

            return 0

        ans = 0

        sum\_ = 0

        for i in range(len(nums)):

            sum\_ += nums[i]  ***# error: forgot a 's', nums[i] -> num[i]***

            if i == k-1:

                ans = sum\_ / k ***# error: forgot a \_, sum\_ -> sum, don't use this kind of method later***

            elif i > k-1:

                sum\_ -= nums[i-k]

                ans = max(ans, sum\_ / k)

        return ans

**644. Maximum Average Subarray II**

*Given an array consisting of n integers, find the contiguous subarray whose length is greater than or equal to k that has the maximum average value. And you need to output the maximum average value.*

***# a TLE solution, and several errors.***

def findMaxAverage(self, nums, k):

if len(nums) < k:

return

~~ans = 0~~  *# this should be ans = float('-inf') since there may be negative values*

for i in range(len(nums)):  *# here can be optimaized to i in range(len(nums) - k + 1)*

~~sum = nums[i]~~  *# this should be sum = 0, and j start from i not i + 1, since if there only one element, i+1 is out.*

~~for j in range(i+1, len(nums)):~~  *# for j in range(i, len(nums)):*

sum += nums[j]

~~if j - i >= k:~~  *# here is j - i + 1, since the sum contains i and j, there are j - i + 1 items*

ans = max(ans, sum / ~~(j - i)~~)  *# also here is j - i + 1*

return ans

***# here is the right solution***

from itertools import accumulate

def findMaxAverage(self, nums, k):

N = len(nums)

S = list(accumulate(nums))

def density(start, end):

return (S[end] - (S[start-1] if start>0 else 0)) / (end - start + 1)

q = []

ans = float('-inf')

for i in range(k-1, N):

while len(q) >= 2 and density(q[-2], q[-1]-1) >= density(q[-2]), i-k):

q.pop()

q.append(i-k+1)

while len(q) >= 2 and density(q[0], q[1]-1) <= density(q[0], i):

q.pop(0)

ans = max(ans, density(q[0], i))

return ans

**581. Shortest Unsorted Continuous Subarray**

*Given an integer array, you need to find one continuous subarray that if you only sort this subarray in ascending order, then the whole array will be sorted in ascending order, too. You need to find the shortest such subarray and output its length.*

def findUnsortedSubarray(self, nums):

right\_max = []

rmax = float('-inf') ***# error: here is float('-inf') not float('inf')***

for num in nums:

rmax = max(rmax, num)

right\_max.append(rmax)

left\_min = []

lmin = float('inf')

for num in reversed(nums):

lmin = min(lmin, num)

left\_min.insert(0, lmin)

left = len(nums) - 1  ***# error: the left should start from right, not 0***

for i in range(len(nums)):

if nums[i] > left\_min[i]:

left = i

break

right = 0  ***# error: same with left, start from left, not len(nums)-1***

for i in range(len(nums) - 1, -1, -1):

if nums[i] < right\_max[i]:

right = i

break

return right - left + 1 if right > left else 0 ***# error:  if else judge if no found, just return 0, not negative***

**657. Judge Route Circle**

*Initially, there is a Robot at position (0, 0). Given a sequence of its moves, judge if this robot makes a circle, which means it moves back to the original place. The move sequence is represented by a string. And each move is represent by a character. The valid robot moves are R (Right), L (Left), U (Up) and D (down). The output should be true or false representing whether the robot makes a circle.*

def judgeCircle(self, moves):

right, up = 0, 0

for c in moves:

if c == 'U':

up += 1

elif c == 'D':

up -= 1

elif c == 'R':  ***# error: elif wrote to elfi...***

right += 1

else:

right -= 1

return right == 0 and up == 0

**651. 4 Keys Keyboard**

*Imagine you have a special keyboard with the following keys:*

*Key 1: (A): Print one 'A' on screen.*

*Key 2: (Ctrl-A): Select the whole screen.*

*Key 3: (Ctrl-C): Copy selection to buffer.*

*Key 4: (Ctrl-V): Print buffer on screen appending it after what has already been printed.*

*Now, you can only press the keyboard for N times (with the above four keys), find out the maximum numbers of 'A' you can print on screen.*

def maxA(self, N):

best = [0, 1]

for k in range(2, N+1):

count = 0

for i in range(k-1):

count = max(count, best[i] \* (k - i - 1))

best.append(count)

best[-1] = max(best[-1], best[-2] + 1)

return best[-1]

**583. Delete Operation for Two Strings**

*Given two words word1 and word2, find the minimum number of steps required to make word1 and word2 the same, where in each step you can delete one character in either string.*

***# for string, if we need compair in normal algorithm, it's better to use idx parameter other than substrings***

***# for dp solution, it's already index. Be care of base case and i-1, j-1 for dp is usually larger than original strs***

***# approach I,*** *longest common str, then L1 + L2 - 2\*common*

def minDistance(self, word1, word2):

m, n = len(word1), len(word2)

dp = [[0] \* (n+1) for \_ in range(m + 1)]

for i in range(1, m+1):

for j in range(1, n+1):

if word1[i] == word2[j]:

dp[i][j] = 1 + dp[i-1][j-1] ***# error: forgot to add 1***

else:

dp[i][j] = max(dp[i-1][j], dp[i][j-1])

return m + n - 2 \* dp[-1][-1]

***# approach II,*** *use dp for distance directly*

def minDistance(self, word1, word2):

m, n = len(word1), len(word1)

dp = [[0] \* (n + 1) for \_ in range(m + 1)]

for i in range(0, m+1):

for j in range(0, n+1):

if i == 0 or j == 0:

dp[i][j] = max(i, j)

elif word1[i-1] == word2[j-1]:  ***# error: forgot to minus 1***

dp[i][j] = dp[i-1][j-1]

else:

dp[i][j] = 1 + min(dp[i-1][j], dp[i][j-1])

return dp[-1][-1]

**658. Find K Closest Elements**

*Given a sorted array, two integers k and x, find the k closest elements to x in the array. The result should also be sorted in ascending order. If there is a tie, the smaller elements are always preferred.*

from bisect import bisect\_left

def findClosestElements(self, arr, k, x):

        if k >= len(arr):

            return arr

        idx = bisect\_left(arr, x)

***# error: note the max and min here, don't upside down***

        left = max(idx - k, 0)

        right = min(len(arr)-1, idx + k)

        while right - left + 1 > k:

            if abs(arr[left] - x) <= abs(arr[right] -x):

                right -= 1

            else:

                left += 1

        return arr[left:right+1]

**568 Maximum Vacation Days**

*You're given the flights matrix and days matrix, output the maximum vacation days you could take during K weeks.*

*1. You can only travel among N cities, represented by indexes from 0 to N-1. Initially, you are in the city 0 on Monday.*

*2. The flights are represented as a N\*N matrix (not necessary symmetrical). If there is no flight from the city i to the city j, flights[i][j] = 0; Otherwise, flights[i][j] = 1. Also, flights[i][i] = 0 for all i.*

*3. You totally have K weeks (each week has 7 days) to travel. You can only take flights at most once per day and can only take flights on each week's Monday morning. We don't consider the impact of flight time.*

*4. For each city, you can only have restricted vacation days in different weeks, given an N\*K matrix called days representing this relationship. For the value of days[i][j], it represents the maximum days you could take vacation in the city i in the week j.*

***# two things we should pay attention:***

***# 1. if we use pre -> now, we should consider the pre is exist or not.***

***# 2. we can use '-inf' to avoid the pre problem, since if it not exist, it will still 'inf'***

***# 3. we can also use now -> next to solve this problem, it's kind of same.***

***# 4. the code is right, since it's TLE on leetcode. we can use 1D dp to solve this problem***

***# Approach 1, using float('-inf')***

def maxVacationDays(self, flights, days):

        N, W = len(days), len(days[0])

        dp = [[float('-inf')] \* N for \_ in range(W+1)]

        dp[0][0] = 0

        for week in range(1, W+1):

            for city in range(N):

                for pre\_city in range(N):

                    if flights[pre\_city][city] or pre\_city == city:

                        dp[week][city] = max(dp[week][city], dp[week-1][pre\_city] + days[city][week-1])

        return max(dp[-1])

***# Approach 2, using -1 to identify where pre\_city can be achieved or not***

def maxVacationDays(self, flights, days):

        N, D = len(days), len(days[0])

        dp = [days[i][0] if flights[0][i] else -1 for i in range(N)]

        dp[0] = days[0][0]

        for week in range(1, D):

            cur\_dp = [-1] \* N

            for pre\_city, vactions in enumerate(dp):

                if vactions != -1:

                    for city, available in enumerate(flights[pre\_city]):

                        if available or city == pre\_city:

                            cur\_dp[city] = max(cur\_dp[city] , vactions + days[city][week])

            dp = cur\_dp

        return max(dp)

**357. Count Numbers with Unique Digits**

*Given a non-negative integer n, count all numbers with unique digits, x, where 0 ≤ x < 10n.*

*Given n = 2, return 91. (the total numbers in the range of 0 ≤ x < 100, excluding [11,22,33,44,55,66,77,88,99])*

def countNumbersWithUniqueDigits(self, n):

if n == 0:

return 1

res = 10

unique\_combination = 9

unique\_remain = 9

while n > 1 and unique\_remain > 0:

unique\_combination = unique\_combination \* unique\_remain

res += unique\_remain

unique\_remain -= 1

n -= 1

return res

**317. Shortest Distance from All Buildings**

*You want to build a house on an empty land which reaches all buildings in the shortest amount of distance. You can only move up, down, left and right. You are given a 2D grid of values 0, 1 or 2, where:*

*Each 0 marks an empty land which you can pass by freely.*

*Each 1 marks a building which you cannot pass through.*

*Each 2 marks an obstacle which you cannot pass through.*

*There will be at least one building. If it is not possible to build such house according to the above rules, return -1.*

*# there are two import notes:*

***# 1. we should have a matrix to remember how many homes can reach this cell***

***# 2. to reduce the time complexity, we have to ensure all the homes are connected***

***!!! Very Important !!! The BFS, set the visited after add to queue, not after pop to queue! Otherwise, there will be lots of duplicate cells in the queue!  same with the DFS, the dfs has smaller duplicate since it pop on the end, no chance to add lot of same cells, but still have about ½ duplicate! The BFS will have more than 10 times duplicate! For example, if we have a 10\*10 matrix, it should have 100 visiting in total. With correct method (set the visited after add to queue), it exactly 100 visiting. With wrong method, DFS is 181, BFS is 2075!!!!***

from queue import deque

def shortestDistance(self, grid):

        rows, cols = len(grid), len(grid[0])

        homes = sum(1 for i in range(rows) for j in range(cols) if grid[i][j] == 1)

        dis = [[[0] \* 2 for c in range(cols)] for r in range(rows)]  ***# three dimensions***

        dirs = ((0, 1), (0, -1), (1, 0), (-1, 0))

        for i in range(rows):

            for j in range(cols):

                if grid[i][j] == 1:

                    available = 1 ***# get the number of connected homes***

                    q = deque()

                    q.append((i, j, 0))

                    visited = [[False]\*cols for \_ in range(rows)]  ***# every BFS has its own visited***

                    visited[i][j] = True

                    while q:

                        x, y, d = q.popleft()

                        for dx, dy in dirs:

                            nx, ny, nd = x + dx, y + dy, d + 1

                            if 0 <= nx < rows and 0 <= ny < cols and not visited[nx][ny]:

                                visited[nx][ny] = True  ***# set visited here, not after pop***

                                if grid[nx][ny] == 0:

                                    dis[nx][ny][0] += nd

                                    dis[nx][ny][1] += 1

                                    q.append((nx, ny, nd))

                                elif grid[nx][ny] == 1:

                                    available += 1

                    if available != homes:

                        return -1

        ans = float('inf')

        for i in range(rows):

            for j in range(cols):

                if dis[i][j][0] != 0 and dis[i][j][1] == homes:

                    ans = min(ans, dis[i][j][0])

        return ans if ans != float('inf') else -1

**360. Sort Transformed Array**

*Given a sorted array of integers nums and integer values a, b and c. Apply a quadratic function of the form f(x) = ax2 + bx + c to each element x in the array. The returned array must be in sorted order. Expected time complexity: O(n)*

***# error: If we use bisect and start from the middle to sides, we should start at idx-1 or idx according a<0 or > 0***

***# error: corner case: a == 0***

***# it's hard to set all the cases if we just use the index of bisect, because it's easy to miss one element, whether the idx or the idx + 1 or idx - 1. So, it's better to start from the 0 to n-1***

def sortTransformedArray(self, nums, a, b, c):

        def quadratic(x):

            return a\*x\*\*2 + b\*x + c

***# actually, we can delete the a == 0 part, but I think it's also good to seperate it out***

*if a == 0:*

*if b > 0:*

*return [quadratic(x) for x in nums]*

*else:*

*return [quadratic(x) for x in reversed(nums)]*

        L = len(nums)

        res = [0] \* L

        idx = 0 if a < 0 else L - 1

        left, right = 0, L - 1 ***# error: here is L - 1***

        while left <= right:  ***# error: here is <= not <***

            q\_left, q\_right = quadratic(nums[left]), quadratic(nums[right])

            if a < 0:

                if q\_left < q\_right:

                    res[idx] = q\_left

                    left += 1

                else:

                    res[idx] = q\_right

                    right -= 1

                idx += 1

            else:

                if q\_left < q\_right:

                    res[idx] = q\_right

                    right -= 1

                else:

                    res[idx] = q\_left

                    left += 1

                idx -= 1

        return res

**315. Count of Smaller Number After Self**

*You are given an integer array nums and you have to return a new counts array. The counts array has the property where counts[i] is the number of smaller elements to the right of nums[i].*

***# note: it's better to use reversed(range(N)) or range(N)[::-1], since range(N-1, -1, -1) is ugly and easy to wrong***

***# range(5)[::-1] => range(4, -1, -1) python will do it for you, but Need More Time, about two times!***

***# the priority of comparison: or < and < not***

def countSmaller(self, nums):

        ans = [0] \* len(nums)

        def divcon(enums):

            mid = len(enums) // 2

            if mid:

                left, right = divcon(enums[:mid]), divcon(enums[mid:])

                for i in reversed(range(len(enums))):

                    if not right or left and left[-1][1] > right[-1][1]:  ***# the priority of comparison: or < and < not***

                        idx = left[-1][0]

                        ans[idx] += len(right)

                        enums[i] = left.pop()

                    else:

                        enums[i] = right.pop()

            return enums

        divcon(list(enumerate(nums)))

        return ans

**543. Diameter of Binary Tree**

*Given a binary tree, you need to compute the length of the diameter of the tree. The diameter of a binary tree is the length of the longest path between any two nodes in a tree. This path may or may not pass through the root.*

def diameterOfBinaryTree(self, root):

self.diameter = 0

def findMax(node):

if not node:  ***# error: fogot to change from root to node***

return 0

left = findMax(node.left)

right = findMax(node.right)

self.diameter = max(left + right, self.diameter)

return 1 + max(left, right)

findMax(root)

return self.diameter

**544. Output Contest Matchese**

*During the NBA playoffs, we always arrange the rather strong team to play with the rather weak team, like make the* ***rank 1*** *team play with the* ***rank nth*** *team, which is a good strategy to make the contest more interesting. Now, you're given n teams, you need to output their final contest matches in the form of a string.*

def findContestMatch(self, n):

def pairContest(teams):

L = len(teams)

mid = L // 2

res = []

for i in range(mid):

res.append('(' + teams[i] + ',' + teams[-i-1] + ')')

return res

ans = [str(i + 1) for i in range(n)]

while len(ans) > 1:

ans = pairContest(ans)

return ans[0] if ans else ''

**668. Kth Smallest Number in Multiplication Table**

*Nearly every one have used the Multiplication Table. But could you find out the k-th smallest number quickly from the multiplication table?*

***# In binary search, the left and right is continuous, but the multiply table is sparse. Thus the result may not in the table. So, we can't use count == k to return, we have to use count >= k to let the function converge by itself.***

def findKthNumber(self, m, n, k):

        left, right = 1, m\*n

        while left < right:

            mid = (left + right) // 2  ***# error, here must be int, so it's // not /***

            count = 0

            for i in range(m):

                count += min(mid//(i+1), n)  ***# error, forgot to plus 1***

            if count >= k: # use this to converge

                right = mid

            else:

                left = mid + 1

        return left

**361. Bomb Enemy**

*Given a 2D grid, each cell is either a wall 'W', an enemy 'E' or empty '0', return the maximum enemies you can kill using one bomb. The bomb kills all the enemies in the same row and column from the planted point until it hits the wall.*

***# logistic error: at first, I think we should compute the kills for each cell. Actually, we only need to recompute when we meet a 'Wall'. Thus, it requires us to have variables to store the row and col kills. Since we loop row by row, every time we start row\_kill from 0, we only need to remember this row. But for the col\_kill, it's not start from 0, so we have to have a list to store the pre\_col\_kill to add up.***

def maxKilledEnemies(self, grid):

        if not grid or not grid[0]:

            return 0

        rows, cols = len(grid), len(grid[0])

        ans = 0

        cols\_kill =  [0]\*cols

        row\_kill = 0

        for i in range(rows):

            for j in range(cols):

***# only when we meet a 'W', we need to recalculate the kills***

                if j == 0 or grid[i][j-1] == 'W':

                    row\_kill = 0

                    for k in range(j, cols):

                        if grid[i][k] == 'W':

                            break

                        row\_kill += grid[i][k] == 'E'

***# only when we meet a 'W', we need to recalculate the kills***

                if i == 0 or grid[i-1][j] == 'W':

                    cols\_kill[j] = 0

                    for k in range(i, rows):

                        if grid[k][j] == 'W':

                            break

                        cols\_kill[j] += grid[k][j] == 'E'

***# when we meet a '0', just add row kills and col kills together***

                if grid[i][j] == '0':

                    ans = max(ans, row\_kill + cols\_kill[j])

        return ans

**314. Binary Tree Vertical Order Traversal**

*Given a binary tree, return the vertical order traversal of its nodes' values. (ie, from top to bottom, column by column). If two nodes are in the same row and column, the order should be from left to right.*

def verticalOrder(self, root):

if not root:

return []

res = collections.defaultdict(list)

q = collections.deque([(0, root)])

while q:

idx, node = q.popleft()

res[idx].append(node.val)

if node.left:

q.append((idx-1, node.left))  ***# error: wrote to q.left***

if node.right:

q.append((idx+1, node.right))

*# we can also use one line:*

*return [res[key] for key in sorted(res)]  # when we use iter funs, res is equal to res.keys()*

ans = []

for key in sorted(res.keys()):

ans.append(res[key])

return ans

**94. Binary Tree Traversal (in-order & pre-order & post-order)**

*Given a binary tree, return its nodes' values.*

***# Approach I, recursive.***

def inorderTraversal(self, root):

ans = []

def dfs(node):

if not node:

return

# *ans.append(node.val)* ***# pre-order***

if node.left:

dfs(node.left)

ans.append(node.val)  ***# in-order***

if node.right:

dfs(node.right)

*# ans.append(node.val)* ***# post-order***

dfs(root)  ***# error: forgot to call dfs*** return ans

***# Approach II iterative. Actually, it's same with recursive, just use a stack to obvious store the depth***

***# iterative pre-order.***

def preorderTraversal(self, root):

    if not root:

        return []

    q = [root]

    ans = []

    while q:

        node = q.pop()

        ans.append(node.val)

        if node.right:

            q.append(node.right)

        if node.left:

            q.append(node.left)

    return ans

***# iterative in-order.***

def inorderTraversal(self, root):

    if not root:

        return []

    q = []

    node = root

    ans = []

    while q or node:

        if node:

            q.append(node)

            node = node.left

        else:

            node = q.pop()

            ans.append(node.val)

            node = node.right

    return ans

***# iterative post-order.***

def postorderTraversal(self, root):

    q = []

    pre\_node = None

    node = root

    ans = []

    while node or q:

        if node:

            q.append(node)

            node = node.left

        else:

            cur = q[-1]

            if cur.right and cur.right is not pre\_node:

                node = cur.right

            else:

                ans.append(cur.val)

                pre\_node = q.pop()

    return ans

**545. Boundary of Binary Tree**

*Given a binary tree, return the values of its boundary in anti-clockwise direction starting from root. Boundary includes left boundary, leaves, and right boundary in order without duplicate nodes.*

***# note: we can also use recursive sub methods to traverse, here is iterative for practice.***

def boundaryOfBinaryTree(self, root):

    if not root:

        return []

    boundary = [root.val]  ***# note: at first, put the root in to boundary to reduce corner case***

    node = root.left  ***# we can only start from the left one***

    while node:

        if node.left or node.right:

            boundary.append(node.val)

        node = node.left if node.left else node.right  ***# note: if no left, we can go right***

    q = [root]  # begin to deal with all the leaves

    while q:

        node = q.pop()

        if node != root and not node.left and not node.right:  ***# except the root***

            boundary.append(node.val)

            continue

        if node.right:

            q.append(node.right)

        if node.left:

            q.append(node.left)

    q = []

    node = root.right  ***# only deal with the right***

    while node or q:

        if node:

            if node.right or node.left:

                q.append(node)

            node = node.right if node.right else node.left  ***# note: same with the left boundary***

        else:

            temp = q.pop()

            boundary.append(temp.val)

    return boundary

**549. Binary Tree Longest Consecutive Sequence II**

*Given a binary tree, you need to find the length of Longest Consecutive Path in Binary Tree. Especially, this path can be either increasing or decreasing. For example, [1,2,3,4] and [4,3,2,1] are both considered valid, but the path [1,2,4,3] is not valid. On the other hand, the path can be in the child-Parent-child order, where not necessarily be parent-child order.*

***# node: kind of trivial, think carefully. Where to recursive, where to compare, increase, and how to return***

def longestConsecutive(self, root):

self.ans = 0

def subPath(node):

if not node:

return 0, 0

inc, dec = 1, 1

if node.left:

left\_inc, left\_dec = subPath(node.left)

if node.left.val == node.val + 1:

inc = left\_inc + 1

elif node.left.val == node.val - 1:

dec = left\_dec + 1

if node.right:

right\_inc, right\_dec = subPath(node.right)

if node.right.val == node.val + 1:

inc = max(inc, right\_inc + 1)

elif node.right.val == node.val - 1:

dec = max(dec, right\_dec + 1)

self.ans = max(self.ans, dec + inc -  1) ***# error: forgot to sum up***

return inc, dec

subPath(root)

return self.ans

**298. Binary Tree Longest Consecutive Sequence**

*Given a binary tree, find the length of the longest consecutive sequence path. The path refers to any sequence of nodes from some starting node to any node in the tree along the parent-child connections. The longest consecutive path need to be from parent to child (cannot be the reverse).*

***# note: this kind of question, if we compare children to this node, we have to take care the two child like below. So there are lot of if else. We can also do it with put parent as a parameter, then the dfs only needs to compare the node itself with the parent, it may be easier.***

***# with depth parameter***

def longestConsecutive(self, root):

    if not root:

        return 0

    self.ans = 0

    def dfs(node, long):

        self.ans = max(self.ans, long)

        if not node:

            return

        if node.left:

            if node.left.val == node.val + 1:

                dfs(node.left, long+1)

            else:

                dfs(node.left, 1)

        if node.right:

            if node.right.val == node.val + 1:

                dfs(node.right, long+1)

            else:

                dfs(node.right, 1)

    dfs(root, 1)

    return self.ans

***# more clear way***

def longestConsecutive(self, root):

    self.ans = 0

    def subPath(node):

        if not node:

            return 0

        sub = 1

        if node.left:

            left\_sub = subPath(node.left)

            if node.left.val == node.val + 1:

                sub = left\_sub + 1

        if node.right:

            right\_sub = subPath(node.right)

            if node.right.val == node.val + 1:

                sub = max(sub, right\_sub + 1)

        self.ans = max(self.ans, sub)

        return sub

    subPath(root)

    return self.ans

**665. Non-decreasing Array**

*Given an array with n integers, your task is to check if it could become non-decreasing by modifying at most 1 element. We define an array is non-decreasing if array[i] <= array[i + 1] holds for every i (1 <= i < n).*

def checkPossibility(self, nums):

    L = len(nums)

    count = 0

    for i in range(1, L): ***# error: we should loop all the L, not L-1, since we need add count***

        if nums[i] < nums[i-1]:

            count += 1

*# Actually, we can check count > 1 here, just: if count > 1: return False and return True at last*

            pre\_num = nums[i-2] if i > 1 else float('-inf')

  next \_num  = nums[i+1] if i+1 < L else float('inf')

if nums[i-1] > next\_num and nums[i] < pre\_num:  ***# error: it's AND, wrote to OR***

                return False

    return count <= 1

**526. Beautiful Arrangement**

*Suppose you have N integers from 1 to N. We define a beautiful arrangement as an array that is constructed by these N numbers successfully if one of the following is true for the ith position (1 <= i <= N) in this array:*

*The number at the ith position is divisible by i.*

*i is divisible by the number at the ith position.*

*Now given N, how many beautiful arrangements can you construct?*

***# note: i in [1, N], so we have to use range(1, N+1) to fit.***

***# the whole method is a simple backtracing***

def countArrangement(self, N):

self.count = 0

visited = [False] \* (N + 1)

def addBeauty(pos):

if pos > N:  
 self.count += 1

for i in range(1, N+1):

if not visited[i] and (pos % i == 0 or i % pos == 0):

visited[i] = True

addBeauty(pos+1)

visited[i] = False

addBeauty(1)

return self.count

**667. Beautiful Arrangement II**

*Given two integers n and k, you need to construct a list which contains n different positive integers ranging from 1 to n and obeys the following requirement:*

*Suppose this list is [a1, a2, a3, ... , an], then the list [|a1 - a2|, |a2 - a3|, |a3 - a4|, ... , |an-1 - an|] has exactly k distinct integers. If there are multiple answers, print any of them.*

***# the idea is: we first get 1 distinct |a-b| that A = [1,2,3,4….N]***

***# then get k-1 distinct |a-b| that B = [1, k-1, 2, k-2…]***

***# then add N to every elements of B, and combine A, B together, we can get the result***

def constructArray(self, n, k):

ans = [i for i in range(1, n-k)]

start = n - k

for i in range(k+1):

if i % 2 == 0:

ans.append(i // 2 + start)

else:

ans.append(k - i//2 + start)

return ans

**676. Implement Magic Dictionary**

*Implement a magic directory with buildDict, and search methods. For the method buildDict, you'll be given a list of non-repetitive words to build a dictionary. For the method search, you'll be given a word, and judge whether if you modify exactly one character into another character in this word, the modified word is in the dictionary you just built.*

class MagicDictionary(object):

    def \_\_init\_\_(self):

        self.dic = collections.defaultdict(list)

    def buildDict(self, dict):

        for word in dict:

            self.dic[len(word)].append(word)

    def search(self, word):

*# it can compress to one column, but it's hard to understand*

*# return any(sum(c1 != c2 for c1, c2 in zip(w, word)) == 1 for w in self.dic[len(word)])*

        for w in self.dic[len(word)]:

            count = 0

            for c1, c2 in zip(w, word):

                if c1 != c2:

                    count += 1

            if count == 1:

                return True

        return False

**551. Student Attendance Record I**

You are given a string representing an attendance record for a student. The record only contains the following three characters: 'A' : Absent. 'L' : Late. 'P' : Present. A student could be rewarded if his attendance record doesn't contain more than one 'A' (absent) or more than two continuous 'L' (late).

def checkRecord(self, s):

late = 0

absent = 0

for c in s:

if c == 'L':

late += 1

else:

late = 0

if c == 'A':

absent += 1

if absent > 1 or late > 2:

return False

return True

**552. Student Attendance Record II**

*Given a positive integer n, return the number of all possible attendance records with length n, which will be regarded as rewardable. The answer may be very large, return it after mod 109 + 7. A record is regarded as rewardable if it doesn't contain more than one 'A' (absent) or more than two continuous 'L' (late).*

***# note: the idea is, if without 'A', then dp[i] = ('P' + dp[i-1]) + ('PL' + dp[i-2]) + ('PLL' + dp[i-3])***

***# Add 'A', if we add to i, so there are i-1 digits before, and n-i digits behind, so: res += dp[i-1] \* dp[n-i]***

def checkRecord(self, n):

    if n == 0:

        return 0

    if n == 1:

        return 3

    M = int(1e9 + 7) ***# note: here we should int(), otherwise it's float, and the result may change***

    dp = [1, 2 ,4]

    for i in range(3, n+1):

        dp.append((dp[i-1] + dp[i-2] + dp[i-3]) % M)

    res = dp[-1]

    for i in range(1, n+1):

        res += dp[i-1] \* dp[n-i] % M

    return res % M

**121. Best Time to Buy and Sell Stock**

*Say you have an array for which the ith element is the price of a given stock on day i. If you were only permitted to complete* ***at most one*** *transaction (i.e., buy one and sell one share of the stock), design an algorithm to find the maximum profit. Note that you cannot sell a stock before you buy one.*

def maxProfit(self, prices):

profit = 0

low = float('inf')

for price in prices:

profix = max(profit, price - low)

low = min(low, price)

return profit

**122. Best Time to Buy and Sell Stock II**

*Say you have an array for which the ith element is the price of a given stock on day i. Design an algorithm to find the maximum profit. You may complete* ***as many transactions as you like*** *(i.e., buy and sell stock multiple times).*

def maxProfit(self, prices):

profit = 0

for i in range(1, len(prices)):

if prices[i] > prices[i-1]:

profit += prices[i] - prices[i-1]

return profit

**123. Best Time to Buy and Sell Stock III**

*Say you have an array for which the ith element is the price of a given stock on day i. Design an algorithm to find the maximum profit. You may complete* ***at most two*** *transactions. Note: You may not engage in multiple transactions at the same time (i.e., you must sell the stock before you buy again).*

def maxProfit(self, prices):

buy1, buy2, sell1, sell2 = float('-inf'), float('-inf'), 0, 0

for price in prices:

sell2 = max(sell2, buy2 + price)

buy2 = max(buy2, sell1 - price)

sell1 = max(sell1, buy1 + price)

buy1 = max(buy1, -price)  
 return sell2

**188. Best Time to Buy and Sell Stock IV**

*Say you have an array for which the ith element is the price of a given stock on day i. Design an algorithm to find the maximum profit. You may complete* ***at most k*** *transactions.*

def maxProfit(self, k, prices):

L = len(prices)

if k >= L/2:

return bestTimeBuySellStock\_II

dp = [[0]\*(L+1) for i in range(k+1)]  *# dp[i][j] stands for with i transactions, in jth day, the max profit*

for i in range(1, k+1):  *# why k in the outer loop? because if we do i transaction on the base of i-1*

profit = float('-inf')

for j, price in enumerate(prices, 1):

dp[i][j] = max(dp[i][j-1], price + profit)  *# sell or not sell*

profit = max(profit, dp[i-1][j-1] - price)  *# buy or not buy*

return dp[-1][-1]

**309. Best Time to Buy and Sell Stock with Cooldown**

*Design an algorithm to find the maximum profit. You may complete as many transactions as you like. But after you sell your stock, you cannot buy stock on next day. (ie, cooldown 1 day)*

def maxProfit(self, prices):

    if len(prices) < 2:

        return 0

    sell, buy, prev\_sell, prev\_buy = 0, -prices[0], 0, 0

    for price in prices:

        prev\_buy = buy

        buy = max(prev\_sell - price, prev\_buy)

        prev\_sell = sell

        sell = max(prev\_buy + price, prev\_sell)

    return sell

**714. Best Time to Buy and Sell Stock with Transaction Fee**

*Your are given an array of integers prices, for which the i-th element is the price of a given stock on day i; and a non-negative integer fee representing a transaction fee. You may complete as many transactions as you like, but you need to pay the transaction fee for each transaction. You may not buy more than 1 share of a stock at a time (ie. you must sell the stock share before you buy again.) Return the maximum profit you can make.*

def maxProfit(self, prices, fee):

    buy, sell = float('-inf'), 0

    for price in prices:

        sell = max(sell, buy + price - fee)

        buy = max(buy, sell - price)

    return sell

**General Thinking about Stock problems:**

**DP:**

For every day, we have three action: buy, sell, rest

For action buy and sell, it depends on two status: hold, no hold

DP[day][trans times][no hold / hold]  # only hold can sell. no hold can buy

**Base cases:**

T[-1][k][0] = 0, T[-1][k][1] = -Infinity  *# if there is no stock*

T[i][0][0] = 0, T[i][0][1] = -Infinity  *# if there is no transaction*

**Recurrence relations:**

T[i][k][0] = max(T[i-1][k][0], T[i-1][k][1] + prices[i])

T[i][k][1] = max(T[i-1][k][1], T[i-1][k-1][0] - prices[i])

**Case I: k = 1**

T[i][1][0] = max(T[i-1][1][0], T[i-1][1][1] + prices[i])

T[i][1][1] = max(T[i-1][1][1], T[i-1][0][0] - prices[i])  # since all T[i][0][0] = 0

  = max(T[i-1][1][1], -prices[i])

*# code*

*T\_i10, T\_i11 = 0, float('-inf')   
for price in prices:  
     T\_i10 = max(T\_i10, T\_i11 + price)  
     T\_i11 = max(T\_i11, -price)  
return T\_i10*

**Case II: k = inf**

T[i][k][0] = max(T[i-1][k][0], T[i-1][k][1] + prices[i])

T[i][k][1] = max(T[i-1][k][1], T[i-1][k-1][0] - prices[i])  # since T[i-1][k-1][0] = T[i-1][k][0]

              = max(T[i-1][k][1], T[i-1][k][0] - prices[i])

*# code*

*T\_ik0, T\_ik1 = 0, float('-inf')*

*for price in prices:*

*T\_ik0\_old = T\_ik0*

*T\_ik0 = max(T\_ik0, T\_ik1 + price)*

*T\_ik1 = max(T\_ik1, T\_ik0\_old - price)*

*return T\_ik0*

**Case III: k = 2**

T[i][2][0] = max(T[i-1][2][0], T[i-1][2][1] + prices[i])

T[i][2][1] = max(T[i-1][2][1], T[i-1][1][0] - prices[i])

T[i][1][0] = max(T[i-1][1][0], T[i-1][1][1] + prices[i])

T[i][1][1] = max(T[i-1][1][1], -prices[i])

*# code*

*T\_i10, T\_i11 = 0,  float('-inf')*

*T\_i20, T\_i21 = 0,float('-inf')*

*for price in prices:*

*T\_i20 = max(T\_i20, T\_i21 + price)*

*T\_i21 = max(T\_i21, T\_i10 - price)*

*T\_i10 = max(T\_i10, T\_i11 + price)*

*T\_i11 = max(T\_i11, -price)*

*return T\_i20*

**Case IV: k is arbitrary**

T[i][k][0] = max(T[i-1][k][0], T[i-1][k][1] + prices[i])

T[i][k][1] = max(T[i-1][k][1], T[i-1][k-1][0] - prices[i])

*# code*

*T\_ik0 = [0] \* (k + 1])*

*T\_ik1 = [float('-inf')] \* (k + 1])*

*for price in prices:*

*for j in range(k, 0, -1):*

*T\_ik0[j] = max(T\_ik0[j], T\_ik1[j] + price)*

*T\_ik1[j] = max(T\_ik1[j], T\_ik0[j - 1] - price);*

*return T\_ik0[k]*

***# another approach***

*dp = [[0]\*(L+1) for i in range(k+1)]*

*for i in range(1, k+1):*

*profit = float('-inf')*

*for j, price in enumerate(prices, 1):*

*dp[i][j] = max(dp[i][j-1], price + profit)*

*profit = max(profit, dp[i-1][j-1] - price)*

**Case V: k = inf with cooldown**

T[i][k][0] = max(T[i-1][k][0], T[i-1][k][1] + prices[i])

T[i][k][1] = max(T[i-1][k][1], T[i-2][k][0] - prices[i])

*# reduce to O(1) space*

*T\_ik0\_pre, T\_ik0, T\_ik1 = 0, 0, float('-inf')*

*for price in prices:*

*T\_ik0\_old = T\_ik0*

*T\_ik0 = max(T\_ik0, T\_ik1 + price)*

*T\_ik1 = max(T\_ik1, T\_ik0\_pre - price)*

*T\_ik0\_pre = T\_ik0\_old*

*return T\_ik0*

**Case VI: k = inf with transaction fee**

T[i][k][0] = max(T[i-1][k][0], T[i-1][k][1] + prices[i])

T[i][k][1] = max(T[i-1][k][1], T[i-1][k][0] - prices[i] - fee)

or

T[i][k][0] = max(T[i-1][k][0], T[i-1][k][1] + prices[i] - fee)

T[i][k][1] = max(T[i-1][k][1], T[i-1][k][0] - prices[i])

*# code*

*T\_ik0, T\_ik1 = 0, float('-inf')*

*for price in prices:*

*T\_ik0\_old = T\_ik0*

*T\_ik0 = max(T\_ik0, T\_ik1 + price)*

*T\_ik1 = max(T\_ik1, T\_ik0\_old - price - fee)*

*or*

*T\_ik0 = max(T\_ik0, T\_ik1 + price - fee)*

*T\_ik1 = max(T\_ik1, T\_ik0\_old - price)*

*return T\_ik0*

**269. Alien Dictionary**

*There is a new alien language which uses the latin alphabet. However, the order among letters are unknown to you. You receive a list of non-empty words from the dictionary, where words are sorted lexicographically by the rules of this new language. Derive the order of letters in this language.*

***# error:  we should take care all the members, not only the useful ones. We have two methods to use:***

***# 1. initial all of them at the beginning.***

***# 2. after the initialization, deal with the idle members at one time.***

***# we can use a class or only a tuple, here we use class.***

class Node(object):

    def \_\_init\_\_(self):

***# here we should take care another thing.***

*# since we don't use the details of parent, we can also use number to store parent, but must make other changes!*

*# change children from* ***set*** *to* ***list*** *OR check whether this parent already* ***exist*** *before parent += 1!*

        self.parent = set()

        self.children = set()

class Solution:

    def alienOrder(self, words):

        if not words:

            return ''

*# method 1, initialize all the members*

*# cs = {}*

*# for word in words:*

*#     for c in word:*

*#         cs[c] = Node()*

***# here we use method 2, only initialize useful members***

        cs = collections.defaultdict(Node)

        L = len(words)

        for i in range(1, L):

            for c1, c2 in zip(words[i-1], words[i]):

                if c1 != c2:

                    cs[c1].children.add(c2)

                    cs[c2].parent.add(c1)

                    break

        p\_nodes = collections.deque([c for c in cs if len(cs[c].parent)==0])

*# if we use method 1, just:*

*res = ''*

***# method 2 need to take care idle members at here.***

        res = ''.join(set(''.join(words)) - set(cs))

        while p\_nodes:

            c = p\_nodes.popleft()

            res += c

            c\_node = cs.pop(c)

            for child in c\_node.children:

                cs[child].parent.remove(c)

                if len(cs[child].parent) == 0:

                    p\_nodes.append(child)

        return res if len(cs) == 0 else ''

**659. Split Array into Consecutive Subsequences**

*You are given an integer array sorted in ascending order (may contain duplicates), you need to split them into several subsequences, where each subsequences consist of at least 3 consecutive integers. Return whether you can make such a split.*

def isPossible(self, nums):

counts = collections.Counter(nums)

tails = collections.Counter()

for num in nums:

if counts[num] == 0:

continue

elif tails[num] > 0:

tails[num] -= 1

tails[num+1] += 1

elif counts[num+1] > 0 and counts[num+2] > 0:

counts[num+1] -= 1

counts[num+2] -= 1

tails[num+3] += 1

else:

return False

counts[num] -= 1

return True

**656. Coin Path**

*Given an array A (index starts at 1) consisting of N integers: A1, A2, ..., AN and an integer B(steps you can jump). If you step on the index i, you have to pay Ai coins. If Ai is -1, it means you can’t jump to this place. Now, you start from A1, find the path to reach AN with the minimum coins.  If there are multiple paths with the same cost, return the lexicographically smallest path. If it's not possible to reach the place indexed N then you need to return an empty array.*

***# there are lot of trick in this question.***

***# 1. To keep it in lexicographically, we have to loop from end to start. Of course, we can also from start to end, but we need more operations.***

***# 2. For each loop, we should use a min\_cost to remember the cost from this idx. If we init the cost to 'inf' directly, we cann't compare it with 'inf' + A[idx]***

***# 3. At last, If we want to get the path in one while loop, we should init the path[-1] = L, it's stand for the end.***

def cheapestJump(self, A, B):

    if not A:

        return []

    L = len(A)

    cost = [0] \* L

    path = [-1] \* L

    path[-1] = L

    for idx in range(L)[::-1]:

        min\_cost = float('inf')

        for step in range(B):

            n\_idx = idx + step + 1

            if n\_idx < L and A[n\_idx] != -1 and A[idx] + cost[n\_idx] < min\_cost:

                    min\_cost = cost[idx] = A[idx] + cost[n\_idx]

                    path[idx] = n\_idx

    res = []

    idx = 0

    while idx < L and path[idx] > 0:

        res.append(idx+1)

        idx = path[idx]

    return res if idx == L else []

**562. Longest Line of Consecutive One in Matrix**

*Given a 01 matrix M, find the longest line of consecutive ones The line could be horizontal, vertical, diagonal or anti-diagonal.*

def longestLine(self, M):

    if not M or not M[0]:

        return 0

    rows, cols = len(M), len(M[0])

*~~# dp = [[0]\*4 for \_ in range(rows) for \_ in range(cols)]~~****#******two error here: the order of cols and rows, the inner [] for cols***

    dp = [[[0]\*4 for \_ in range(cols)] for \_ in range(rows)]

    ans = 0

    for i in range(rows):

        for j in range(cols):

            if M[i][j] == 1:

                dp[i][j][0] = dp[i][j-1][0] + 1 if j > 0 else 1

                dp[i][j][1] = dp[i-1][j][1] + 1 if i > 0 else 1

                dp[i][j][2] = dp[i-1][j-1][2] + 1 if i > 0 and j > 0 else 1

                dp[i][j][3] = dp[i-1][j+1][3] + 1 if i > 0 and j+1 < cols else 1

                ans = max(ans, max(dp[i][j]))

    return ans

**652. Find Duplicate Subtrees**

*Given a binary tree, return all duplicate subtrees. For each kind of duplicate subtrees, you only need to return the root node of any one of them. Two trees are duplicate if they have the same structure with same node values.*

***# Approach I: time O(n2), space O(n2)***

def findDuplicateSubtrees(self, root):

    ans = []

    count = collections.Counter()

    def find(node):

        if not node: return '#'

        serial = '{},{},{}'.format(node.val, find(node.left), find(node.right))

        count[serial] += 1

        if count[serial] == 2:

            ans.append(node)

        return serial

    find(root)

    return ans

***# Approach II: time O(n), space O(n)***

def findDuplicateSubtrees(self, root):

trees = collections.defaultdict()

trees.default\_factory = trees.\_\_len\_\_

count = collections.Counter()

ans = []

def find(node):

if node:

sign = node.val, find(node.left), find(node.right)

nid = trees[sign]

count[key] += 1

if count[key] == 2:

ans.append(node)

return nid

find(root)

return ans

**560. Subarray Sum Equals K**

*Given an array of integers and an integer k, you need to find the total number of continuous subarrays whose sum equals to k.*

def subarraySum(self, nums, k):

    memo = collections.defaultdict(int)

    memo[0] = 1  ***# error: forgot to add base case***

    asum = 0

    ans = 0

    for num in nums:

        asum += num

        if (asum - k) in memo:

            ans += memo[asum-k]

        memo[asum] += 1

    return ans

**214. Shortest Palindrome** (**KMP** only generate **PMT***(Partial Match Table)*)

*Given a string s, you are allowed to convert it to a palindrome by adding characters in front of it. Find and return the shortest palindrome you can find by performing this transformation.*

def shortestPalindrome(self, s):

    def getTable(s):

        table = [-1] \* len(s)

        i, j = 0, -1

        while i < len(s)-1:

            if j == -1 or s[i] == s[j]:

                i += 1

                j += 1

                table[i] = j

            else:

                j = table[j]

        return table

    T = getTable(s + '#' + s[::-1])

    start = T[-1]+1

    return s[start:][::-1] + s

def shortestPalindrome(self, s):

def getTable(s):

table = [0]

j = 0

for i in range(1, len(s)):

while j > 0 and s[j] != s[i]:

j = table[j - 1]

j = j + 1 if s[i] == s[j] else 0

table.append(j)

return table

T = getTable(s + '#' + s[::-1])

start = T[-1]

return s[start:][::-1] + s

def shortestPalindrome(self, s):

def getTable(s):

L = len(s)

table = [0] \* L

for i in range(1, L):

j = table[i-1]

while j > 0 and s[j] != s[i]:

j = table[j-1]

if s[j] == s[i]:

j += 1

table[i] = j

return table

    T = getTable(s + '#' + s[::-1])

    start = T[-1]

    return s[start:][::-1] + s

**397. Integer Replacement**

*Given a positive integer n and you can do operations as follow:*

*If n is even, replace n with n/2.*

*If n is odd, you can replace n with either n + 1 or n - 1.*

*What is the minimum number of replacements needed for n to become 1?*

def integerReplacement(self, n):

ans = 0

while n > 1:

ans += 1

if n % 2 == 0:                       *# f(1) = 0, f(2n) = 1 + f(n), f(2n + 1) = min(f(2n) + 1, f(2n + 2) + 1)*

n = n / 2                          *# f(2n + 1) = min(f(2n) + 1, f(n + 1) + 2)*

elif n % 4 == 1 or n == 3:    *# If n % 4 = 3 and n != 3, then f(n) = f(n + 1) + 1.*

n -= 1                             *# If n % 4 = 1 or n = 3, then f(n) = f(n - 1) + 1.*

else:

n += 1

return ans

**803. Bricks Falling When Hit**

*We have a grid of 1s (bricks) and 0s.  A brick will not drop if it is directly connected to the top of the grid or at least one of its (4-way) adjacent bricks will not drop. Now, we will do some erasures sequentially. Each time we will erase (i, j), and then some other bricks may drop. Return an array representing the number of bricks that will drop after each erasure in sequence.*

***# we cann't solve it only with DFS or BFS, cause if only suit hit the bricks from near to far. If we hit a far one, it only influence further ones, however we don't know which one of its neighbors is further or not. We can use additional matrix to store the level, but it may become very complex.***

def hitBricks(self, grid, hits):

    if not grid or not grid[0] or not hits:

        return []

    rows, cols = len(grid), len(grid[0])

    dirs = ((0, 1), (0, -1), (-1, 0), (1, 0))

***# used to set connected with top***

    def dfs(x, y):

        grid[x][y] = 2

        hold = 1

        for dx, dy in dirs:

            nx, ny = x + dx, y + dy

            if 0 <= nx < rows and 0 <= ny < cols and grid[nx][ny] == 1:

                hold += dfs(nx, ny)

        return hold

***# check whether this cell is connected***

    def is\_connected(x, y):

        if x == 0:  ***# error: forgot this condition***

            return True

        for dx, dy in dirs:

            nx, ny = x + dx, y + dy

            if 0 <= nx < rows and 0 <= ny < cols and grid[nx][ny] == 2:

                return True

        return False

***# begin the main logsitic***

    for x, y in hits: ***# first hit all the bricks at the beginning***

        grid[x][y] -= 1

    for y in range(cols): ***# connect the remain to the top***

        if grid[0][y] == 1:

            dfs(0, y)

***# add the hits one by one reversely, and check how many cells will be connected by this one***

    res = []

    for x, y in hits[::-1]:

        grid[x][y] += 1***# add the cell***

        if grid[x][y] and is\_connected(x, y):

            res.insert(0, dfs(x, y)-1)

        else:

            res.insert(0, 0) ***# error: forgot this condition***

    return res

**493. Reverse Paris**

*Given an array nums, we call (i, j) an important reverse pair if i < j and nums[i] > 2\*nums[j]. You need to return the number of important reverse pairs in the given array.*

def reversePairs(self, nums):

    self.ans = 0

    def merge(temp):

        L = len(temp)

        mid = L // 2

        if not mid:

            return temp

        l, r = merge(temp[:mid]), merge(temp[mid:])

        idx = 0

        i, j, n, ll, lr = 0, 0, 0, len(l), len(r)

        while i < ll:  ***# here is i < left\_length***

            while n < lr and l[i] > 2 \* r[n]:

                n += 1

            self.ans += n

            while j < lr and l[i] > r[j]:

                temp[idx] = r[j]

                j += 1

                idx += 1

            temp[idx] = l[i]

            i += 1  ***# mainly care i, the left part***

            idx += 1

        while idx < L:  ***# the right remains, add to res***

            temp[idx] = r[j]

            j += 1

            idx +=1

        return temp

    merge(nums)

    return self.ans

def reversePairs(self, nums):

    self.ans = 0

    def merge(temp):

        L = len(temp)

        mid = L // 2

        if not mid:

            return temp

        l, r = merge(temp[:mid]), merge(temp[mid:])

        i, j = 0, 0

        while i < len(l) and j < len(r):

            if l[i] > 2 \* r[j]:

                self.ans += len(l) - i

                j += 1

            else:

                i += 1

        return sorted(l + r)

    merge(nums)

    return self.ans

**284. Peeking Iterator**

*Given an Iterator class interface with methods: next() and hasNext(), design and implement a PeekingIterator that support the peek() operation -- it essentially peek() at the element that will be returned by the next call to next().*

class PeekingInterator:

def \_\_init\_\_(self, iterator):

self.iter = iterator

self.temp = self.iter.next() if self.iter.hasNext() else None

def peek(self):

return self.temp

def next(self):

t = self.temp

self.temp = self.iter.next() if self.iter.hasNext() else None

return t

def hasNext(self):

return self.temp != None

**288. Unique Word Abbreviation**

*An abbreviation of a word follows the form <first letter><number><last letter>. Assume you have a dictionary and given a word, find whether its abbreviation is unique in the dictionary. A word's abbreviation is unique if no other word from the dictionary has the same abbreviation.*

***# error: unique mean not exist or exist but only one time***

class ValidWordAbbr:

    def \_\_init\_\_(self, dictionary):

        self.brief = collections.defaultdict(set)

        for word in dictionary:

            bw = word

            if len(word) > 2:

                bw = word[0]+str(len(word)-2)+word[-1]

            self.brief[bw].add(word)

    def isUnique(self, word):

        bw = word

        if len(word) > 2:

            bw = word[0]+str(len(word)-2)+word[-1]

        return bw not in self.brief or len(self.brief[bw]) == 1 and self.brief[bw] == {word}

**66. Plus One**

*Given a non-empty array of digits representing a non-negative integer, plus one to the integer. The digits are stored such that the most significant digit is at the head of the list, and each element in the array contain a single digit. You may assume the integer does not contain any leading zero, except the number 0 itself.*

***# error: only add one, not add two nums***

def plusOne(self, digits):

    L = len(digits)

    idx = L-1

    while idx >= 0:

        if digits[idx] < 9:

            digits[idx] += 1

            return digits

        digits[idx] = 0

        idx -= 1

    res = [1] + [0] \* (L)

    return res

**230. Kth Smallest Element in a BST**

*Given a binary search tree, write a function kthSmallest to find the kth smallest element in it.*

***# note: if we use recursive like this, we must use ans to store the val, since the stack still work after return***

def kthSmallest(self, root, k):

    self.count = 0

    self.ans = None

    def dfs(node):

        if node:

            dfs(node.left)

            self.count += 1

            if self.count == k:

                self.ans = node.val

                return

            dfs(node.right)

    dfs(root)

    return self.ans

def kthSmallest(self, root, k):

    count = 0

    stack, node = [], root

    while stack or node:

        if node:

            stack.append(node)

            node = node.left

        else:

            node = stack.pop()

            count += 1

            if count == k:

                return node.val

*# error: we should not verify if node.right*

            node = node.right  

**289. Game of Life**

*Given a board with m by n cells, each cell has an initial state live (1) or dead (0). Each cell interacts with its eight neighbors (horizontal, vertical, diagonal) with the following four rules:* ***1.*** *Any live cell with fewer than two live neighbors dies, as if caused by under-population.* ***2.*** *Any live cell with two or three live neighbors lives on to the next generation.* ***3.*** *Any live cell with more than three live neighbors dies, as if by over-population.****4.*** *Any dead cell with exactly three live neighbors becomes a live cell, as if by reproduction. Write a function to compute the next state (after one update) of the board given its current state. The next state is created by applying the above rules simultaneously to every cell in the current state, where births and deaths occur simultaneously.*

def gameOfLife(self, board):

    rows, cols = len(board), len(board[0])

    def check(x, y):

        live = 0

        for i in range(-1,2):

            for j in range(-1, 2):

                if i == 0 and j == 0: ***# error: can not put this in to below, because it may jump both i == 0 or j == 0!***

                    continue

                nx, ny = x + i, y + j

                if 0 <= nx < rows and 0 <= ny < cols and board[nx][ny] & 1: ***# we can add (i !=0 or j != 0) here***

                    live += 1

        return live

    for i in range(rows):

        for j in range(cols):

            live = check(i, j)

            if board[i][j] == 1 and (live == 2 or live == 3):

                board[i][j] = 3

            elif board[i][j] == 0 and live == 3:

                board[i][j] = 2

    for i in range(rows):

        for j in range(cols):

            board[i][j] >>= 1  ***# error: forgot to add =, here is >>=***

**282. Expression Add Operators**

*Given a string that contains only digits 0-9 and a target value, return all possibilities to add binary operators (not unary) +, -, or \* between the digits so they evaluate to the target value.*

def addOperators(self, num, target):

    ans = []

    def helper(start, cur, pre, path):

        if start == len(num):

            if cur == target:

                ans.append(path)

            return

        for i in range(start+1, len(num)+1):

            if num[start] == '0' and i > start+1: ***# error: here is '0', forgot it's string, wrote to 0***

                break

            val = int(num[start:i])

            if start == 0:

                helper(i, val, val, str(val))

            else:

                helper(i, cur + val, val, path + '+' + str(val))

                helper(i, cur - val, -val, path + '-' + str(val))

                helper(i, cur - pre + pre \* val, pre \* val, path + '\*' + str(val))

    helper(0, 0, 0, '')

    return ans

**10. Regular Expression Matching**

*Given an input string (s) and a pattern (p), implement regular expression matching with support for '.' and '\*'.*

*'.' Matches any single character.*

*'\*' Matches zero or more of the preceding element.*

def isMatch(self, s, p):

    dp = [[False] \* (len(p)+1) for \_ in range(len(s)+1)]

    dp[0][0] = True

    for i, c in enumerate(p, 1):   ***# base case***

        dp[0][i] = c == '\*' and dp[0][i-2]

    for i, ws in enumerate(s, 1):

        for j, wp in enumerate(p, 1):

            if ws == wp or wp == '.':

                dp[i][j] = dp[i-1][j-1]

            elif wp == '\*':

                dp[i][j] = dp[i][j-1] or dp[i][j-2]  ***# \* count as 1 or 0(delete pre one)***

                if p[j-2] == '.' or p[j-2] == ws:  # ***\* count multiple ws***

                    dp[i][j] |= dp[i-1][j]  # same with dp[i][j] = dp[i][j] or dp[i-1][j]

    return dp[-1][-1]

**20. Valid Parentheses**

*Given a string containing just the characters '(', ')', '{', '}', '[' and ']', determine if the input string is valid.*

def isVaild(self, s):

stack = []

pairs = {')':'(', '}':'{', ']':'['}

for c in s:

if c in '[{(':

stack.append(c)

else:

p = pairs[c]

if not stack or p != stack.pop():

return False

return not stack

**22. Generate Parentheses**

*Given n pairs of parentheses, write a function to generate all combinations of well-formed parentheses.*

def generateParenthsis(self, n):  # time and space: O(22n/n)

res = []

def generate(pre, left, right):

if left:

generate(pre+'(', left-1, right)

if right > left:

generate(pre+')', left, right-1)

if not right:

res.append(pre)

generate('', n, n)

return res

**228. Summary Ranges**

*Given a sorted integer array without duplicates, return the summary of its ranges.*

*Input:  [0,2,3,4,6,8,9,12]*

*Output: ["0","2->4","6","8->9","12"]*

def summaryRanges(self, nums):

    res = []

    idx = 0

    while idx < len(nums):

        start = idx  ***# note: since we start from here, so, we should take care the end***

        while idx+1 < len(nums) and nums[idx+1] == nums[idx] + 1: ***# the end is confirmed by idx + 1***

            idx += 1

        if start == idx:

            res.append(str(nums[idx]))

        else:

            res.append('{}->{}'.format(nums[start], nums[idx]))

        idx += 1  ***# error: forgot this...***

    return res

**23. Merge k Sorted Lists**

*Merge k sorted linked lists and return it as one sorted list. Analyze and describe its complexity.*

***# note, we can also use a priorityqueue to solve this. The length of priority queue is K, because we only need to put each head node into it. Here is divide and conquer method.***

def mergeKLists(self, lists):

    def mergeTwoLists(one, two):

        head = pre = ListNode(0)  ***# error, forgot to generate a dummy node.***

        while one or two:

            if not one:

                pre.next = two

                return head.next

            elif not two:

                pre.next = one

                return head.next

            elif one.val <= two.val:

                pre.next = one

                pre = pre.next  ***# error, forgot this***

                one = one.next

            else:

                pre.next = two

                pre = pre.next ***# error, forgot this***

                two = two.next

        return head.next ***# we can also delete this line, because either one or two must be reach end at first***

    while len(lists) > 1:

        temp = []

        for i in range(0, len(lists), 2):

            temp.append(mergeTwoLists(lists[i], lists[i+1] if i+1 < len(lists) else None))

        lists = temp

    return lists[0] if lists else None ***# error, forgot this if else***

**218. The Skyline Problem**

A city's skyline is the outer contour of the silhouette formed by all the buildings in that city when viewed from a distance. Now suppose you are **given the locations and height of all the buildings** as shown on a cityscape photo (Figure A), write a program to **output the skyline** formed by these buildings collectively (Figure B).
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Each building is represented by a triplet of integers [Li, Ri, Hi], where Li and Ri are the x coordinates of the left and right edge of the ith building, respectively, and Hi is its height. It is guaranteed 0 ≤ Li, Ri ≤ INT\_MAX, 0 < Hi ≤ INT\_MAX, and Ri - Li > 0. You may assume all buildings are perfect rectangles grounded on an absolutely flat surface at height 0.

For instance, Figure A are recorded as: [[2 9 10], [3 7 15], [5 12 12], [15 20 10], [19 24 8]]

The input list is already sorted in ascending order by the left x position Li.

The output list must be sorted by the x position.

**A key point is the left endpoint of a horizontal line segment**. The last key point, where the rightmost building ends, is merely used to mark the termination of the skyline, and always has zero height. Also, the ground in between any two adjacent buildings should be considered part of the skyline contour.

For instance, the **key points**  in Figure B should be :[[2 10],[3 15],[7 12],[12 0],[15 10],[20 8],[24, 0]]

***# note: The PriorityQueue, we can use get and put, but no peek(), and delete, we can use pq.queue[0] to get the peek, but can not use pq.queue.remove(item) to delete some element, it will modify the pq without reorder it! So it's better to use heapq on a q (list)***

def getSkyLine(self, buildings):

    points = defaultdict(list)

    for start, end, height in buildings:

        points[start].append(height)***# if height > 0, start***

        points[end].append(-height)  ***# if height < 0, end***

    res = []

    pre = 0

    q = [pre]

    xidx = sorted(points.keys())

    for x in xidx:

        for h in points[x]:

            if h > 0:***# if start, add to q, because heapq can only get min, so we add an '-'.***

                heapq.heappush(q, -h)

            else:  ***# if end, remove from the q, end influence. Here is a trick, we remove before we get highest from the***

                q.remove(h)***# priority queue, it can ensure get the right point without using pre\_idx***

                heapq.heapify(q)

        sky = -q[0]  # the highest one

        if sky != pre:

            res.append([x, sky])

            pre = sky

    return res

**224. Basic Calculator I**

*Implement a basic calculator to evaluate a simple expression string. The expression string may contain "(",  ")", "+", " - ", non-negative integers and empty spaces.*

def calculate(self, s)

    idx, L, res, stack, signs, sign = 0, len(s), 0, [], [], 1

    while idx < L:

        c = s[idx]

        if c == '(':

            stack.append(res)

            signs.append(sign)

            res, sign = 0, 1

        elif c == '-':         elif c == '+':

            sign = -1            sign = 1

        elif c == ')':

            res = stack.pop() + res\*signs.pop()  ***# error: wrote to res += stack.pop()\*signs.pop()***

        elif c.isdigit():

            start = idx

            while idx < L and s[idx].isdigit():

                idx += 1

            res += int(s[start:idx]) \* sign

            idx -= 1

        idx += 1

    return res

**227. Basic Calculator II**

*Implement a basic calculator to evaluate a simple expression string. The expression string contains only non-negative integers, +, -, \*, / operators and empty spaces . The integer division should truncate toward zero.*

***# note: we should use a sign to member the previous sign***

def calculate(self, s):

    idx, L, sign, stack, num =  0, len(s), '+', [], 0

    while idx < L:

        c = s[idx]

        if c.isdigit():

            start = idx

            while idx < L and s[idx].isdigit():

                idx += 1

            num = int(s[start:idx])

            idx -= 1

***# error: here is if!    NOT elif, otherwise idx == L-1 will not get***

**if** c in '+-\*/' or idx == L-1:  ***# error: forgot the idx == L-1***

            if sign == '+':

                stack.append(num)

            elif sign == '-':

                stack.append(-num)

            elif sign == '\*':

                stack.append(num \* stack.pop())

            elif sign == '/':

                stack.append(int(stack.pop() / num))  ***# use int() truncate to 0,  int(3.8/2) = 1, -3//2 = -2, int(-3/2) = -1***

            num = 0 ***# this line can be deleted***

            sign = c

        idx += 1

    return sum(stack) ***# sum([]) default is 0***

**388. Longest Absolute File Path**

*The string "dir\n\tsubdir1\n\t\tfile1.ext\n\t\tsubsubdir1\n\tsubdir2\n\t\tsubsubdir2\n\t\t\tfile2.ext" represents:*

*dir*

*subdir1*

*file1.ext*

*subsubdir1*

*subdir2*

*subsubdir2*

*file2.ext*

*find the longest file's path from the given string*

def lengthLongestPath(self, input):

path = {0:0}

res = 0

for line in input.splitlines():

name = line.lstrip('\t')

deep = len(line) - len(name)

if '.' in name:

res = max(res, path[deep] + len(name))

else:

path[deep+1] = path[deep] + len(name) + 1

return res

**503. Next Greater Element II**

*Given a circular array (the next element of the last element is the first element of the array), print the Next Greater Number for every element. The Next Greater Number of a number x is the first greater number to its traversing-order next in the array, which means you could search circularly to find its next greater number. If it doesn't exist, output -1 for this number.*

def nextGreaterElements(self, nums):

L = len(nums)

stack, res = [], [-1]\*L

for idx in range(2\*L):

r\_idx = idx % L

while stack and nums[stack[-1]] < nums[r\_idx]:

res[stack.pop()] = nums[r\_idx]

stack.append(r\_idx)

return res

**421. Maximum XOR of Two Numbers in an Array**

*Given a non-empty array of numbers, a0, a1, a2, … , an-1, Find the maximum result of ai XOR aj.*

def findMaximumXOR(self, nums):  
 ans, mask = 0, 0

for i in range(31, -1, -1):

mask = mask | (1 << i)

s = set()

for num in nums:

s.add(num & mask)

temp = max | (1 << i)

for h in s:

if temp ^ h in s: ***# if a ^ b = c,  a ^ c = b, then b ^ c = a***

ans = temp

break

return mask

**465. Optimal Account Balancing**

*A group of friends went on holiday and sometimes lent each other money. For example, Alice paid for Bill's lunch for $10. Then later Chris gave Alice $5 for a taxi ride. We can model each transaction as a tuple (x, y, z) which means person x gave person y $z. Assuming Alice, Bill, and Chris are person 0, 1, and 2 respectively (0, 1, 2 are the person's ID), the transactions can be represented as [[0, 1, 10], [2, 0, 5]]. Given a list of transactions between a group of people, return the minimum number of transactions required to settle the debt.*

def minTransfers(self, transactions):

balance = collections.defaultdict(int)

for p1, p2, money in transactions:

balance[p1] += money

balance[p2] -= money

rest = []

for p in balance:

if balance[p] != 0:

rest.append(balance[p])

def dfs(r1):

while r1 < len(rest) and rest[r1] == 0:

r1 += 1

ts = float('inf')

pre = 0 ***# jump the values equal to previous one, if we don't use it, get a TLE***

for r2 in range(r1+1, len(rest)):

if rest[r2] != pre and rest[r2]\*rest[r1] < 0:  ***# if r1 and r2 have different debt***

rest[r2] += rest[r1]  ***# put all r1's debt to r2, so r1 is clear***

ts = min(ts, 1 + dfs(r1 + 1)) ***# then 1(this transaction) + dfs next rest debt***

rest[r2] -= rest[r1] ***# after that, recover the r2 for next operation***

pre = rest[r2]  ***# remember this one for future comparing***

return ts if ts != float('inf') else 0 ***# if we can't make any transaction, return 0***

return dfs(0) ***# start from the first deb***t

**310. Minimum Height Trees**

*For a undirected graph with tree characteristics, we can choose any node as the root. The result graph is then a rooted tree. Among all possible rooted trees, those with minimum height are called minimum height trees (MHTs). Given such a graph, write a function to find all the MHTs and return a list of their root labels.*

def findMinheightTrees(self, n, edges):   **# note: excellent method!! from leaves to center**

if n == 1:

return [0]

adj = collections.defaultdict(set)

for a, b in edges:

adj[a].add(b)

adj[b].add(a)

leaves = [node for node in adj if len(adj[node]) == 1]

while n > 2: *# we can't use len(leaves) here, since n is the number of node, 100 nodes may have two leaves*

n -= len(leaves)

new\_leaves = []

for node in leaves:

edge = adj.pop(node).pop() ***# error, set can't be stared, just use pop(), because it has only one edge***

adj[edge].discard(node)

if len(adj[edge]) == 1:

new\_leaves.append(edge)

leaves = new\_leaves

return leaves

**369. Plus One Linked List**

Given a non-negative integer represented as non-empty a singly linked list of digits, plus one to the integer. You may assume the integer do not contain any leading zero, except the number 0 itself. The digits are stored such that the most significant digit is at the head of the list.

def plusOne(self, head):

    def reverse(node):

        pre = None

        while node:

*# node.next, pre, node = pre, node, node.next* ***# we can use this line to replace the follow 4 lines***

            next = node.next

            node.next = pre

            pre = node

            node = next

        return pre

    head = node = reverse(head)

    carry = 1

    while node and carry: ***# we can't use node.next to test here to make the if carry simply***

        carry, node.val = divmod(node.val + carry, 10)

        node = node.next

    head = reverse(head)

    if carry: ***# since the node is already none, we can only add a carry as a head to reversed list***

        node = ListNode(carry)

        node.next = head

        head = node

    return head

**765. Couples Holding Hands**

*N couples sit in 2N seats arranged in a row and want to hold hands. We want to know the minimum number of swaps so that every couple is sitting side by side. A swap consists of choosing any two people, then they stand up and switch seats. The people and seats are represented by an integer from 0 to 2N-1, the couples are numbered in order, the first couple being (0, 1), the second couple being (2, 3), and so on with the last couple being (2N-2, 2N-1). The couples' initial seating is given by row[i] being the value of the person who is initially sitting in the i-th seat.8*

def minSwapsCouples(self, row):

    N = len(row) // 2

    couple = [[] for \_ in range(N)]

    for i, p in enumerate(row):

        couple[p//2].append(i//2)  ***# we don't care the pid, so, only use cid(couple\_id)***

    adj = [[] for \_ in range(N)]

    for c1, c2 in couple:

        adj[c1].append(c2)

        adj[c2].append(c1)

    swaps = N  ***# this N is the key idea, N couples - the number of cycles is the answer.***

***# each cycle is we can keep changing until we match the end one to the first one***

    for c in range(N):

        if not adj[c]:

            continue

        swaps -= 1

        c1, c2 = c, adj[c].pop()

        while c2 != c:  ***# here is while not if    AND here is c2 != c not c2 != c1***

            adj[c2].remove(c1)

            c1, c2 = c2, adj[c2].pop()

    return swaps

**766. Toeplitz Matrix**

*A matrix is Toeplitz if every diagonal from top-left to bottom-right has the same element. Now given an M x N matrix, return True if and only if the matrix is Toeplitz.*

def isToeplitzMatrix(self, matrix):

***# note: it's better to use i,j or r,c rather than row, col since we may use row, col for enumerate or other purpose.***

    return all(r == 0 or c == 0 or matrix[r-1][c-1] == item

                        for r, row in enumerate(matrix)

                        for c, item in enumerate(row))

**239. Sliding Window Maximum**

*Given an array nums, there is a sliding window of size k which is moving from the very left of the array to the very right. You can only see the k numbers in the window. Each time the sliding window moves right by one position. Return the max sliding window.*

def maxSildingWindow(self, nums, k):

if k > len(nums):

return []

L = len(nums)

dq = collections.deque()

ans = []

for idx, num in enumerate(nums):

while dq and dq[-1][-1] < num:

dq.pop()

dq.append((idx, num))

if idx >= k - 1:

while dq[0][0] < idx - k + 1:

dq.popleft()

ans.append(dq[0][-1])  ***# error: here is dp[0] not dp[-1] AND this line is in if***

return ans

**4. Median of Two Sorted Arrays**

*There are two sorted arrays nums1 and nums2 of size m and n respectively. Find the median of the two sorted arrays. The overall run time complexity should be O(log (m+n)).*

def findMedianSortedArrays(self, nums1, nums2):

def find(start1, start2, k):

L1, L2 = len(nums1), len(nums2)

if start1 >= L1:

return nums2[start2 + k -1]

if start2 >= L2:

return nums1[start1 + k - 1]

if k == 1:

return min(nums1[start1], nums2[start2])

next\_start1 = start1 + k//2 - 1

half1 = nums1[cut1] if next\_start1 < L1 else float('inf')

next\_start2 = start2 + k//2 - 1

half2 = nums2[cut2] if next\_start1 < L2 else float('inf')

if half1 < half2:

return find(start1 + k//2, start2, k - k//2)

else:

return find(start1, start2 + k//2, k - k //2)

n = len(nums1) + len(nums2)

if n % 2 == 0:

return((find(0,0,n//2) + find(0,0,n//2+1)) / 2)

else:

return find(0, 0, n//2 + 1)

**163. Missing Ranges**

*Given a sorted integer array, where the range of elements are in the inclusive range [lower, upper], return its missing ranges.*

def findMissingRanges(self, nums, lower, upper):

    pre = lower - 1

    nums.append(upper + 1)

    ans = []

    for num in nums:

        if num == pre + 2:

            ans.append(str(num-1))

        elif num > pre + 2:

            ans.append('{}->{}'.format(pre+1, num-1))

        pre = num

    return ans

**31. Next Permutation**

*Implement next permutation, which rearranges numbers into the lexicographically next greater permutation of numbers. If such arrangement is not possible, it must rearrange it as the lowest possible order (ie, sorted in ascending order).*

def nextPermutation(self, nums):

def reverse(start, end):

while start < end:

nums[start], nums[end] = nums[end], nums[start]

start += 1

end -= 1

L = len(nums)

key\_idx =  L - 1

for i in range(L-2, -1, -1):

if nums[i] < nums[i+1]:

key\_idx = i

break  ***# error: forgot to beak***

if key\_idx == L - 1:

reverse(0, key\_idx)

else:

right = L - 1

while nums[right] <= nums[key\_idx]:

right -= 1

nums[key\_idx], nums[right] = nums[right], nums[key\_idx]

reverse(key\_idx + 1, L - 1)

**208.Implement Trie (Prefix Tree)**

*Implement a trie with insert, search, and startsWith methods.*

***# note, we can use an separate class TrieNode to store the dic and isWord, the keep a TrieNode object as a root in Trie. Or we can store the dic and word just in Trie itself. They are kind of same, but there are still some difference.***

1. ***TrieNode has no functions, just data structure.***
2. ***Trie only focus on functions, rather than storage.***
3. ***This separation makes the structure simple.***

class TrieNode(object):

def \_\_init\_\_(self):

self.dic = collections.defaultdict(TrieNode)

self.isWord = False

class Trie(object):

def \_\_init\_\_(self):

self.root = TrieNode()

def insert(self, word):

cur = self.root

for c in word:

cur = cur.dic[c]

cur.isWord = True

def search(self, word):

cur = self.root

for c in word:

if c in cur.dic:

cur = cur.dic[c]

else:

return False

return cur.isWord

def startsWith(self, prefix):  # return bool, if there is any word starts with prefix

cur = self.root

for c in prefix:

if c in cur.dic: ***# error: here is cur.dic not self.dic***

cur = cur.dic[c]

else:

return False

return cur.isWord or len(cur.dic) > 0 ***# error must be add > 0, because we need return bool***

**200. Number of Islands**

*Given a 2d grid map of '1's (land) and '0's (water), count the number of islands. An island is surrounded by water and is formed by connecting adjacent lands horizontally or vertically. You may assume all four edges of the grid are all surrounded by water.*

def numIslands(self, grid):

    dirs = ((0, 1), (0, -1), (-1, 0), (1, 0))

    def dfs(x, y):

        grid[x][y] = '0'

        for dx, dy in dirs:

            nx, ny = x + dx, y + dy

            if 0 <= nx < len(grid) and 0 <= ny < len(grid[0]) and grid[nx][ny] == '1':

                dfs(nx, ny)

    ans = 0

    for i in range(len(grid)):

        for j in range(len(grid[i])):

            if grid[i][j] == '1':

                ans += 1

                dfs(i, j)

    return ans

**305. Number of Islands II**

*A 2d grid map of m rows and n columns is initially filled with water. We may perform an addLand operation which turns the water at position (row, col) into a land. Given a list of positions to operate, count the number of islands after each addLand operation. An island is surrounded by water and is formed by connecting adjacent lands horizontally or vertically. You may assume all four edges of the grid are all surrounded by water.*

***# note: it's a classical union-find problem, except a count function***

class UNF(object):

    def \_\_init\_\_(self):

        self.base = {}

        self.rank = {}

        self.count = 0

    def add(self, idx):

        self.count += 1

        self.base[idx] = idx

        self.rank[idx] = 1

***# there are 3 way to optimize find complex, path compression, halving, splitting***

    def find(self, idx):

*#         while idx != self.base[idx]:* ***# path halving***

*#             self.base[idx] = self.base[self.base[idx]]*

*#             idx = self.base[idx]*

*#         return idx*

*#         while idx != self.base[idx]:* ***# path splitting, kind of same with path halving***

*#             idx, self.base[idx] = self.base[idx], self.base[self.base[idx]]*

*#         return idx*

        if idx != self.base[idx]:  ***# path compression***

            self.base[idx] = self.find(self.base[idx])

        return self.base[idx]

    def union(self, idx1, idx2):

***# note: metion here, r1 and r2 are root for idx1 and idx2, if r1 != r2, we set one to another, that means the leader of that group betrys to the other group. All the member only follow the leader.***

        r1, r2 = self.find(idx1), self.find(idx2)

        if r1 == r2:

            return

        if self.rank[r1] > self.rank[r2]:

            r1, r2 = r2, r1

        self.base[r1] = r2 ***# error: base not rank***

        if self.rank[r1] == self.rank[r2]:

            self.rank[r2] += 1

        self.count -= 1

    def has(self, idx):

        return idx in self.base

class Solution:

    def numIslands2(self, m, n, positions):

        unf = UNF()

        ans = []

        dirs = ((0, 1), (0, -1), (1, 0), (-1, 0))

        for x, y in positions:

            idx = n \* x + y

            unf.add(idx)

            for dx, dy in dirs:

                nx, ny = x + dx, y + dy

                nidx = n \* nx + ny

                if *0 <= nx < m and 0 <= ny < n and unf.has(nidx):*

                    unf.union(idx, nidx)

            ans.append(unf.count)

        return ans

**463. Island Perimeter**

*You are given a two-dimensional grid where 1 represents land and 0 represents water. Grid cells are connected horizontally/vertically (not diagonally). There is exactly one island (i.e., one or more connected land cells) and the island doesn't have "lakes" (water inside that isn't connected to the water around the island). One cell is a square with side length 1. The grid is rectangular, width and height don't exceed 100. Determine the perimeter of the island.*

def islandPerimeter(self, grid):

    if not grid or not grid[0]:

        return 0

    rows, cols = len(grid), len(grid[0])

    for i in range(rows):

        for j in range(cols):

            if grid[i][j] == 1:

                count, neighbor = 0, 0

                grid[i][j] = 2

                stack = [(i, j)]

                dirs = ((0, 1), (0, -1), (-1, 0), (1, 0))

                while stack:

                    x, y = stack.pop()

                    count += 1

                    for dx, dy in dirs:

                        nx, ny = x + dx, y + dy

                        if 0 <= nx < rows and 0 <= ny < cols:

                            if grid[nx][ny] != 0:

                                neighbor += 1

                            if grid[nx][ny] == 1:

                                grid[nx][ny] = 2

                                stack.append((nx, ny))

                return 4 \* count - neighbor

**44. Wildcard Matching**

*Given an input string (s) and a pattern (p), implement wildcard pattern matching with support for '?' and '\*'.*

* *'?' Matches any single character.*
* *'\*' Matches any sequence of characters (including the empty sequence).*

def isMatch(self, s, p)

    M, N = len(s), len(p)

    dp = [[False] \* (N + 1) for \_ in range(M + 1)]

    dp[0][0] = True

    for i, c in enumerate(p, 1):

*# if c == '\*' and dp[0][i-1]:*

*#     dp[0][i] = True*

        if c == '\*': ***# this base and the above one, both are OK***

            dp[0][i] = dp[0][i-1]

    for i, c\_s in enumerate(s, 1):

        for j, c\_p in enumerate(p, 1):

            if c\_p == c\_s or c\_p == '?':

                dp[i][j] = dp[i-1][j-1]  ***# error: wrote to ==***

            if c\_p == '\*':

                dp[i][j] = dp[i-1][j] or dp[i][j-1]

    return dp[-1][-1]

**173. Binary Search Tree Iterator**

class BSTIterator(object):

    def \_\_init\_\_(self, root):

        self.queue = []

        while root:

            self.queue.append(root)

            root = root.left

    def hasNext(self):

        return bool(self.queue)

    def next(self):

        temp = self.queue.pop()

        right = temp.right

        while right:

            self.queue.append(right)

            right = right.left

        return temp.val

**50. Pow(x, n)**

*Implement pow(x, n), which calculates x raised to the power n (xn).*

***# note: it's very intuitive to use recursive. shouldn't use iterative***

def myPow(self, x, n):

    if n == 0:

        return 1

    if n < 0:

        return 1 / self.myPow(x, -n)

    if n % 2:

        return x \* self.myPow(x, n-1)

    return self.myPow(x\*x, n // 2)

**166. Fraction to Recurring Decimal**

*Given two integers representing the numerator and denominator of a fraction, return the fraction in string format. If the fractional part is repeating, enclose the repeating part in parentheses.*

def fractionToDecimal(self, numerator, denominator):

    sign = '-' if numerator \* denominator < 0 else ''

    numerator, denominator = abs(numerator), abs(denominator)  ***# error: forgot this***

    n, remain = divmod(numerator, denominator)

    ans = [sign, str(n), '.']

    stack = []

    while remain not in stack:

        stack.append(remain)

        n, remain = divmod(remain \* 10, denominator)

        ans.append(str(n))

    idx = stack.index(remain)  ***# note, here is stack.index, not ans.index***

    ans.insert(idx+3, '(')  ***# note, here is 3***

    ans.append(')')

    return ''.join(ans).replace('(0)', '').rstrip('.')  ***# here are also some conner case***

**358. Rearrange String k Distance Apart**

*Given a non-empty string s and an integer k, rearrange the string such that the same characters are at least distance k from each other. All input strings are given in lowercase letters. If it is not possible to rearrange the string, return an empty string "".*

def rearrangeString(self, s, k):

    if k == 0:  ***# if no this line, it will be TEL***

        return s

    count = collections.Counter(s)

    chars = [[c, v] for c, v in count.items()]  ***# error: here can't be k, otherwise, this k will overwrite the input k***

    res = list(s)

    idx, L = 0, len(s)

    while idx < L:

        chars.sort(key=lambda item: item[1], reverse=True)

        for i in range(k):

            if i >= len(chars) or chars[i][1] == 0:  ***#error, here is >=, wrote to >***

                return ''.join(res) if idx == L else ''

            res[idx] = chars[i][0]

            chars[i][1] -= 1

            idx += 1

    return ''.join(res)

**323. Number of Connected Components in an Undirected Graph**

*Given n nodes labeled from 0 to n - 1 and a list of undirected edges (each edge is a pair of nodes), write a function to find the number of connected components in an undirected graph.*

class UNF(object):

    def \_\_init\_\_(self, n):

        self.base = [i for i in range(n)]

        self.rank = [1] \* n

        self.count = n

    def find(self, n):

        if self.base[n] != n:

            self.base[n] = self.find(self.base[n])

        return self.base[n]

    def union(self, a, b):

        r1, r2 = self.find(a), self.find(b)

        if r1 == r2:

            return

        self.count -= 1

        if self.rank[r1] > self.rank[r2]:

            r1, r2 = r2, r1

        self.base[r1] = r2

        if self.rank[r1] == self.rank[r2]:

            self.rank[r2] += 1

class Solution:  *# basic union-find problem*

    def countComponents(self, n, edges):

        unf = UNF(n)

        for a, b in edges:

            unf.union(a, b)

        return unf.count

**351. Android Unlock Patterns**

*Given an Android 3x3 key lock screen and two integers m and n, where 1 ≤ m ≤ n ≤ 9, count the total number of unlock patterns of the Android lock screen, which consist of minimum of m keys and maximum n keys.*

*Rules for a valid pattern:*

1. *Each pattern must connect at least m keys and at most n keys.*
2. *All the keys must be distinct.*
3. *If the line connecting two consecutive keys in the pattern passes through any other keys, the other keys must have previously selected in the pattern. No jumps through non selected key is allowed.*
4. *The order of keys used matters.*

def numberOfPatterns(self, m, n):

skip = [[0]\*10 for \_ in range(10)]

skip[1][3] = skip[3][1] = 2

skip[1][7] = skip[7][1] = 4

skip[3][9] = skip[9][3] = 6

skip[7][9] = skip[9][7] = 8

skip[1][9] = skip[9][1] = skip[2][8] = skip[8][2] = skip[3][7] = skip[7][3] = skip[4][6] = skip[6][4] = 5

visited = [False] \* 10

ans = 0

def dfs(cur, remain):

if remain < 0:

return 0

if remain == 0:

return 1

visited[cur] = True

temp = 0

for i in range(1, 10):

if not visited[i] and (skip[cur][i] == 0 or visited[skip[cur][i]]):

temp += dfs(i, remain - 1)

visited[cur] = False

return temp

for i in range(m, n+1):

ans += dfs(1, i - 1) \* 4  # 1, 3, 7, 9

ans += dfs(2, i - 1) \* 4  # 2, 4, 6, 8

ans += dfs(5, i - 1)  # 5

return ans

**356. Line Reflection**

*Given n points on a 2D plane, find if there is such a line parallel to y-axis that reflect the given points.*

***# note: several cc: 1. points is None; 2. r\_line is not x=0, it can be any vertical line; 3.  may have duplicate points***

def isReflected(self, points):

    if not points:

        return True

    left, right = min(points)[0], max(points)[0]

    r\_sum = left + right

    for x, y in points:

        rp = [r\_sum - x, y]  ***# error: here is list not tuple***

        if rp not in points:

            return False

    return True

**318. Maximum Product of Word Lengths**

*Given a string array words, find the maximum value of length(word[i]) \* length(word[j]) where the two words do not share common letters. You may assume that each word will contain only lower case letters. If no such two words exist, return 0.*

***# NOTE: this method may be the common method for lots of items but only kind of informations needed problems.***

***# if we loop 2 times, it's O(N2), however, if we preprocess them and only leave useful information,***

***# the N may be reduced significantly.***

***# note: bit method uses 200ms, and normal method uses 1800ms, both are AC***

def maxProduct(self, words):

    dic = collections.defaultdict(int)

    for word in words:

        mask = 0

        for c in word:

            mask |= 1 << (ord(c) - ord('a'))

        dic[mask] = max(dic[mask], len(word))

    ans = 0

    for w1 in dic:

        for w2 in dic:

            if not (w1 & w2):

                ans = max(ans, dic[w1] \* dic[w2])

    return ans

def maxProduct(self, words):

    dic = collections.defaultdict(int)

    for word in words:

***# sorted() not xx.sort(), because sort() has no return***

***# key can't be list, because it's not hashable***

        key = ''.join(sorted(list(set(word))))

        dic[key] = max(dic[key], len(word))

    ans = 0

    for key in dic:

        for key2 in dic:

            if not (set(key) & set(key2)): ***# here is set op***

                ans = max(ans, dic[key] \* dic[key2])

    return ans

**354. Russian Doll Envelopes**

*You have a number of envelopes with widths and heights given as a pair of integers (w, h). One envelope can fit into another if and only if both the width and height of one envelope is greater than the width and height of the other envelope. What is the maximum number of envelopes can you Russian doll?*

***# note, we can't only sort and begin compute, because sort is only care w or h, and this problem care w and h together***

def maxEnvelopes(self, envelopes):

*if not envelopes:*  ***# note: this line can be omitted, since sort and bisect can be used on none lsit***

*return 0*

    envelopes.sort(key=lambda item: (item[0], -item[1]))

    ans = []                          ***# since we sort the envelopes by w ascending and h descending.***

    for w, h in envelopes:    ***# we only care increasing subsequece of h. this method come from the below one.***

        idx = bisect.bisect\_left(ans, h)

        if idx == len(ans):

            ans.append(h)

        else:

            ans[idx] = h

    return len(ans)

**300. Longest Increasing Subsequence.** O(nlogn)

*Given an unsorted array of integers, find the length of longest increasing subsequence.*

def lengthOfLIS(self, nums):

    ans = []

    for num in nums:

        idx = bisect.bisect\_left(ans, num)

        if idx == len(ans): ***# if num is bigger than previous ones, add to behind***

            ans.append(num)

        else: ***# if it's smaller than someone, replace it, but it doesn't influnce the result, only all the bigger one are***

            ans[idx] = num                  ***# replaced by smaller ones, then, the next coming one can add to behind***

    return len(ans)

**128. Longest Consecutive Sequence**  O(n)

*Given an unsorted array of integers, find the length of the longest consecutive elements sequence.*

def longestConsecutive(self, nums):

    nums = set(nums)

    ans = 0

    for num in nums:

        if num - 1 not in nums: ***# this line guarantee there is no needless/redundant whiles***

            cur = num

            longth = 0

            while cur in nums:

                cur += 1

                longth += 1

            ans = max(ans, longth)

    return ans

**320. Generalized Abbreviation**

*Write a function to generate the generalized abbreviations of a word. "word"->Output:["word","1ord","w1rd", …,"w2d",...,'3d',"4"]*

def generateAbbreviations(self, word):

ans = []

def generate(start, count, temp):

if start >= len(word):

ans.append(temp + (str(count) if count else ''))  ***# error: if xxx else xxx has lower priority than +***

else:

generate(start + 1, count + 1, temp)

generate(start + 1, 0, temp + (str(count) if count else '') + word[start]) ***# error: count is 0***

generate(0, 0, '')

return ans

**313. Super Ugly Number**

*Write a program to find the nth super ugly number. Super ugly numbers are positive numbers whose all prime factors are in the given prime list primes of size k.*

def nthSuperUglyNumber(self, n, primes):

    ugly = [0] \* n

    ugly[0] = 1

    pq = queue.PriorityQueue()

    for p in primes:

        pq.put((p, 0, p))  ***# val, idx, p => val = p \* ugly[idx]***

    for i in range(1, n):

        ugly[i] = pq.queue[0][0]

        while pq.queue[0][0] == ugly[i]:

            val, idx, p = pq.get()

            next\_idx = idx + 1  ***# next\_idx = cur\_idx + 1***

            pq.put((p \* ugly[next\_idx], next\_idx, p))

    return ugly[-1]

**363. Max Sum of Rectangle No Larger Than K**

*Given a non-empty 2D matrix matrix and an integer k, find the max sum of a rectangle in the matrix such that its sum is no larger than k.*

def maxSumSubmatrix(self, matrix, k):

if not matrix or not matrix[0]:

        return 0

    m, n = len(matrix), len(matrix[0])

    ans = float('-inf')

    for i in range(n):

        asum = [0] \* m

        for j in range(i, n):

            for r in range(m):

                asum[r] += matrix[r][j]

            temp\_sums = [0]  ***# error: forgot to init with a 0***

            cur\_sum = 0  ***# error: forgot to use this accumulate sum***

            for s in asum:

                cur\_sum += s

                bigger = cur\_sum - k

                idx = bisect.bisect\_left(temp\_sums, bigger)

                if idx < len(temp\_sums):

                    ans = max(ans, cur\_sum - temp\_sums[idx])

                bisect.insort(temp\_sums, cur\_sum)

    return ans

**353. Design Snake Game**

*Design a Snake game that is played on a device with screen size = width x height. The snake is initially positioned at the top left corner (0,0) with length = 1 unit. You are given a list of food's positions in row-column order. When a snake eats the food, its length and the game's score both increase by 1. Each food appears one by one on the screen. For example, the second food will not appear until the first food was eaten by the snake. When a food does appear on the screen, it is guaranteed that it will not appear on a block occupied by the snake.*

class SnakeGame:

    def \_\_init\_\_(self, width, height, food):

        self.rows, self.cols = height, width

        self.foods = food

        self.count = 0

        self.body = collections.deque([(0, 0)])

    def move(self, direction):

        hx, hy = self.body[-1]

        if direction == 'U':

            hx -= 1

        elif direction == 'L':

            hy -= 1

        elif direction == 'R':

            hy += 1

        elif direction == 'D':

            hx += 1

        if hx < 0 or hx >= self.rows or hy < 0 or hy >= self.cols:

            return -1  ***# out of boundary***

        if *self.count < len(self.foods) and hx == self.foods[self.count][0] and hy == self.foods[self.count][1]:*

            self.count += 1  ***# get food  ERROR: forgot to check count < len(food)***

        else:

            self.body.popleft()  ***# just move***

        if (hx, hy) in self.body:  ***# ERROR: add at last, otherwise, head always in body***

            return -1  # hit itself

        self.body.append((hx, hy))

        return self.count

**321. Create Maximum Number**

*Given two arrays of length m and n with digits 0-9 representing two numbers. Create the maximum number of length k <= m + n from digits of the two. The relative order of the digits from the same array must be preserved. Return an array of the k digits.*

def maxNumber(self, nums1, nums2, k):

def getK(nums, k):

useless = len(nums) - k

res = []

for num in nums:

while useless > 0 and res and res[-1] < num:

res.pop()

useless -= 1

res.append(num)

return res[:k]

def merge(a, b):

return [max(a, b).pop(0) for \_ in a+b]  ***# here is pop(0)***

ans = []

for i in range(k+1):

if i <= len(nums1) and k-i <= len(nums2):

part1, part2 = getK(nums1, i), getK(nums2, k-i)

cur = merge(part1, part2)

ans = max(ans, cur)

return ans

**769. Max Chunks To Make Sorted**

*Given an array arr that is a permutation of [0, 1, ..., N - 1], we split the array into some "chunks" (partitions), and individually sort each chunk.  After concatenating them, the result equals the sorted array. What is the most number of chunks we can make?*

def maxChunksToSorted(self, arr):

    ans, N = 0, len(arr)

    high = 0

    for idx, num in enumerate(arr):

        high = max(high, num)

        if high == idx:

            ans += 1

    return ans

**768. Max Chunks To Make Sorted II**

*This question is the same as "Max Chunks to Make Sorted" except the integers of the given array are not necessarily distinct, the input array could be up to length 2000, and the elements could be up to 10\*\*8.*

def maxChunksToSorted(self, arr):

count, order = collections.Counter(), []

for num in arr:

count[num] += 1

order.append((num, count[num]))

ans, cur = 0, None

for x, y in zip(order, sorted(order)):

cur = max(cur, x)

if cur == y:

ans += 1

return ans

**286. Walls and Gate**

*You are given a m x n 2D grid initialized with these three possible values. (-1: A wall; 0: A gate; INF: Infinity means an empty room). Fill each empty room with the distance to its nearest gate. If it is impossible to reach a gate, it should be filled with INF.*

def wallsAndGates(self, rooms):

    if not rooms or not rooms[0]: return ***# we can use enumerate to get the gates to avoid the base case check***

    rows, cols = len(rooms), len(rooms[0])

    gates = [(r, c, 0) for r in range(rows) for c in range(cols) if rooms[r][c] == 0]

    dirs = ((0, 1), (0, -1), (1, 0), (-1, 0))

    for x, y, d in gates:  ***# we can use gate as stack directly, since for itself is kind of deque***

*# stack = collections.deque([(r, c, 0)])* ***# of course, we can also run dfs as usual***

*# while stack:*

*#     x, y, d = stack.popleft()*

        for dx, dy in dirs:

            nx, ny, nd = x + dx, y + dy, d + 1

            if 0 <= nx < rows and 0 <= ny < cols and rooms[nx][ny] > nd:

                rooms[nx][ny] = nd

                gates.append((nx, ny, nd))

**293. Flip Game**

*You are playing the following Flip Game with your friend: Given a string that contains only these two characters: + and -, you and your friend take turns to flip two consecutive "++" into "--". The game ends when a person can no longer make a move and therefore the other person will be the winner. Write a function to compute all possible states of the string after one valid move.*

def generatePossibleNextMoves(self, s):

    ans = []

    for i in range(1, len(s)):

        if s[i-1] == '+' and s[i] == '+':

            ans.append(s[:i-1] + '--' + s[i+1:])

    return ans

**294. Flip Game II**

*Write a function to determine if the starting player can guarantee a win.*

***# note: the logic of this recursive for first player is kind of trick. we don't need to use a bool to check which player***

def canWin(self, s):

    if '++' not in s:

        return False

    for i in range(1, len(s)):

        if s[i-1] == '+' and s[i] == '+':

            rest = s[:i-1] + '--' + s[i+1:]

            if not self.canWin(rest):

                return True

    return False

**280. Wiggle Sort**

*Given an unsorted array nums, reorder it in-place such that nums[0] <= nums[1] >= nums[2] <= nums[3]....*

def wiggleSort(self, nums):

    for i in range(1, len(nums)):

        if i % 2:  ***# note: we can use if (i%2) ^ (nums[i] > nums[i-1]): xxx to substitute all the if else below***

            if nums[i] < nums[i-1]:

                nums[i], nums[i-1] = nums[i-1], nums[i]

        else:

            if nums[i] > nums[i-1]:

                nums[i], nums[i-1] = nums[i-1], nums[i]

**324. Wiggle Sort II**

*Given an unsorted array nums (contains duplicate elements), reorder it such that nums[0] < nums[1] > nums[2] < nums[3]....*

def wiggleSort(self, nums): ***# only three lines, AC***  
    nums.sort()

    half = len(nums[::2])  ***# (len(nums) - 1) // 2 + 1 same***

    nums[::2], nums[1::2] = nums[:half][::-1], nums[half:][::-1]

***# the below functions are for the right method =>>***

def partition(l, r):  ***# the 215 below use additional memory***

    pivot = nums[r]  ***# this one is in-place***

    idx = l

    for i in range(l, r):

        if nums[i] < pivot:

            nums[i], nums[idx] = nums[idx], nums[i]

            idx += 1

    nums[idx], nums[r] = nums[r], nums[idx]

    return idx

def findKthSmallest(l, r, k):

    if l <= r:

        n = partition(l, r)

        if n + 1 == k:

            return nums[n]

        elif n + 1 < k:

            return findKthSmallest(n + 1, r, k)

        else:

            return findKthSmallest(l, n - 1, k)

***# we can also do it with O(N), but it got TLE***

def wiggleSort(self, nums):

    L = len(nums)

    def r\_idx(i):

        return (1+2\*i) % (L|1)

    def swap(a, b):

        nums[a], nums[b] = nums[b], nums[a]

***# mention here is L//2 + 1***

    mid = ***findKthSmallest***(nums, L//2 + 1)***#see left***

    left, i, right = 0, 0, L-1

    while i <= right:

        if nums[r\_idx(i)] > mid:

            swap(r\_idx(left), r\_idx(i))

            left += 1

            i += 1

        elif nums[r\_idx(i)] < mid:

            swap(r\_idx(right), r\_idx(i))

            right -= 1

        else:

            i += 1

**215. Kth Largest Element in an Array**

*Find the kth largest element in an unsorted array.*

class Solution(object):

*def partition(self, nums, l, r):  # actually, the l and r can be omited, and use p=nums[-1], i in range(****L-1****)*

        idx, pivot = l, nums[r]

        for i in range(l, r):

            if nums[i] < pivot:

                nums[i], nums[idx] = nums[idx], nums[i]

                idx += 1

        nums[idx], nums[r] = nums[r], nums[idx]

        return idx

*def findKthSmallest(self, nums, k):*

        if nums:

            n = self.partition(nums, 0, len(nums)-1)  ***# the return n is idx, so idx+1 is number***

            if n + 1 == k:

                return nums[n]

            elif n + 1 < k:  ***# mention here, we should find from n+1 to find the k-n-1***

                return self.findKthSmallest(nums[n+1:], k - n -1)

            else:

                return self.findKthSmallest(nums[:n], k)

*def findKthLargest(self, nums, k):*

        random.shuffle(nums) ***# shuffle can guarantee O(N). needs: import random***

        L = len(nums)

        ks = L - k + 1 ***# find K largest, means L-k+1 smallest***

        return self.findKthSmallest(nums, ks)

**295. Find Median from Data Stream**

from queue import PriorityQueue

class MedianFinder(object):

    def \_\_init\_\_(self):

        self.small, self.large = PriorityQueue(), PriorityQueue()

    def addNum(self, num):

        self.large.put(num)***#ERROR: here, put into larger first, then get the small one put into small***

        self.small.put(-self.large.get())

        if self.small.qsize() > self.large.qsize():

            self.large.put(-self.small.get())

    def findMedian(self):

        if self.small.qsize() < self.large.qsize():

            return self.large.queue[0]

        else:

            return (self.large.queue[0] - self.small.queue[0]) / 2

**279. Perfect Squares**

*Given a positive integer n, find the least number of perfect square numbers (for example, 1, 4, 9, 16, ...) which sum to n.*

def numSquare(self, n):

if n < 2:

return n

squares = []

i = 1

while i\*i <= n:  ***# error: here is <=***

squares.append(i\*i)

i += 1

ans = 0

mids = {n}

while mids:

ans += 1

temp = set()

for num in mids:

for square in squares:

if square > num:

break

if square == num:

return ans

temp.add(num-square)

mids = temp

return ans

**367. Valid Perfect Square**

*Given a positive integer num, write a function which returns True if num is a perfect square else False.*

***# note: if we don't check num==1 at first, we should use while low <= high to contain this situation, and change the high = mid to high = mid - 1 to avoid dead loop, such as 5***

def isPerfectSquare(self, num):

    if num == 1:

        return True

    low, high = 1, num

    while low < high:

        mid = (low + high) // 2

        mid\_s = mid\*\*2

        if mid\_s == num:

            return True

        if mid\_s > num:

            high = mid

        else:

            low = mid + 1

    return False

**485. Max Consecutive Ones**

*Given a binary array, find the maximum number of consecutive 1s in this array.*

def findMaxConsecutiveOnes(self, nums):

    ans, count = 0, 0

    for num in nums:

        if num == 0:

            count = 0

        else:

            count += 1

            ans = max(ans, count)

    return ans

**487. Max Consecutive Ones II**

*Given a binary array, find the maximum number of consecutive 1s in this array if you can flip at most one 0.*

def findMaxConsecutiveOnes(self, nums):  
 ans = 0

left, zeros, k = 0, [], 1  ***# if we can filp k 0s***

for i, num in enumerate(nums):

if num == 0:

zeros.append(i)

if len(zeros) > k:

left = zeros.pop(0) + 1

***# note: every num, we count the dis to left***

ans = max(ans, i - left + 1)

return ans

***# for k == 1, simple version***

def findMaxConsecutiveOnes(self, nums):

    ans = 0

    pre\_zero, start = -1, 0

    for i, num in enumerate(nums):

        if num == 0:

            start = pre\_zero + 1

            pre\_zero = i

        ans = max(ans, i - start + 1)

    return ans

**400. Nth Digit**

*Find the nth digit of the infinite integer sequence 1, 2, 3, 4, 5, 6, 7, 8, 9, 10, 11, …*

def findNthDigit(self, n):

    digits, count, start = 1, 9, 1

    while n > digits \* count:

        n -= digits \* count

        digits += 1

        count \*= 10

        start \*= 10

***# n is how many digits left start from start***

    offset, nth = divmod(n-1, digits) ***# n-1 because start is already counted as 1 digit***

    num = str(start + offset)  ***# start + offset is the num that contains the nth digit***

    return int(num[nth])  ***# error: return type is int***

**401. Binary Watch**
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def readBinaryWatch(self, num):

ans = []

for h in range(12): ***# note: it's difficult to solve binary so we can solve reversely.***

for m in range(60):

if (bin(h) + bin(m)).count('1') == num:  ***# bin(num) return a str***

ans.append('{}:{:02d}'.format(h, m)) ***# {:02d} note here is : in {} not %***

return ans

**312. Burst Balloons**

*Given n balloons, indexed from 0 to n-1. Each balloon is painted with a number on it represented by array nums. You are asked to burst all the balloons. If the you burst balloon i you will get nums[left] \* nums[i] \* nums[right] coins. Here left and right are adjacent indices of i. After the burst, the left and right then becomes adjacent. Find the maximum coins you can collect by bursting the balloons wisely.*

def maxCoins(self, nums):

    nums = [1] + nums + [1]  ***# add the start and end basis***

    L = len(nums)

    dp = [[0] \* L for \_ in range(L)] ***# how much we can get between left & right***

    for d in range(2, L): ***# the distance between left and right***

        for left in range(L-d): ***# the left is at most L - distance***

            right = left + d

            for i in range(left + 1, right): ***# current burst balloon***

***# cur \* left \* right is the score for this brust + already got from left to cur and cur to right***

                dp[left][right] = max(dp[left][right], nums[left]\*nums[i]\*nums[right] + dp[i][right] + dp[left][i])

    return dp[0][-1]

**374. Guess Number Higher or Lower**

*We are playing the Guess Game. The game is as follows: I* ***pick a number from 1 to n****. You have to guess which number I picked. Everytime you can call a pre-defined API guess(int num) which returns 3 possible results (-1: low, 1: high, or 0: correct)*

***# basic binary search***

def guessNumber(self, n):

    low, high = 1, n

    while low < high:

        mid = (low + high) // 2

        r = guess(mid)

        if r == 0:

            return mid

        elif r == -1:

            high = mid

        else:

            low = mid + 1

    return low

**375. Guess Number Higher or Lower II**

*the rule is same with above one, however, when you guess a particular number x, and you guess wrong, you pay $x. Given a particular n ≥ 1, find out how much money you need to have to guarantee a win.*

def getMoneyAmout(self, n):  T: O(N3)  S: O(N2)

    dp = [[0] \* (n + 1) for \_ in range(n + 1)]  ***# dp[i][j] means the cost for i to j***

    def tryNums(start=1, end=n):

        if start >= end:

            return 0

        if dp[start][end]:

            return dp[start][end]

        money = float('inf')

        for num in range(start, end + 1): ***# try every num between start and end***

***# before we got num, we have to from left or right, try all of them, then choose the bigger one***

            temp = num + max(tryNums(start, num-1), tryNums(num+1, end))

            money = min(money, temp)  ***# after try all the numbers in previous line, choose the min cost***

        dp[start][end] = money

        return money

    return tryNums()

**308. Range Sum Query 2D - Mutable**

*Given a 2D matrix matrix, find the sum of the elements inside the rectangle defined by its upper left corner (row1, col1) and lower right corner (row2, col2).*

class NumMatrix(object):

    def \_\_init\_\_(self, matrix):

        if not matrix or not matrix[0]:

            self.sums = []

        else:

            self.matrix = matrix

            rows, cols = len(matrix), len(matrix[0])

            self.sums = [[0]\*(cols+1) for \_ in range(rows+1)] ***# here is len+1, to avoid check out boundary***

            for r in range(rows):

                for c in range(cols):

***# here is several ways to compute the sum, this one is simple***

                    self.sums[r+1][c+1] = self.sums[r+1][c] + self.sums[r][c+1] + matrix[r][c] - self.sums[r][c]

    def update(self, row, col, val):

        if self.sums:

            rows, cols = len(self.matrix), len(self.matrix[0])

            diff = val - self.matrix[row][col]

            self.matrix[row][col] = val  ***# error: forgot to update matrix for further use***

            for r in range(row, rows):

                for c in range(col, cols):

                    self.sums[r+1][c+1] += diff

    def sumRegion(self, row1, col1, row2, col2):

        if not self.sums:

            return 0                          ***# since sums already contain redundant boundaries, it becomes simple***

        return *self.sums[row2+1][col2+1] - self.sums[row1][col2+1] - self.sums[row2+1][col1] + self.sums[row1][col1]*

**373. Find K Pairs with Smallest Sums**

*You are given two integer arrays nums1 and nums2 sorted in ascending order and an integer k. Define a pair (u,v) which consists of one element from the first array and one element from the second array. Find the k pairs (u1,v1),(u2,v2) ...(uk,vk) with the smallest sums.*

***# note: we only want to get k, so for each array, we at most choose k.***

*import queue*

def kSmallestPairs(self, nums1, nums2, k):

if not nums1 or not nums2 or not k:

return []

pq = queue.PriorityQueue()

ans = []

for i in range(min(k, len(nums1))):

pq.put((nums1[i]+nums2[0], nums1[i], nums2[0], 0))

while k > 0 and not pq.empty():

ss, n1, n2, i = pq.get()

ans.append((n1, n2))

k -= 1

if i == len(nums2) - 1:  ***# note: here is len - 1***

continue

pq.put((n1+nums2[i+1], n1, nums2[i+1], i+1))

return ans

**687. Longest Univalue Path**

*Given a binary tree, find the length of the longest path where each node in the path has the same value. This path may or may not pass through the root. The length of path between two nodes is represented by the number of edges between them.*

def longestUnivaluePath(self, root):

    self.ans = 0

    def path(node):

        if not node:

            return 0

        left, right = path(node.left), path(node.right) ***# we should search first, not put it under if condition***

        cur\_left ,cur\_right = 0, 0

        if node.left and node.val == node.left.val:

            cur\_left = left + 1  ***# if we put path(left) here to replace left, it will be jumped when cur.val != cur.left.val***

        if node.right and node.val == node.right.val:

            cur\_right = right + 1

        self.ans = max(self.ans, cur\_left + cur\_right)

        return max(cur\_left, cur\_right)

    path(root)

    return self.ans

**689. Maximum Sum of 3 Non-Overlapping Subarrays**

*In a given array nums of positive integers, find three non-overlapping subarrays with maximum sum. Each subarray will be of size k. Return the result as a list of indices representing the starting position. If same, return the lexicographically smallest one.*

def maxSumOfThreeSubarrays(self, nums, k):

    sums, left\_sum, right\_sum = [], [], []

    temp = 0

    for i in range(len(nums)):

        temp += nums[i]

        if i >= k:  ***#error: here is i >= k, forgot =***

            temp -= nums[i-k]

        if i >= k - 1:  ***# error: here is i >= k - 1, forgot =, and append under if, not directly***

            sums.append(temp)

    best = 0  ***# for left***

    for i in range(len(sums)):

        if sums[i] > sums[best]:

            best = i

        left\_sum.append(best)

    best = len(sums) - 1  ***# for right***

    for i in range(len(sums)-1, -1, -1):

        if sums[i] >= sums[best]:  ***# error: here is >=, forgot =***

            best = i

        right\_sum.insert(0, best)

    ans = None  ***# main logic***

    for i in range(k, len(sums)-k):

        l, r = left\_sum[i-k], right\_sum[i+k]

        if not ans:

            ans = [l, i, r]

        else:

            pl, pi, pr = ans

            if sums[l] + sums[i] + sums[r] > sums[pl] + sums[pi] + sums[pr]:

                ans = [l, i, r]

    return ans

**524. Longest Word in Dictionary through Deleting**

*Given a string and a string dictionary, find the longest string in the dictionary that can be formed by deleting some characters of the given string. If there are more than one possible results, return the longest word with the smallest lexicographical order. If there is no possible result, return the empty string.*

def findLongestWord(self, s, d):

    def check(w):

        if len(w) > len(s):

            return False

        i, j = 0, 0

        while j < len(s) and i < len(w): ***# if I loop with j, and while s[j] != w[i] j++. it does not work...***

            if i < len(w) and w[i] == s[j]:  ***# note: here is if, not while***

                i += 1

            j += 1

        return i == len(w)

    ans = ''

    for word in d:

        if check(word):

            if len(word) > len(ans) or (len(word) == len(ans) and word < ans):

                ans = word

    return ans

**527. Word Abbreviation**

*Given an array of* ***N*** *distinct non-empty strings, generate minimal possible abbreviations for every word following rules below.*

1. *Begin with the first character and then the number of characters abbreviated, which followed by the last character.*
2. *If there are any conflict, that is more than one words share the same abbreviation, a longer prefix is used instead of only the first character until making the map from word to abbreviation become unique. In other words, a final abbreviation cannot map to more than one original words.*
3. *If the abbreviation doesn't make the word shorter, then keep it as original.*

def wordsAbbreviation(self, dict)

    brifs = collections.defaultdict(list)

    for i, word in enumerate(dict):

        brifs[word[0]+str(len(word))+word[-1]].append((i, word))

    ans = [None] \* len(dict)

    Trie = lambda: collections.defaultdict(Trie)

    for groups in brifs.values():

        trie = Trie()

        for i, word in groups:  ***# this loop just for generate a trie of this group***

            cur = trie

            for c in word[1:]:  ***# error: here is from [1:]***

                cur['#'] = 1 + cur.get('#', 0)***# use '#' to store the count of this c in this group, it's different with other c***

                cur = cur[c]

        for i, word in groups:  ***# the main logic for this group***

            cur = trie

            for prefix, c in enumerate(word[1:], 1):  ***# the same group may have different birf length***

                if cur['#'] == 1: break  ***# no other word use the same c at this length, then break***

                cur = cur[c]

            if len(word) - prefix - 1 > 1:***# this prefix still can use after above for loop***

                ans[i] = word[:prefix] + str(len(word)-prefix-1) + word[-1]

            else:

                ans[i] = word

    return ans

**684. Redundant Connection**

*# basic Union Find problem. find redundant connection in undirected graph*

def findRedundantConnection(self, edges):

    def find(x):

        if x not in base: base[x] = x

        if x != base[x]:

            base[x] = find(base[x])

        return base[x]

    def union(a, b):

        ra, rb = find(a), find(b)

        if ra != rb: base[ra] = rb

    for a, b in edges:

        if find(a) == find(b): return [a, b]

        union(a, b)

**685. Redundant Connection II**

*# this is a directed graph*

***# note: we can also use DFS to solve this problem***

def findRedundantDirectedConnection(self, edges):

    base = {}  # basic union-find functions

    def find(x):

        if x not in base: base[x] = x

        if x != base[x]:

            base[x] = find(base[x])

        return base[x]

    def union(a, b):

        ra, rb = find(a), find(b)

        if ra != rb:

            base[ra] = rb

***# if there is a small cycle, we need to find which edge should be deleted***

    two\_parent\_node, n = -1, len(edges)

    parent = collections.defaultdict(list)

    for edge in edges:

        u, v = edge[0], edge[1]

        parent[v].append(u)

        if len(parent[v]) == 2:

            two\_parent\_node = v

    can1, can2 = None, None

    if two\_parent\_node != -1:  ***# if we have a two\_p\_node, we find the two candidate edges***

        p1, p2 = parent[two\_parent\_node]

        can1, can2 = [p1, two\_parent\_node], [p2, two\_parent\_node]

    for u, v in edges:

        if [u, v] == can2: ***# delete this edge, don't union them***

            continue

        if find(u) == find(v): ***# u and v are already connected***

            if two\_parent\_node == -1: ***# if no two\_p\_node, means there only a big cycle***

                return [u, v]

            else: ***# there is a small cycle, since we already jump can2, so just return can1***

                return can1

        union(u, v)

    return can2

**531. Lonely Pixel I**

*Given a picture consisting of black and white pixels, find the number of black lonely pixels. The picture is represented by a 2D char array consisting of 'B' and 'W', which means black and white pixels respectively. A black lonely pixel is character 'B' that located at a specific position where the same row and same column don't have any other black pixels.*

def findLonelyPixel(self, picture):

    if not picture or not picture[0]:

        return 0

    rows, cols = len(picture), len(picture[0])

    col\_black = [0] \* cols

    for i in range(rows):

        for j in range(cols):

            if picture[i][j] == 'B':

                col\_black[j] += 1

    count = 0

    for i in range(rows):

        if picture[i].count('B') == 1:

            if col\_black[picture[i].index('B')] == 1:  ***# kind of wind***

                count += 1

    return count

**533. Lonely Pixel II**

*Given a picture consisting of black and white pixels, and a positive integer N, find the number of black pixels located at some specific row R and column C that align with all the following rules:*

1. *Row R and column C both contain exactly N black pixels.*
2. *For all rows that have a black pixel at column C, they should be exactly the same as row R*

def findBlackPixel(self, picture, N):

    if not picture or not picture[0]:

        return 0

    rows, cols = len(picture), len(picture[0])

    col\_black = [0] \* cols

    for i in range(rows):

        for j in range(cols):

            if picture[i][j] == 'B':

                col\_black[j] += 1

    same\_rows = collections.Counter(map(tuple, picture)) ***# find the same rows***

    ans = 0

    for row, count in same\_rows.items():

        if count == N and row.count('B') == N:

            for i, pixel in enumerate(row):

                if pixel == 'B' and col\_black[i] == N:

                    ans += N ***# error: here is + N, not + 1, because N rows are same***

    return ans

**598. Range Addition II**

*Given an m \* n matrix M initialized with all 0's and several update operations. Operations are represented by a 2D array, and each operation is represented by an array with two positive integers a and b, which means M[i][j] should be added by one for all 0 <= i < a and 0 <= j < b. Count the number of maximum integers in the matrix after performing all the operations.*

def maxCount(self, m, n, ops):

    for r, c in ops:  ***# just find the smallest cover range***

        m = min(m, r)

        n = min(n, c)

    return m\*n

**370. Range Addition**

*Assume you have an array of length n initialized with all 0's and are given k update operations. Each operation is represented as a triplet: [startIndex, endIndex, inc] which increments each element of subarray A[startIndex ... endIndex] (startIndex and endIndex inclusive) with inc. Return the modified array after all k operations were executed.*

def getModifiedArray(self, length, updates):

    nums = [0]\*length

    for start, end, inc in updates:

        nums[start] += inc

        if end+1 < length:  ***# note, here is end+1, end only influence items behind***

            nums[end+1] -= inc

    asum = 0

    for i in range(length):

        asum += nums[i]

        nums[i] = asum

    return nums

**346. Moving Average from Data Stream**

*Given a stream of integers and a window size, calculate the moving average of all integers in the sliding window.*class MovingAverage:

    def \_\_init\_\_(self, size):

        self.size = size

        self.queue = []

        self.asum = 0

    def next(self, val):

        self.queue.append(val)  ***# error, forgot this line***

        self.asum += val

        if len(self.queue) > self.size:

            self.asum -= self.queue.pop(0)

        return self.asum / len(self.queue)***# don't need check here, since we ken len<k with above line***

**327. Count of Range Sum**

*Given an integer array nums, return the number of range sums that lie in [lower, upper] inclusive. Range sum S(i, j) is defined as the sum of the elements in nums between indices i and j (i ≤ j), inclusive.*

def countRangeSum(self, nums, lower, upper):

    sums =[0]

    for num in nums:

        sums.append(sums[-1]+num)

    def sort(low, hi):

        mid = (low + hi) // 2

        if mid == low: return 0

        count = sort(low, mid) + sort(mid, hi)

        i = j = mid

        for left in sums[low:mid]:

            while i < hi and sums[i] - left < lower:

                i += 1

            while j < hi and sums[j] - left <= upper:

                j += 1

            count += j - i

        sums[low:hi] = sorted(sums[low:hi])

        return count

    return sort(0, len(sums))

**348. Design Tic-Tac-Toe**

*Design a Tic-tac-toe game that is played between two players on a n x n grid. You may assume the following rules:*

1. *A move is guaranteed to be valid and is placed on an empty block.*
2. *Once a winning condition is reached, no more moves is allowed.*
3. *A player who succeeds in placing n of their marks in a horizontal, vertical, or diagonal row wins the game.*

class TicTacToe:

    def \_\_init\_\_(self, n):

        self.n = n

        self.rows = [0] \* n

        self.cols = [0] \* n

        self.dia = 0

        self.adia = 0

    def move(self, row, col, player):

        toAdd = 1 if player == 1 else -1

        self.rows[row] += toAdd

        self.cols[col] += toAdd

        if row == col:

            self.dia += toAdd

        if col == (self.n - row - 1):

            self.adia += toAdd

        if *abs(self.rows[row]) == self.n or abs(self.cols[col]) == self.n or abs(self.dia) == self.n or abs(self.adia) == self.n:*

                return player

        return 0

**326. Power of Three**

*Given an integer, write a function to determine if it is a power of three.*

def isPowerOfThree(self, n):

# return Math.log(n) / Math.log(3) % 1 == 0  ***# 3.2 % 1 = 0.2 .  not AC becasue has little remain***

return n > 0 and 1162261467 % n == 0

**451. Sort Characters By Frequency**

*Given a string, sort it in decreasing order based on the frequency of characters.*

def frequencySort(self, s):

    count = collections.Counter(s)

    fres = count.most\_common() ***# this method can sort the count with frequence***

    res = ''

    for c, v in fres:

        res += c \* v

    return res

**459. Repeated Substring Pattern**

*Given a non-empty string check if it can be constructed by taking a substring of it and appending multiple copies of the substring together.*

def repeatedSubstringPattern(self, s):

    if not s:

        return False

    ss = (s + s)[1:-1]

    return ss.find(s) != -1

**444. Sequence Reconstruction**

*Check whether the original sequence org can be uniquely reconstructed from the sequences in seqs. The org sequence is a permutation of the integers from 1 to n, with 1 ≤ n ≤ 104. Reconstruction means building a shortest common supersequence of the sequences in seqs (i.e., a shortest sequence so that all sequences in seqs are subsequences of it). Determine whether there is only one sequence that can be reconstructed from seqs and it is the org sequence.*

def sequenceReconstruction(self, org, seqs):

    adj, parents = collections.defaultdict(list),  collections.defaultdict(int)

    nodes = set()

    for arr in seqs:

        nodes |= set(arr)

        for i in range(len(arr)):

            if i == 0:

                parents[arr[i]] += 0

            if i < len(arr) - 1:

                adj[arr[i]].append(arr[i+1])

                parents[arr[i+1]] += 1

    cur = [k for k in parents if parents[k] == 0]

    res = []

    while len(cur) == 1:

        cur\_num = cur.pop()

        res.append(cur\_num)

        for node in adj[cur\_num]:

            parents[node] -= 1

            if parents[node] == 0:

                cur.append(node)

    if len(cur) > 1:

        return False

    return len(res) == len(nodes) and res == org

**425. Word Squares**

*Given a set of words (without duplicates), find all word squares you can build from them. A sequence of words forms a valid word square if the kth row and column read the exact same string. For example, the word sequence ["ball","area","lead","lady"] forms a word square because each word reads the same both horizontally and vertically.*

1. *All words will have the exact same length.*
2. *Word length is at least 1 and at most 5.*

def wordSquares(self, words):

    self.n, dic = len(words[0]), collections.defaultdict(list)

    for word in words:

        for i in range(self.n):

            dic[word[:i]].append(word)

    res = []

    def build(square):

        if len(square) == self.n:

            res.append(square)

            return

        prefix = ''

        for row in square:

            prefix += row[len(square)]

        for word in dic[prefix]:

            build(square + [word])

    for word in words:

        build([word])

    return res

**422. Valid Word Square**

*Given a sequence of words, check whether it forms a valid word square.*

def validWordSquare(self, words):

    for i, row in enumerate(words):

        for j, c in enumerate(row):  ***# error: forgot to check i, j***

            if j >= len(words) or i >= len(words[j]) or words[i][j] != words[j][i]:

                return False

    return True

**460. LFU Cache (Least Frequently Used)**

***get(key)*** *- Get the value (will always be positive) of the key if the key exists in the cache, otherwise return -1.*

***put(key, value)*** *- Set or insert the value if the key is not already present. When the cache reaches its capacity, it should invalidate the least frequently used item before inserting a new item. For the purpose of this problem, when there is a tie (i.e., two or more keys that have the same frequency), the least recently used key would be evicted.*

class LFUCache:

    def \_\_init\_\_(self, capacity):

        self.capacity = capacity

        self.val = {}

        self.count = {}

        self.lists = collections.defaultdict(list)

        self.min = -1

    def get(self, key):

        if key not in self.val: return -1

        count = self.count[key]

        self.count[key] += 1

        self.lists[count].remove(key)

        if count == self.min and len(self.lists[count]) == 0:

            self.min += 1

        self.lists[count+1].append(key)

        return self.val[key]

    def put(self, key, value):

        if not self.capacity: return

        if key in self.val:

            self.val[key] = value

            self.get(key)

            return

        if len(self.val) == self.capacity:

            evict = self.lists[self.min][0]

            self.lists[self.min].remove(evict)

            self.val.pop(evict)

            self.count.pop(evict)

        self.val[key] = value

        self.count[key] = 1

        self.min = 1

        self.lists[1].append(key)

**469. Convex Polygon**

*Given a list of points that form a polygon when joined sequentially, find if this polygon is convex.*

def isConvex(self, points):

    def check(a, b, c):

        (ax, ay), (bx, by), (cx, cy) = a, b, c  ***# note, this kind of from to unpack multiple values***

        return (cy - by) \* (bx - ax) - (cx - bx) \* (by - ay)

    neg, pos = False, False

    N = len(points)

    points += points[:2]

    for i in range(N):

        a, b, c = points[i:i+3]

        convex = check(a, b, c)

        if convex > 0:

            neg = True

        if convex < 0:  # can't use else here, we should jump 0

            pos = True

    return False if (neg and pos) else True

**418. Sentence Screen Fitting**

*Given a rows x cols screen and a sentence represented by a list of non-empty words, find how many times the given sentence can be fitted on the screen.*

def wordsTyping(self, sentence, rows, cols):

s = ' '.join(sentence)

s += ' '

start, L = 0, len(s)

for i in range(rows):

start += cols  ***# first, we add the whole line***

while start > 0 and s[start % L] != ' ':  ***# then find the previous ' '***

start -= 1

start += 1 ***# then move next***

*# we can also check first, then while, it's same*

*if s[start % l] == ' ':  # if end with ' ', move next*

*start += 1*

*else:  # else, go back to find the previous ' '*

*while start > 0 and s[(start-1) % L] != ' ':*

*start -= 1*

return start // L

**249. Group Shifted Strings**

*Given a string, we can "shift" each of its letter to its successive letter, for example: "abc" -> "bcd". We can keep "shifting" which forms the sequence:"abc" -> "bcd" -> ... -> "xyz". Given a list of strings which contains only lowercase alphabets, group all strings that belong to the same shifting sequence.*

def groupString(self, strings):

    dic = collections.defaultdict(list)

    for s in strings:

        if not s: continue

        temp = str(len(s)) + '#' ***# we use str to store the key, actually if we use 1<<c-a also AC, but it has some***

        for c in s[1:]:                 ***# other issues, for example, abcd and acbd will be grouped into the same group***

            temp += str((ord(c)-ord(s[0])) % 26) + ','

        dic[temp].append(s)

    return list(dic.values())  ***# error: dic.values() not a list! we need to change it to list***

**270. Closest Binary Search Tree Value**

*Given a non-empty binary search tree and a target value, find the value in the BST that is closest to the target.*

def closestValue(self, root, target):

    if not root: return

    node, ans = root, float('inf')

    while node:

        ans = node.val if abs(node.val - target) < abs(ans - target) else ans

        node = node.left if node.val > target else node.right

    return ans

**272. Closest Binary Search Tree Value II**

*Given a non-empty binary search tree and a target value, find k values in the BST that are closest to the target.*

***# note: we can't only use the solution above to get path=>sort=>output path[:k], because K may be greater than depth***

def cloesetKValues(self, root, target, k):

    ans = []

    big, small  = [], [] ***# big store nodes bigger than t, small opposite***

    node = root

    while node:

        if node.val > target:

            big.append(node)

            node = node.left

        else:

            small.append(node)

            node = node.right

    def getNext(bigger=True):  ***# get a bigger one or smaller one***

        node = big.pop() if bigger else small.pop()

        cur = node.right if bigger else node.left  ***# get nodes that bigger than big[-1] or smaller than small[-1]***

        while cur:

            big.append(cur) if bigger else small.append(cur)

            cur = cur.left if bigger else cur.right ***# if get next bigger, it's the left iterative of bigger one, vice-versa***

        return node.val

    while k:

        if not big and not small:

            break

        if not big:

            ans.append(getNext(bigger=False))

        elif not small:

            ans.append(getNext(bigger=True))

        elif abs(target-small[-1].val) < abs(target-big[-1].val):

            ans.append(getNext(bigger=False))  ***# if small is good, get next small***

        else:

            ans.append(getNext(bigger=True))

        k -= 1

    return ans

**530. Minimum Absolute Differece in BST**

*Given a binary search tree with non-negative values, find the minimum absolute difference between values of any two nodes.*

def getMinimumDifference(self, root):

    ans = float('inf')

    stack = [(root, float('-inf'), float('inf'))]

    while stack:

*# l\_b is left boundary, r\_b is right boundary*

        node, l\_b, r\_b = stack.pop()

        ans = min(ans, node.val - l\_b, r\_b - node.val)

        if node.left:

            stack.append((node.left, l\_b, node.val))

        if node.right:

            stack.append((node.right, node.val, r\_b))

    return ans

***# or just store the vals inorder, then get the min difference. if not bst, just sort the vals***

def getMinimumDifference(self, root):

    ans = float('inf')

    vals, node, stack = [], root, []

    while node or stack:

        if node:

            stack.append(node)

            node = node.left

        else:

            node = stack.pop()

            vals.append(node.val)

            node = node.right

    for i in range(1, len(vals)):

        ans = min(ans, vals[i]-vals[i-1])

    return ans

**417. Pacific Atlantic Water Flow**

*Given an m x n matrix of non-negative integers representing the height of each unit cell in a continent, the "Pacific ocean" touches the left and top edges of the matrix and the "Atlantic ocean" touches the right and bottom edges. Water can only flow in four directions (up, down, left, or right) from a cell to another one with height equal or lower. Find the list of grid coordinates where water can flow to both the Pacific and Atlantic ocean.*

***# error: if only one row or only one col, we can't use if … elif … elif … to add all the boundary***

***# we can't add [x,y] while looping, since there may some duplicate, and if we change to set, set.add function must add hashable objects, not list. so if we use set to solve duplicate, we should change to list at last.***

def pacificAtlantic(self, matrix):

    if not matrix or not matrix[0]:

        return []

    rows, cols, ans, p\_s, a\_s = len(matrix), len(matrix[0]),  [], [], []

    p\_v, a\_v = [[False]\*cols for \_ in range(rows)], [[False]\*cols for \_ in range(rows)]

    for i in range(rows):

        p\_s.append((i, 0))

        a\_s.append((i, cols-1))

        p\_v[i][0] = True

        a\_v[i][cols-1] = True

    for j in range(cols):

        p\_s.append((0, j))

        a\_s.append((rows-1, j))

        p\_v[0][j] = True

        a\_v[rows-1][j] = True

    dirs = ((0, 1), (0, -1), (1, 0), (-1, 0))

    def dfs(stack, visited):

        while stack:

            x, y = stack.pop()

            for dx, dy in dirs:

                nx, ny = x + dx, y + dy

                if *0 <= nx < rows and 0 <= ny < cols and not visited[nx][ny] and matrix[nx][ny] >= matrix[x][y]*:

                    visited[nx][ny] = True

                    stack.append((nx, ny))

    dfs(p\_s, p\_v)

    dfs(a\_s, a\_v)

    return [[i, j] for i in range(rows) for j in range(cols) if p\_v[i][j] and a\_v[i][j]]

**471. Encode String with Shortest Length**

*Given a non-empty string, encode the string such that its encoded length is the shortest.*

*The encoding rule is: k[encoded\_string], where the encoded\_string inside the square brackets is being repeated k times.*

*k will be a positive integer and encoded string will not be empty or have extra space.*

*If an encoding process does not make the string shorter, do not encode it. If there are several solutions, return any of them.*

def encode(self, s):

    L = len(s)

    dp = [['']\*L for \_ in range(L)]

    for w in range(L):  ***# the out layer is w, which is not used in inner loop. w stands for the length of cur substring***

        for i in range(L-w):

            j = i + w

            sub = s[i:j+1]  ***# sub string***

            dp[i][j] = sub

            if j-i < 4:

                continue

            else:

                for k in range(i, j):  ***# pre process***

                    if len(dp[i][j]) > len(dp[i][k]) + len(dp[k+1][j]):

                        dp[i][j] = dp[i][k] + dp[k+1][j]

                for k in range(len(sub)):

                    r\_sb = sub[:k+1]

                    if r\_sb and len(sub) % len(r\_sb) == 0 and len(sub.replace(r\_sb, '')) == 0:

                        ss = str(len(sub) // len(r\_sb)) + '[' + dp[i][i+k] + ']'  ***# note: here is dp[i][i+k] not r\_sb,*** *↓*

                        if len(dp[i][j]) > len(ss):                      ***#  r\_sb can also be encoded, so here is dp[i][i+k]***

                            dp[i][j] = ss

    return dp[0][-1]

**394. Decode String**

*Given an encoded string, return it's decoded string.*

def decodeString(self, s):

    stack = []

    cur\_s, cur\_n = '', 0

    i, L = 0, len(s)

    while i < L:

        if s[i] == '[':

            stack.append((cur\_s, cur\_n))

            cur\_s, cur\_n = '', 0

        elif s[i] == ']':

            pre, num = stack.pop()

            cur\_s = pre + cur\_s \* num

        elif s[i].isdigit():

            start = i

            while i < L and s[i].isdigit():

                i += 1

            cur\_n = int(s[start:i])

            i -= 1

        else:

            cur\_s += s[i]

        i += 1

    return cur\_s

def decodeString1(self, s):

    if '[' not in s: return s

    i = 0

    while i < len(s):

        if s[i].isdigit():

            left, start = s[:i], i

            while i < len(s) and s[i].isdigit():

                i += 1

            num = int(s[start:i])

            count, start = 0, i

            while i < len(s):

                if s[i] == '[':

                    count += 1

                if s[i] == ']':

                    count -= 1

                if count == 0:

                    break

                i += 1  ***# error: forgot i+1 here***

            mid, right = s[start+1:i], s[i+1:]

            return left + self.decodeString(mid) \* num + self.decodeString(right)  ***# error: forgot self. here***

        i += 1  ***# error: forgot i+1 here***

**474. Ones and Zeroes**

*For now, suppose you are a dominator of m 0s and n 1s respectively. On the other hand, there is an array with strings consisting of only 0s and 1s. Now your task is to find the maximum number of strings that you can form with given m 0s and n 1s. Each 0 and 1 can be used at most once.*

def findMaxFrom(self, strs, m, n):  ***# TEL for python, but it's the solution for other language***

    dp = [[0]\*(n+1) for \_ in range(m+1)]

    for s in strs:

        zs, os = s.count('0'), s.count('1')

        for i in range(m, zs-1, -1):

            for j in range(n, os-1, -1):

                dp[i][j] = max(dp[i][j], dp[i-zs][j-os] + 1)

    return dp[-1][-1]

**475. Heaters**

*Your are designing a standard heater with fixed warm radius to warm all the houses. Now, you are given positions of houses and heaters on a horizontal line, find out minimum radius of heaters so that all houses could be covered by those heaters.*  
def findRadius(self, houses, heaters):

    heaters.sort()

    ans = 0  ***# here is 0 we want it as samll as possible, and enlarge it with houses coming***

    for h in houses:

        idx = bisect.bisect\_left(heaters, h)

        dis1 = (h - heaters[idx-1]) if idx > 0 else float('inf')

        dis2 = (heaters[idx] - h) if 0 <= idx < len(heaters) else float('inf')

        ans = max(ans, min(dis1, dis2))

    return ans

**5. Longest Palindromic Substring**

*Given a string s, find the longest palindromic substring in s. You may assume that the maximum length of s is 1000.*

def longestPalindrome(self, s):

    # approach I, we can reveres s to rs, then find longest common substr in s and rs (use dp)

    # approach II, from center to expand

    self.start = 0

    self.end = 0

    def expand(i, j):

        while i >=0 and j < len(s) and s[i] == s[j]:

            i -= 1

            j += 1

        i += 1

        j -= 1

        if j - i > self.end - self.start:

            self.start, self.end = i, j

    for i in range(len(s)):

        expand(i, i)  # odd

        expand(i, i+1)  # even

    return s[self.start:self.end+1]

**411. Minimum Unique Word Abbreviation**

*A string such as "word" contains the following abbreviations:["word", "1ord", "w1rd", "2rd", "w2d", "wo2", "1o1d", "1or1"...]*

*Given a target string and a set of strings in a dictionary, find an abbreviation of this target string with the smallest possible length such that it does not conflict with abbreviations of the strings in the dictionary. Each number or letter in the abbreviation is considered length = 1. For example, the abbreviation "a32bc" has length = 4.*

def minAbbreviation(self, target, dictionary):

    def toNumber(w):

        num = 0

        for i in range(len(target)):

            num <<= 1

            num += w[i] == target[i]

        return num

    wlist = [toNumber(w) for w in dictionary if len(w) == len(target)]

    self.ans = (1 << len(target)) - 1

    self.length = len(target)

    def dfs(num, depth, length):

        if length >= self.length: return

        if depth == len(target):

            if not any(num & w == num for w in wlist):

                self.ans = num

                self.length = length

            return

        dfs((num << 1) + 1, depth + 1, length + 1)

        if length == 0 or num & 1:

            for i in range(2, len(target) - depth + 1):

                dfs(num << i, depth + i, length + 1)

    dfs(0, 0, 0)

    def toWord(num):

        w = ''

        count = 0

        for i in range(len(target)):

            if num & (1 << len(target) - i - 1):

                if count:

                    w += str(count)

                    count = 0

                w += target[i]

            else:

                count += 1

        return w + (str(count) if count else '')  ***# note, we should use () to wrap if else***

    return toWord(self.ans)

**begin 机经 before July**

**340. Longest Substring with At Most K Distinct Characters**

*Given a string, find the length of the longest substring T that contains at most k distinct characters.*

*For example, Given s = “eceba” and k = 2, T is "ece" which its length is 3.*

def lengthOfLongestSubstringKDistinct(self, s, k):

    ans, start, dic = 0, 0, {}

    for i, c in enumerate(s):

        dic[c] = i

        if len(dic) > k:

            pop = min(dic.values())

            dic.pop(s[pop])

            start = pop + 1

        ans = max(ans, i - start + 1)

    return ans

**3. Longest Substring Without Repeating Characters**

*Given a string, find the length of the longest substring without repeating characters.*

def lengthOfLongestSubstring(self, s):

    ans, start, dic = 0, 0, {}

    for i, c in enumerate(s):

        if c not in dic:

            dic[c] = i

        else:

            start = max(start, dic[c] + 1)***# error: forgot max! eg. abba, the last a, we should start from 2, not dic[a]+1***

            dic[c] = i

        ans = max(ans, i - start + 1)

    return ans

**395. Longest Substring with At Least K Repeating Characters**

*Find the length of the longest substring T of a given string (consists of lowercase letters only) such that every character in T appears no less than k times.*

def longestSubstring(self, s, k):

    if len(s) < k: return 0

    count = collections.Counter(s)

    char, least = count.most\_common()[-1]

    if least >= k:

        return len(s)

    return max(self.longestSubstring(t, k) for t in s.split(char))  ***# the return is int, can use max directly***

**734. Sentence Similarity**

*Given two sentences words1, words2 (each represented as an array of strings), and a list of similar word pairs pairs, determine if two sentences are similar. For example, "great acting skills" and "fine drama talent" are similar, if the similar word pairs are pairs = [["great", "fine"], ["acting","drama"], ["skills","talent"]].*

def areSentencesSimilar(self, words1, words2, pairs):

    if len(words1) != len(words2): return False

    pairs = list(map(set, pairs)) ***# if we want to use set(xxx), the elements in xxx needs hashable***

***# or pairs = set(map(tuple, pairs)), since tuple is hashable, but we should use (w1, w2) and (w2, w1)***

    for w1, w2 in zip(words1, words2):

        if w1 == w2: continue

        key = {w1, w2}

        if key not in pairs:

            return False

    return True

**737. Sentence Similarity II**

*Similar with Sentence Similarity I, but the similarity relation is transitive. For example, if "great" and "good" are similar, and "fine" and "good" are similar, then "great" and "fine" are similar.*

def areSentencesSimilarTwo(self, words1, words2, pairs): 

    if len(words1) != len(words2):

        return False

    base = {}

    def find(w):

        if w not in base:

            base[w] = w

        if base[w] != w:

            base[w] = find(base[w])

        return base[w]

    def union(w1, w2):

        r1, r2 = find(w1), find(w2)

        if r1 != r2:

            base[r1] = base[r2]

    for w1, w2 in pairs:

        union(w1, w2)

    for w1, w2 in zip(words1, words2):

        if w1 != w2 and find(w1) != find(w2):

            return False

    return True

**120. Triangle**

*Given a triangle, find the minimum path sum from top to bottom. Each step you may move to adjacent numbers on the row below. [1], [2,3], [4,5,6], for 1 you can move 2, 3, for 3, you can move to 5,6*

def minimumTotal(self, triangle):

    L, dp = len(triangle), triangle[-1]

    for i in range(L-2, -1, -1):

        for j in range(len(triangle[i])):  ***# since the j is from left to right, we change dp[j] will not influence next step***

            dp[j] = min(dp[j], dp[j+1]) + triangle[i][j]

    return dp[0]

**854. K-Similar Strings**

*Strings A and B are K-similar (for some non-negative integer K) if we can swap the positions of two letters in A exactly K times so that the resulting string equals B.*

def kSimilarity(self, A, B):

    def neighbors(S):

        i = 0

        while i< len(S) and S[i] == B[i]: ***# find the next different one***

            i += 1

        T = list(S)

        for j in range(i+1, len(S)):

            if S[j] == B[i]:  ***# find a same one, then swap with the previous different one***

                T[i], T[j] = T[j], T[i]

                yield "".join(T)  ***# return one by one***

                T[j], T[i] = T[i], T[j]  ***# when get one, continue run this line***

    queue = collections.deque([A])

    seen = {A: 0}

    while queue:

        S = queue.popleft()

        if S == B: return seen[S]

        for T in neighbors(S):

            if T not in seen:

                seen[T] = seen[S] + 1

                queue.append(T)

**49. Group Anagrams**

*Given an array of strings, group anagrams together.*

*Input: ["eat", "tea", "tan", "ate", "nat", "bat"],  Output: [ ["ate","eat","tea"], ["nat","tan"], ["bat"]]*

def groupAnagrams(self, strs):

    ans = collections.defaultdict(list)

    for s in strs:

        key = tuple(sorted(s))***# can't use key = set(s), because set is unhashable***

*# since sort is klogk, so we can also use a count as a key*

*# key = [0] \* 26*

*# for c in s:*

*#     key[ord(c)-ord(a)] += 1*

*# key = tuple(key)*

        ans[key].append(s)

    return list(ans.values())

**486. Predict the Winner**

*Given an array of scores that are non-negative integers. Player 1 picks one of the numbers from either end of the array followed by the player 2 and then player 1 and so on. This continues until all the scores have been chosen. The player with the maximum score wins. Given an array of scores, predict whether player 1 is the winner. Every player is smart enough.*

def PredictWinner(self, nums):***# T:O(n^2), S: O(n)***

    L = len(nums)

    dp = [0] \* L***# we can use 2-d dp, but here 1-d to reduce space, dp[i] is from 0 - i, the maximum store a player can get.***

    for start in range(L-2, -1, -1):

        for end in range(start+1, L):

            ps = nums[start] - dp[end]

            pe = nums[end] - dp[end-1]

            dp[end] = max(ps, pe)

    return dp[-1] >= 0

def PredictWinner(self, nums):***# T: O(n^2), S: O(n^2)***

    memo = {}

    def pick(start, end):

        if start == end:

            return nums[start]

        if (start, end) in memo:

            return memo[start, end]

        ps = nums[start] - pick(start+1, end)

        pe = nums[end] - pick(start, end-1)

        memo[start, end] = max(ps, pe)

        return memo[start, end]

    return pick(0, len(nums)-1) >= 0  # can be 0

**862. Shortest Subarray with Sum at Least K**

*Return the length of the shortest, non-empty, contiguous subarray of A with sum at least K. If there is no non-empty subarray with sum at least K, return -1.*

def shortestSubarray(self, A, K):

    asum = [0] + list(itertools.accumulate(A))  *# we should add [0], becasue if we got exact K in i,*

    cds = collections.deque()                          *# we should return i, this i is sum-sum[0], only sum[0] is 0*

    ans = float('inf')

    for i, num in enumerate(asum):

*# if we don't add [0] above, we should add a situation here*

*if num >= K:*

*ans = min(ans, i + 1)*

        while cds and num - asum[cds[0]] >= K:

            ans = min(ans, i - cds.popleft())  ***# don't need to +1 here, because asum contains popleft***

        while cds and num <= asum[cds[-1]]:

            cds.pop()

        cds.append(i)

    return ans if ans < float('inf') else -1

**325. Maximum Size Subarray Sum Equals k**

*Given an array nums and a target value k, find the maximum length of a subarray that sums to k. If there isn't one, return 0.*

def maxSubArrayLen(self, nums, k):

    asum = 0

    dic = {0:-1}  ***# error: forgot the base case***

    ans = 0

    for i, num in enumerate(nums):

        asum += num

        if asum not in dic:

            dic[asum] = i

        if asum - k in dic:

            ans = max(ans, i - dic[asum-k])

    return ans

**797. All Paths From Source to Target**

*Given a directed, acyclic graph of N nodes.  Find all possible paths from node 0 to node N-1.*

def allPathsSourceTarget(self, graph):

    self.N = len(graph)

    ans = []

    def search(node, path):

        if node == self.N - 1:

            ans.append(path)

        for nxt in graph[node]:

            if nxt not in path:

                search(nxt, path+[nxt])

    search(0, [0])  ***# note, should put [0] into path***

    return ans

**79. Word Search**

*Given a 2D board and a word, find if the word exists in the grid.The word can be constructed from letters of sequentially adjacent cell. The same letter cell may not be used more than once.*

def exist(self, board, word):

    if not board or not board[0]:

        return False

    rows, cols = len(board), len(board[0])

    dirs = ((0, 1), (0, -1), (-1, 0), (1, 0))

    visited = set()

    def search(x, y, n=0):

        if n >= len(word):

            return True

        c = word[n]

        for dx, dy in dirs:

            nx, ny = x + dx, y + dy

            if 0 <= nx < rows and 0 <= ny < cols and (nx, ny) not in visited:

                if c == board[nx][ny]:

                    visited.add((nx, ny))

                    if search(nx, ny, n + 1):

                        return True

                    visited.remove((nx, ny))

        return False

    for i in range(rows):

        for j in range(cols):

            if board[i][j] == word[0]:

                visited.add((i, j))

                if search(i, j, 1):

                    return True

                visited.remove((i, j))

    return False

**212. Word Search II**

*Given a 2D board and a list of words from the dictionary, find all words in the board.*

def findWords(self, board, words):

    Trie = lambda: collections.defaultdict(Trie)  ***# use a tire to reduce time complexity***

    root = Trie()

    for word in words:

        cur = root

        for c in word:

            cur = cur[c]

        cur['#'] = word

    rows, cols, dirs = len(board), len(board[0]), ((0, 1), (0, -1), (-1, 0), (1, 0))

    ans, words, visited = [], set(words), set()

    def search(x, y, cur):

        if '#' in cur:

            ans.append(cur.pop('#'))  ***# can use pop to avoid duplicate***

        for dx, dy in dirs:

            nx, ny = x + dx, y + dy

            if 0 <= nx < rows and 0 <= ny < cols and (nx, ny) not in visited and board[nx][ny] in cur:

                visited.add((nx, ny))

                search(nx, ny, cur[board[nx][ny]])

                visited.remove((nx, ny))

    for i in range(rows):

        for j, c in enumerate(board[i]):

            if c in root:

                visited.add((i, j)) ***# don't forgot visited***

                search(i, j, root[c])

                visited.remove((i, j))

    return ans

**215. Kth Largest Element in an Array**

*Find the kth largest element in an unsorted array.*

def findKthLargest(self, nums, k):

    def qsort(l, r, n):

        j, num = l, nums[r]  ***# we have a j = l here, so it's all qsort(x, x, n), don't need to modify n***

        for i in range(l, r):

            if nums[i] < num:  ***# we can find k directly, only needs change here to nums[i] > num***

                nums[i], nums[j] = nums[j], nums[i]

                j += 1

        nums[j], nums[r] = nums[r], nums[j]

        if j + 1 == n: ***# error: here is j + 1***

            return nums[j]

        elif j + 1 > n:  ***# error: here is also j + 1***

            return qsort(l, j-1, n)

        else:

            return qsort(j+1, r, n)

*# return qsort(0, len(nums)-1, k)* ***# we can find k directly, only we should change < to > in qsort function***

    return qsort(0, len(nums)-1, len(nums)-k+1)  ***# if we change largest to smallest, don't forget + 1***

**207. Course Schedule**

*There are a total of n courses you have to take, labeled from 0 to n-1. Some courses may have prerequisites, which is expressed as a pair: [0,1] Given the total number of courses and a list of prerequisite, is it possible for you to finish all courses?*

def canFinish(self, numCourses, prerequisites):

    parents, children = collections.defaultdict(list), collections.defaultdict(list)

    classes = [i for i in range(numCourses)]

    for p, c in prerequisites:

        parents[c].append(p)

        children[p].append(c)

    queue = [c for c in classes if c not in parents]

    num = len(queue)

    for c in queue:

        for child in children[c]:

            parents[child].remove(c)

            if len(parents[child]) == 0:

                queue.append(child)

                num += 1

    return num == numCourses

**210. Course Schedule II**

*Similar with Course Schedule I, return the ordering of courses you should take to finish all courses. If not return a empty list.*

def findOrder(self, numCourses, prerequisites):

    parents = collections.defaultdict(list)

    children = collections.defaultdict(list)

    classes = [i for i in range(numCourses)]

    for c, p in prerequisites:

        parents[c].append(p)

        children[p].append(c)

    queue = [c for c in classes if c not in parents]

    for c in queue:

        for child in children[c]:

            parents[child].remove(c)

            if len(parents[child]) == 0: queue.append(child)

    return queue if len(queue) == numCourses else []   ***# remember to check***

**630. Course Schedule III**

*There are n different online courses numbered from 1 to n. Each course has some duration(course length) t and closed on dth day. A course should be taken continuously for t days and must be finished before or on the dth day. You will start at the 1st day. Given n online courses represented by pairs (t,d), your task is to find the maximal number of courses that can be taken.*

def scheduleCourse(self, courses):

    courses.sort(key=lambda item:item[-1])  ***# we choose the class with earlier end time***

    start, take = 0, PriorityQueue()

    for dur, end in courses:

        if start + dur <= end:

            start += dur

            take.put(-dur)

        else:  ***# if we can't take this class, and this class has shorter time than have taken, then take this one. Since we already taken the longer one, we can definitely take this one***

            if not take.empty() and -take.queue[0] > dur:  ***# can't use if take, pq can't be bool directly***

                start += take.get() + dur

                take.put(-dur)

    return take.qsize()

**334. Increasing Triplet Subsequence**

*Given an unsorted array return whether an increasing subsequence of length 3 exists or not in the array.*

def increasingTriplet(self, nums):

***# we can only use two variable instead of the q in right***

    first = second = float('inf')

    for num in nums:

        if num <= first:

            first = num

        elif num <= second:

            second = num

        else:

            return True

    return False

def increasingTriplet1(self, nums):

    q = []

    for i, num in enumerate(nums):

        if len(q) >= 3:

            return True

        if not q:

            q.append(num)

        elif num > q[-1]:

            q.append(num)

        else:

            for i in range(len(q)):

                if q[i] >= num:

                    q[i] = num

                    break

    return len(q) >= 3

**582. Kill Process**

*Given n processes, each process has a unique PID (process id) and its PPID (parent process id). Now given the two lists, and a PID representing a process you want to kill, return a list of PIDs of processes that will be killed in the end.*

def killProcess(self, pid, ppid, kill):

    adj = collections.defaultdict(list)

    for p, pp in zip(pid, ppid):

        adj[pp].append(p)

    q, ans = [kill], set()

    while q:

        p = q.pop()

        ans.add(p)

        for nei in adj[p]:

            if nei not in ans:***# since we use 'in', if we use list to ans, it will TLE***

                q.append(nei)

    return list(ans)

**254. Factor Combinations**

*Numbers can be regarded as product of its factors. For example, 8 = 2 x 2 x 2 or 2 x 4. Write a function that takes an integer n and return all possible combinations of its factors.*

def getFactors(self, n):

    ans = []

    def decompose(k=n, f=2, path=[]):

        while f \* f <= k:

            if k % f == 0:

                ans.append(path + [f, k//f])

                decompose(k//f, f, path+[f])

            f += 1

    decompose()

    return ans

**43. Multiply Strings**

*Given two non-negative integers num1 and num2 represented as strings, return the product of num1 and num2, also represented as a string.*

def multiply(self, num1, num2):

    m, n = len(num1), len(num2)

    res = [0] \* (m + n)

    for i in range(m-1, -1, -1):

        for j in range(n-1, -1, -1):

            c1, c2 = num1[i], num2[j]

            mut = int(c1) \* int(c2)

            i\_carry, i\_cur = i + j, i + j  + 1 ***# the right is bigger index, the carry in left, so idx of carry < inx of cur***

            mut += res[i\_cur]

            res[i\_carry] += mut // 10  ***# carry should +=***

            res[i\_cur] = mut % 10  ***# cur only =, because we add to mut at the beginning***

    return ''.join(map(str, res)).lstrip('0') or '0'

**415. Add Strings**

*Given two non-negative integers num1 and num2 represented as string, return the sum of num1 and num2.*

def addStrings(self, num1, num2):

    carry, i, j = 0, len(num1)-1, len(num2)-1***# don't forget -1***

    res = []

    while carry or i >= 0 or j >= 0:  ***# here is >= 0***

        temp = carry

        if j >= 0:  ***# also >= 0***

            temp += int(num2[j])

            j -= 1

        if i >= 0:

            temp += int(num1[i])

            i -= 1

        carry, cur = divmod(temp, 10)

        res.insert(0, str(cur))

    return ''.join(res) or '0' ***# don't forget or***

**450. Delete Node in a BST**

*Given a root node reference of a BST and a key, delete the node with the given key in the BST. Return the root node reference (possibly updated) of the BST. Note: Time complexity should be O(height of tree).*

def deleteNode(self, root, key):

    if not root:

        return None

    if key < root.val:

        root.left = self.deleteNode(root.left, key)

    elif key > root.val:

        root.right = self.deleteNode(root.right, key)

    else:

        if not root.right: return root.left  ***# if only have one brunch, just use it***

        if not root.left: return root.right

        cur = root.left  ***# if have left and right, we can't only use one and discard another one, so we should choose***

        while cur.right:  ***# the biggest from the left OR the smallest on the right, both can do.***

            cur = cur.right

        root.val = cur.val

        root.left = self.deleteNode(root.left, cur.val)  ***# since we change root to cur, we should also delete cur***

    return root

**867. Transpose Matrix**

Given a matrix A, return the transpose of A.

def transpose(self, A):

    # return zip(\*A)  ***# leetcode hide zip function***

    if not A or not A[0]: return []

    rows, cols = len(A), len(A[0])

    res = [[None] \* rows for \_ in range(cols)]

    for i in range(rows):

        for j in range(cols):

            res[j][i] = A[i][j]

    return res

def transpose(self, A):

***# if rows == cols, we can transpose inplace***

     for i in range(rows-1):

         for j in range(i+1, rows):

             A[i][j], A[j][i] = A[j][i], A[i][j]

     return A

**399. Evaluate Division**

*Equations are given in the format A / B = k, where A and B are variables represented as strings, and k is a real number (floating point number). Given some queries, return the answers. If the answer does not exist, return -1.0.*

def calcEquation(self, equations, values, queries):

    graph = collections.defaultdict(set)

    for (x, y), t in zip(equations, values):

        graph[x].add((t, y))

        graph[y].add((1/t, x))

    res = []

    for x, y in queries:

        if x not in graph or y not in graph:

            res.append(-1.0)

            continue

        visited = set()

        stack = [(x, 1.0)]***# here, we should also put the result into the stack***

        visited.add(x)

        while stack:

            cur, temp = stack.pop()

            if cur == y:

                res.append(temp)

                break

            for t, z in graph[cur]:

                if z not in visited:

                    stack.append((z, temp \* t))  ***# error: don't use temp \*= t here, since it may cause duplicate multiples***

                    visited.add(z)

        if y not in visited:  ***# the break can only jump out of while, it will still run the code below it, so we should check***

            res.append(-1.0)

    return res

**836. Rectangle Overlap**

*A rectangle is represented as a list [x1, y1, x2, y2], where (x1, y1) are the coordinates of its bottom-left corner, and (x2, y2) are the coordinates of its top-right corner.Given two (axis-aligned) rectangles, return whether they overlap.*

def isRectangleOverlap(self, rec1, rec2):

    (x1, y1, x2, y2), (a1, b1, a2, b2) = rec1, rec2

    return not (x2 <= a1 or x1 >= a2 or y1 >= b2 or y2 <= b1)

**recent problems on LeetCode**

**859. Buddy Strings**

*Given two strings A and B of lowercase letters, return true if and only if we can swap two letters in A so that the result equals B.*

def buddyStrings(self, A, B):

    if len(A) != len(B): return False

    if len(A) < 2: return False

    if A == B:

        count = collections.Counter(A).most\_common()

        return count[0][-1] >= 2   ***# if A==B, must have two same char for exchanging***

    diff = []

    for i in range(len(A)):

        if A[i] != B[i]:

            diff.append([A[i], B[i]])

            if len(diff) > 2:  ***# put check here can guarantee the space***

                return False

    return len(diff) == 2 and diff[0] == diff[-1][::-1] ***#do not use reversed, since reversed return a iterator not a list***

**857. Minimum Cost to Hire K Workers**

*There are N workers.  The i-th worker has a quality[i] and a minimum wage expectation wage[i]. Now we want to hire exactly K workers to form a paid group.  When hiring a group of K workers, we must pay them according to the following rules:*

* *Every worker in the paid group should be paid in the ratio of their quality compared to other workers in the paid group.*
* *Every worker in the paid group must be paid at least their minimum wage expectation.*

*Return the least amount of money needed to form a paid group satisfying the above conditions.*

def mincostToHireWorkers(self, quality, wage, K):

    rates = []

    for i in range(len(wage)):

        rates.append((wage[i]/quality[i], quality[i]))

    rates.sort()  ***# here is from small to large, so we can add larger rate one by one to the pq, and compute***

    ans = float('inf')                                                                 ***# the max\_rate, or use the rate directly***

    pq, sum\_q, max\_rate = PriorityQueue(), 0, 0

    for rate, qua in rates:

        pq.put(-qua)

        sum\_q += qua

        # max\_rate = max(max\_rate, rate)***# since the rate has already sorted, we can use rate directly***

        if pq.qsize() > K:

            sum\_q += pq.get()

        if pq.qsize() == K:

            # ans = min(ans, sum\_q \* max\_rate)

            ans = min(ans, sum\_q \* rate)

    return ans

**835. Image Overlap**

*Two images A and B are given as square matrices of the same size. (only 0s and 1s as values.) We translate one image however we choose (sliding it left, right, up, or down any number of units), and place it on top of the other image.  After, the overlap of this translation is the number of positions that have a 1 in both images. What is the largest possible overlap?*

def largestOverlap(self, A, B):

    A = [(i, j) for i, row in enumerate(A) for j, item in enumerate(row) if item]

    B = [(i, j) for i, row in enumerate(B) for j, item in enumerate(row) if item]

    count = collections.Counter((ax-bx, ay-by) for ax, ay in A for bx, by in B)

    return max(count.values() or [0])  ***# if the input has no 1, count will be None***

**849. Maximize Distance to Closest Person**

*In a row of seats, 1 represents a person sitting in that seat, and 0 represents that the seat is empty. There is at least one empty seat, and at least one person sitting.Alex wants to sit in the seat such that the distance between him and the closest person to him is maximized. Return that maximum distance to closest person.*

def maxDistToClosest(self, seats):

    dis, pre, ans = 0, -1, 0

    for i, seat in enumerate(seats):

        if seat:

            if pre == -1:

                dis = i

            else:

                d = (i - pre) // 2

                if d > dis:

                    dis = d

            pre = i

    return max(dis, len(seats) - 1 - pre)

**855. Exam Room**

*In an exam room, there are N seats in a single row, numbered 0, 1, 2, ..., N-1. When a student enters the room, they must sit in the seat that maximizes the distance to the closest person.  If there are multiple such seats, they sit in the seat with the lowest number. (Also, if no one is in the room, then the student sits at seat number 0.) ExamRoom has two functions:*

* *ExamRoom.seat() returning an int representing what seat the student sat in*
* *ExamRoom.leave(int p) representing that the student in seat number p now leaves the room.*

class ExamRoom:

    def \_\_init\_\_(self, N):

        self.N = N

        self.seats = []

    def seat(self):

        if not self.seats:

            self.seats.append(0)

            return 0

***# here is a important trick to deal with 0th seat: put the new to 0 and let dis = seats[0]***

        ans, dis, seats = 0, self.seats[0], self.seats

        for i in range(1, len(seats)):

            d = (seats[i] - seats[i-1]) // 2

            if d > dis:

                dis = d

                ans = seats[i-1] + d

        if self.N - 1 - seats[-1] > dis:

            ans = self.N - 1

        bisect.insort(seats, ans)

        return ans

    def leave(self, p):

        self.seats.remove(p)

**853. Car Fleet**

*N cars are going to the same destination along a one lane road.  The destination is target miles away. Each car i has a constant speed speed[i] (in miles per hour), and initial position position[i] miles towards the target along the road. A car can never pass another car ahead of it, but it can catch up to it, and drive bumper to bumper at the same speed. The distance between these two cars is ignored - they are assumed to have the same position. A car fleet is some non-empty set of cars driving at the same position and same speed.  Note that a single car is also a car fleet. If a car catches up to a car fleet right at the destination point, it will still be considered as one car fleet. How many car fleets will arrive at the destination?*

def carFleet(self, target, position, speed):

    times = [(target - p) / s for p, s in sorted(zip(position, speed))]

    ans = 0

    while len(times) > 1:

        head = times.pop()

        if times[-1] > head:

            ans += 1

        else:

            times[-1] = head

    return ans + bool(times)

**852. Peak Index in a Mountain Array**

*Let's call an array A a mountain if the following properties hold: A.length >= 3. There exists some 0 < i < A.length - 1 such that A[0] < A[1] < ... A[i-1] < A[i] > A[i+1] > ... > A[A.length - 1]. Given an array that is definitely a mountain, return any i is a peak.*

def peakIndexInMountainArray(self, A):

    # O(N)

    # for i in range(len(A)-1):  # this can also AC, since 0 < i < L-1

    #     if A[i] > A[i+1]:

    #         return i

    #O(logN)

    left, right = 0, len(A)-1

    while left < right:

        mid = (left + right) // 2

        if A[mid] > A[mid+1]:

            right = mid

        else:

            left = mid + 1

    return left

**845. Longest Mountain in Array**

*Let's call any (contiguous) subarray B (of A) a mountain if the following properties hold: B.length >= 3. There exists some 0 < i < B.length - 1 such that B[0] < B[1] < ... B[i-1] < B[i] > B[i+1] > ... > B[B.length - 1] (Note that B could be any subarray of A, including the entire array A.) Given an array A, return the length of the longest mountain. Return 0 if there is no mountain.*

def longestMountain(self, A):

    L = len(A)

    ans, up, down = 0, 0, 0

    for i in range(1, L):

        if A[i] == A[i-1] or (down and A[i] > A[i-1]):  ***# if i == 0, down,up are 0, it's fine to go on***

            up = down = 0

        up += A[i] > A[i-1]

        down += A[i] < A[i-1]

        if up and down:

            ans = max(ans, up + down + 1)

    return ans

**847. Shortest Path Visiting All Nodes**

*An undirected, connected graph of N nodes (labeled 0, 1, 2, ..., N-1) is given as graph. graph.length = N, and j != i is in the list graph[i] exactly once, if and only if nodes i and j are connected. Return the length of the shortest path that visits every node. You may start and stop at any node, you may revisit nodes multiple times, and you may reuse edges.*

def shortestPathLength(self, graph):

    N = len(graph)

    dq = collections.deque([(1<<i, i) for i in range(N)])

    dis = collections.defaultdict(lambda: float('inf'))

    for node in dq:

        dis[node] = 0

    while dq:

        cover, cur = dq.popleft()

        d = dis[cover, cur]

        if cover == 2\*\*N - 1:

            return d

        for neighbor in graph[cur]:

            cover2 = cover | (1 << neighbor)

            if d + 1 < dis[cover2, neighbor]:

                dis[cover2, neighbor] = d + 1

                dq.append((cover2, neighbor))

**844. Backspace String Compare**

*Given two strings S and T, return if they are equal when both are typed into empty text editors. # means a backspace character.*

def backspaceCompare(self, S, T):

***# O(M+N), O(M+N)***

      def getStr(B):

          s = []

          for c in B:

              if c == '#':

                  if s:

                      s.pop()

              else:

                  s.append(c)

          return ''.join(s)

      return getStr(S) == getStr(T)

def backspaceCompare(self, S, T):

***# O(M+N), O(1)***

    def getChar(B):

        skip =  0

        for c in reversed(B):

            if c == '#':

                skip += 1

            elif skip:

                skip -= 1

            else:

                yield c

***# zip will stop on the shortest one, itertools.zip\_longest stop on the longest one and fill up the shorter ones with None or set a default fillvalue argument.***

    return all(a == b for a, b in itertools.zip\_longest(getChar(S), getChar(T)))

**832. Flipping an Image**

*Given a binary matrix A, we want to flip the image horizontally, then invert it, and return. To flip an image horizontally means that each row of the image is reversed.  For example, flipping [1, 1, 0] horizontally results in [0, 1, 1]. To invert an image means that each 0 is replaced by 1, and each 1 is replaced by 0. For example, inverting [0, 1, 1] results in [1, 0, 0].*

def flipAndInvertImage(self, A):

    rows, cols = len(A), len(A[0])

    for row in range(rows):

        for col in range((cols + 1) // 2): ***# error: here needs cols + 1***

            A[row][col], A[row][~col] = A[row][~col] ^ 1, A[row][col] ^ 1  ***# remeber ~num***

    return A

**843. Guess the Word**

*We are given a word list of unique words, each word is 6 letters long, and one word in this list is chosen as secret. You may call master.guess(word) to guess a word.  The guessed word should have type string and must be from the original list with 6 lowercase letters. This function returns an integer type, representing the number of exact matches (value and position) of your guess to the secret word.  Also, if your guess is not in the given wordlist, it will return -1 instead. For each test case, you have 10 guesses to guess the word. At the end of any number of calls, if you have made 10 or less calls to master.guess and at least one of these guesses was the secret, you pass the testcase. Besides the example test case below, there will be 5 additional test cases, each with 100 words in the word list.  The letters of each word in those testcases were chosen independently at random from 'a' to 'z', such that every word in the given word lists is unique.*

def findSecretWord(self, wordlist, master):

    N = len(wordlist)

    sames = [[sum(a == b for a, b in zip(wordlist[i], wordlist[j])) for j in range(N)] for i in range(N)]

    possible = [i for i in range(N)]

    guessed = set()

    def findMinPoss():

        nxt, max\_possible = 0, len(possible)

        for i in range(N):

            if i not in guessed:

                temp\_same = [0] \* 7

                for j in possible:

                    if i != j:

                        temp\_same[sames[i][j]] += 1

                max\_p = max(temp\_same)

                if max\_p < max\_possible:

                    nxt, max\_possible = i, max\_p

        return nxt

    while possible:

        guess = findMinPoss()

        guessed.add(guess)

        match = master.guess(wordlist[guess])

        if match == len(wordlist[0]): return

        possible = [i for i in possible if sames[guess][i] == match]

**841. Keys and Rooms**

*There are N rooms and you start in room 0.  Each room has a distinct number in 0, 1, 2, ..., N-1, and each room may have some keys to access the next room.  Formally, each room i has a list of keys rooms[i], and each key rooms[i][j] is an integer in [0, 1, ..., N-1] where N = rooms.length.  A key rooms[i][j] = v opens the room with number v. Initially, all the rooms start locked (except for room 0). You can walk back and forth between rooms freely. Return true if and only if you can enter every room.*

def canVisitAllRooms(self, rooms):

    opened = [False] \* len(rooms)

    queue = [0]

    opened[0] = True

    while queue:

        room = queue.pop()

        for nxt in rooms[room]:

            if not opened[nxt]:

                opened[nxt] = True

                queue.append(nxt)

    return all(opened)

**840. Magic Squares In Grid**

*A 3 x 3 magic square is a 3 x 3 grid filled with distinct numbers from 1 to 9 such that each row, column, and both diagonals all have the same sum. Given an grid of integers, how many 3 x 3 "magic square" subgrids are there?*

def numMagicSquaresInside(self, grid):

    if not grid or not grid[0]: return 0

    rows, cols = len(grid), len(grid[0])

    def check(start\_row, start\_col):

        sums = set()

        col\_s = [0] \* 3

        dias = [0] \* 2

        for i in range(3):

            row = start\_row + i

            s = 0

            for j in range(3):

                col = start\_col + j

                if grid[row][col] > 9 or grid[row][col] < 1:

                    return False

                s += grid[row][col]

                col\_s[j] += grid[row][col]

                if i == j:

                    dias[0] += grid[row][col]

                if i == 2-j:

                    dias[1] += grid[row][col]

            sums.add(s)

        sums.update(col\_s)

        sums.update(dias)

        return len(sums) == 1

    ans = 0

    for i in range(0, rows-3+1):

        for j in range(0, cols-3+1):

            if check(i, j):

                ans += 1

    return ans

**837. New 21 Game**

*Alice plays the following game, loosely based on the card game "21". Alice starts with 0 points, and draws numbers while she has less than K points.  During each draw, she gains an integer number of points randomly from the range [1, W], where W is an integer. Each draw is independent and the outcomes have equal probabilities. Alice stops drawing numbers when she gets K or more points.  What is the probability that she has N or less points?*

def new21Game(self, N, K, W):

    dp = [0] \* (N + W + 1)

    for i in range(K, N+1):

        dp[i] = 1

    S = min(N-K+1, W) ***# S = (dp[K+1] + dp[K+2] + ... + dp[K+W]) / W, and dp[K~N] is 1, so S is min(N-k+1, W)***

    for i in range(K-1, -1, -1):

        dp[i] = S / W

        S = S + dp[i] - dp[i+W]

    return dp[0]

**839. Similar String Groups**

*Two strings X and Y are similar if we can swap two letters (in different positions) of X, so that it equals Y. For example, "tars" and "rats" are similar and "rats" and "arts" are similar, but "star" is not similar to "tars", "rats", or "arts". Together, these form two connected groups by similarity: {"tars", "rats", "arts"} and {"star"}.  Notice "tars" and "arts" are in the same group even though they are not similar. Formally, each group is such that a word is in the group if it is similar to at least one other word in the group. We are given a list A of strings. Every string in A is an anagram of every other string in A. How many groups are there?*

def numSimilarGroups(self, A):

    SA = set(A)  # to delete duplicate items

    A = list(SA) # make it indexable

    L = len(A)

    base = [i for i in range(L)]

    def find(x):

        if base[x] != x:

            base[x] = find(base[x])

        return base[x]

    def union(x, y):

        base[find(x)] = find(y)

    def check(x, y):

        return sum(a!=b for a, b in zip(A[x], A[y])) == 2

    if L < len(A[0])\*\*2:  ***# deal with long word with few items***

        for i1, i2 in itertools.combinations(range(L), 2):

            if check(i1, i2):

                union(i1, i2)

    else: ***# deal with short word with lots of items***

        buckets = collections.defaultdict(set)

        for i, word in enumerate(A):

            for i1, i2 in itertools.combinations(range(len(word)), 2):

                if word[i1] != word[i2]:  ***# filter, otherwise it will exceed memory limit***

                    wl = list(word)

                    wl[i1], wl[i2] = wl[i2], wl[i1]

                    key = "".join(wl)

                    if key in SA:

                        buckets[key].add(i)

        for i, word in enumerate(A):

            for j in buckets[word]:

                union(i, j)

    return sum(base[x] == x for x in range(L))

**812. Largest Triangle Area**

*You have a list of points in the plane. Return the area of the largest triangle that can be formed by any 3 of the points.*

def largestTriangleArea(self, points):

    ans = 0

    def area(a, b, c):

        (ax, ay), (bx, by), (cx, cy) = a, b, c

        return abs((ax\*by + bx\*cy + cx\*ay) - (ay\*bx + by\*cx + cy\*ax)) / 2  ***# error: forgot abs***

    return max(area(a, b, c) for a, b, c in itertools.combinations(points, 3))

**838. Push Dominoes**

*There are N dominoes in a line, and we place each domino vertically upright. In the beginning, we simultaneously push some of the dominoes either to the left or to the right. After each second, each domino that is falling to the left pushes the adjacent domino on the left. Similarly, the dominoes falling to the right push their adjacent dominoes standing on the right. When a vertical domino has dominoes falling on it from both sides, it stays still due to the balance of the forces. For the purposes of this question, we will consider that a falling domino expends no additional force to a falling or already fallen domino. Given a string "S" representing the initial state. S[i] = 'L', if the i-th domino has been pushed to the left; S[i] = 'R', if the i-th domino has been pushed to the right; S[i] = '.', if the i-th domino has not been pushed. Return a string representing the final state.*

def pushDominoes(self, dominoes):

    L = len(dominoes)

    ans = [0] \* L

    f = 0

    for i, d in enumerate(dominoes):

        if d == 'R':

            f = L

        elif d == 'L':

            f = 0

        else:

            f = max(f-1, 0)

        ans[i] = f

    f = 0

    for i in range(L-1, -1, -1):

        d = dominoes[i]

        if d == 'L':

            f = L

        elif d == 'R':

            f = 0

        else:

            f = max(f-1, 0)

        ans[i] -= f

    return ''.join(['.' if f == 0 else 'R' if f > 0 else 'L' for f in ans])

**830. Positions of Large Groups**

*In a string S of lowercase letters, these letters form consecutive groups of the same character. For example, a string like S = "abbxxxxzyy" has the groups "a", "bb", "xxxx", "z" and "yy". Call a group large if it has 3 or more characters.  We would like the starting and ending positions of every large group. The final answer should be in lexicographic order.*

def largeGroupPositions(self, S):

    ans, idx = [], 0

    while idx < len(S):

        c = S[idx]

        start = idx

        while idx < len(S) and c == S[idx]:

            idx += 1

        if idx - start >= 3:

            ans.append([start, idx-1])

    return ans

**834. Sum of Distances in Tree**

*An undirected, connected tree with N nodes labelled 0...N-1 and N-1 edges are given. The ith edge connects nodes edges[i][0] and edges[i][1] together. Return a list ans, where ans[i] is the sum of the distances between node i and all other nodes.*

def sumOfDistancesInTree(self, N, edges):

    graph = [[] for \_ in range(N)]

    for a, b in edges:

        graph[a].append(b)

        graph[b].append(a)

    children = [1] \* N

    sum\_distance = [0] \* N

    def compute(node=0, parent=None):

        for neighbor in graph[node]:

            if neighbor != parent:

                compute(neighbor, node)

                children[node] += children[neighbor]

***# +children[neighbor] means how many children it has, so how many times this edge (node->neighbor) has been passed. +sum\_distance[neighbor] is just add the sub\_distance***

                sum\_distance[node] += children[neighbor] + sum\_distance[neighbor]

    def update(node=0, parent=None):

        for neighbor in graph[node]:

            if neighbor != parent:

***# for the neighbor, sum\_distance[node] means its parent sum\_distance, and if this parent moved to children, all the children's (children[neighbor]) path will reduce one, at the meantime, all the path to other nodes (N - children[neighbor]) will increase one.***

                sum\_distance[neighbor] = sum\_distance[node] - children[neighbor] + N - children[neighbor]

                update(neighbor, node)

    compute()

    update()

    return sum\_distance

**817. Linked List Components**

*We are given head, the head node of a linked list containing unique integer values. We are also given the list G, a subset of the values in the linked list. Return the number of connected components in G, where two values are connected if they appear consecutively in the linked list.*

def numComponents(self, head, G):

    G = set(G)

    ans = 0

    while head:

        if head.val in G:

            ans += 1

            while head and head.val in G:

                head = head.next

        else:

            head = head.next

    return ans

**833. Find And Replace in String**

*To some string S, we will replace some groups of letters with new ones (not necessarily the same size). Each replacement operation has 3 parameters: a starting index i, a source word x and a target word y.  The rule is that if x starts at position i in the original string S, then we will replace that x with y. If not, we do nothing. All these operations occur simultaneously.*

def findReplaceString(self, S, indexes, sources, targets):

*# another simple method*

*# S = list(S)*

*# for i, x, y in sorted(zip(indexes, sources, targets), reverse = True):*

*#     if all(i+k < len(S) and S[i+k] == x[k] for k in range(len(x))):*

*#         S[i:i+len(x)] = list(y)*

*# return ''.join(S)*

    if not indexes:

        return S

    indexes += [len(S)]

    indexes = [(index, idx) for idx, index in enumerate(indexes)]

    indexes.sort()

    res = S[:indexes[0][0]]

    for i in range(1, len(indexes)):

        start, idx = indexes[i-1]

        end, \_ = indexes[i]

        substr = S[start:end]

        source, target = sources[idx], targets[idx]

        if substr.startswith(source):

            substr = substr.replace(source, target, 1)

        res += substr

    return res

**818. Race Car**

*Your car starts at position 0 and speed +1 on an infinite number line.  (Your car can go into negative positions.) Your car drives automatically according to a sequence of instructions A (accelerate) and R (reverse). When you get an instruction "A", your car does the following: position += speed, speed \*= 2. When you get an instruction "R", your car does the following: if your speed is positive then speed = -1 , otherwise speed = 1.  (Your position stays the same.) Now for some target position, say the length of the shortest sequence of instructions to get there.*

def racecar(self, target):

***# the sum of geometric progression is a1(1-q\*\*n)/(1-q), here a1 = 1, q = 2, so the sum is 2\*\*n - 1***

***# that means if the target is 2\*\*n - 1, we just need n step to get there***

    dp = {0:0}

    def compute(t):

        if t in dp: return dp[t]

        n = t.bit\_length()

        if 2\*\*n - 1 == t:  ***# if reach t exactly***

            dp[t] = n

            return n

        dp[t] = n + 1 + compute(2\*\*n -1 - t) ***# here (2\*\*n - 1) is the position we go n steps***

        for back in range(n-1): ***# go forward n-1 steps, then R, then go back 'back' steps, then R, the race(t-[2\*\*(n-1)-1]+(2\*\*back-1)) is race(t-2\*\*(n-1)+2\*\*back)***

            dp[t] = min(dp[t], n + 1 + back + compute(t - 2\*\*(n-1) + 2\*\*back)) ***# n-1 + 1R + back + 1R = n+1+back***

        return dp[t]

    return compute(target)

**816. Ambiguous Coordinates**

*We had some 2-dimensional coordinates, like "(1, 3)" or "(2, 0.5)".  Then, we removed all commas, decimal, and spaces, and ended up with the string S.  Return a list of strings representing all possibilities for our original coordinates could have been.*

def ambiguousCoordinates(self, S):

    S = S[1:-1]

    def addDot(s):

        if not s or len(s) > 1 and s[0] == s[-1] == '0':

            return []

        if s[-1] == '0': return [s]

        if s[0] == '0': return ['0.'+s[1:]]

        return [s] + [s[:i] + '.' + s[i:] for i in range(1, len(s))]

    return ['({}, {})'.format(left, right) for i in range(1, len(S)) for left, right in itertools.product(addDot(S[:i]), addDot(S[i:]))]

**815. Bus Routes**

*We have a list of bus routes. Each routes[i] is a bus route that the i-th bus repeats forever. For example if routes[0] = [1, 5, 7], this means that the first bus (0-th indexed) travels in the sequence 1->5->7->1->5->7->1->... forever. We start at bus stop S (initially not on a bus), and we want to go to bus stop T. Travelling by buses only, what is the least number of buses we must take to reach our destination? Return -1 if it is not possible.*

def numBusesToDestination(self, routes, S, T):

    if S == T: return 0  ***# error: forgot this line***

    graph = collections.defaultdict(list) ***# both set and list are OK***

    routes = list(map(set, routes))

    for i, route in enumerate(routes):

        for j in range(i+1, len(routes)):

            route2 = routes[j]

            if any(s in route2 for s in route):  ***# here use s in route2, not any(s1 == s2 for s1 in r1 for s2 in r2)***

                graph[i].append(j)

                graph[j].append(i)

    starts, ends, visited = [], [], [False] \* len(routes)

    for idx, route in enumerate(routes):

        if S in route:

            starts.append(idx)

            visited[idx] = True

        if T in route: ends.append(idx)

    q = deque([(idx, 1) for idx in starts])

    while q:

        idx, depth = q.popleft()

        if idx in ends:  # here is idx in ends, not T in routes[idx]

            return depth

        for nxt in graph[idx]:

            if not visited[nxt]:

                visited[nxt] = True

                q.append((nxt, depth + 1))

    return -1

**813. Largest Sum of Averages**

*We partition a row of numbers A into at most K adjacent (non-empty) groups, then our score is the sum of the average of each group. What is the largest score we can achieve? Note that scores are not necessarily integers.*

def largestSumOfAverages(self, A, K):

    asum = list(itertools.accumulate(A))

    def ave(i, j):

        return (asum[j] - asum[i] + A[i]) / (j - i + 1)

    N = len(A)                                                         ***Actually, we can sue a 2-d array, here use 1-d to reduce space***

    dp = [ave(i, N-1) for i in range(N)]  ***# dp[i] means the result of start from i, base case is k = 1.     ↑***

    for k in range(K-1): ***# every loop, we compute ave(i, j) + ave(j, N), that means k + 1***

        for i in range(N):

            for j in range(i+1, N):

                dp[i] = max(dp[i], ave(i, j-1) + dp[j])

    return dp[0]

**809. Expressive Words**

*Sometimes people repeat letters to represent extra feeling, such as "hello" -> "heeellooo", "hi" -> "hiiii".  Here, we have groups, of adjacent letters that are all the same character, and adjacent characters to the group are different.  A group is extended if that group is length 3 or more, so "e" and "o" would be extended in the first example, and "i" would be extended in the second example.  As another example, the groups of "abbcccaaaa" would be "a", "bb", "ccc", and "aaaa"; and "ccc" and "aaaa" are the extended groups of that string. Given a list of query words, return the number of words that are stretchy.*

def expressiveWords(self, S, words):

    ans = []

    s, L = set(S), len(S)

    for word in words:

        if set(word) != s or len(word) > L:***# forgot len(word) > L***

            continue

        i, j, l = 0, 0, len(word)

        while i < l and j < L:

            start\_i, start\_j, count = i, j, 0

            while j < L and word[i] == S[j]:

                count += 1

                j += 1

                if i + 1 < l and word[i+1] == word[i]:

                    i += 1

            if count < 3 and j - start\_j - 1 != i - start\_i:***# here is j - s\_j - 1, forgot -1***

                break

            i += 1

        if i == l and j == L:

            ans.append(word)

    return len(ans)

**779. K-th Symbol in Grammar**

*On the first row, we write a 0. Now in every subsequent row, we look at the previous row and replace each occurrence of 0 with 01, and each occurrence of 1 with 10. Given row N and index K, return the K-th indexed symbol in row N. (The values of K are 1-indexed.) (1 indexed).*

def kthGrammar(self, N, K):

    if K == 1:

        return 0

    return (1 - K % 2) ^ self.kthGrammar(N-1, (K+1) // 2)

**808. Soup Servings**

*There are two types of soup: type A and type B. Initially we have N ml of each type of soup. There are four kinds of operations:*

1. *Serve 100 ml of soup A and 0 ml of soup B*
2. *Serve 75 ml of soup A and 25 ml of soup B*
3. *Serve 50 ml of soup A and 50 ml of soup B*
4. *Serve 25 ml of soup A and 75 ml of soup B*

*When we serve some soup, we give it to someone and we no longer have it.  Each turn, we will choose from the four operations with equal probability 0.25. If the remaining volume of soup is not enough to complete the operation, we will serve as much as we can.  We stop once we no longer have some quantity of both types of soup. Return the probability that soup A will be empty first, plus half the probability that A and B become empty at the same time.*

def soupServings(self, N):

    memo = {}

    if N > 4800: return 1***# the probability of b is used up first is small, so if we can server many times, p near to 1***

    def f(a, b):

        if (a, b) in memo: return memo[a, b]

        if a <= 0 and b <= 0: return 0.5  ***# half of p for a and b used up together***

        if a <= 0: return 1  ***# a used up first***

        if b <= 0: return 0  ***# b used up first***

        memo[(a, b)] = 0.25 \* (f(a - 4, b) + f(a - 3, b - 1) + f(a - 2, b - 2) + f(a - 1, b - 3))***# add up all the choices, then \* 0.25***

        return memo[(a, b)]

    N = math.ceil(N / 25.0)

    return f(N, N)

**802. Find Eventual Safe States**

*In a directed graph, we start at some node and every turn, walk along a directed edge of the graph.  If we reach a node that is terminal (that is, it has no outgoing directed edges), we stop. Now, say our starting node is eventually safe if and only if we must eventually walk to a terminal node.  Which nodes are eventually safe? Return them as an array in sorted order.*

def eventualSafeNodes(self, graph):

    L = len(graph)

    status = [0] \* L  ***# 0 stands for unvisited, 1 stands for safe, -1 stands for unsafe***

    def dfs(node):

        if status[node] != 0:

            return status[node] == 1

        status[node] = -1  ***# we set it to unsafe as default***

        if not all(dfs(nxt) for nxt in graph[node]): ***# if all the children are safe, set to 1(safe), else return False***

            return False

        status[node] = 1

        return True

    return [i for i in range(L) if dfs(i)]  ***# or return list(filter(dfs, range(L))), note that, in Python3, map and filt***

**766. Toeplitz Matrix**

*A matrix is Toeplitz if every diagonal from top-left to bottom-right has the same element. Now given an M x N matrix, return True if and only if the matrix is Toeplitz.*

def isToeplitzMatrix(self, matrix):

    return all(r == 0 or c == 0 or matrix[r-1][c-1] == item

                        for r, row in enumerate(matrix)

                        for c, item in enumerate(row))

**800. Similar RGB Color**

*In the following, every capital letter represents some hexadecimal digit from 0 to f. The red-green-blue color "#AABBCC" can be written as "#ABC" in shorthand.  For example, "#15c" is shorthand for the color "#1155cc". Now, say the similarity between two colors "#ABCDEF" and "#UVWXYZ" is -(AB - UV)^2 - (CD - WX)^2 - (EF - YZ)^2. Given the color "#ABCDEF", return a 7 character color that is most similar to #ABCDEF, and has a shorthand (that is, it can be represented as some "#XYZ"*

def similarRGB(self, color):

    def compute(old):

        old = int(old, 16)

        f, s = divmod(old, 17)***# AA is A \* 16 + A, so the total is A \* 17***

        if s > 8:***# find the similar one, 8 is 16/2, if >8, f+1 is more similar***

            f += 1

        return '{:02x}'.format(f\*17)

    return '#' + compute(color[1:3]) + compute(color[3:5]) + compute(color[5:])

**792. Number of Matching Subsequences**

*Given string S and a dictionary of words words, find the number of words[i] that is a subsequence of S.*

def numMatchingSubseq(self, S, words):

***# if len(S) is very large, we need to run lots of comparations, this method only run 1 time of len(S)***

    waiting = collections.defaultdict(list)

    for it in map(iter, words):

        waiting[next(it)].append(it)

    for c in S:

        for it in waiting.pop(c, ()):

            waiting[next(it, None)].append(it)

    return len(waiting[None])

**778. Swim in Rising Water**

*On an N x N grid, each square grid[i][j] represents the elevation at that point (i,j). Now rain starts to fall. At time t, the depth of the water everywhere is t. You can swim from a square to another 4-directionally adjacent square if and only if the elevation of both squares individually are at most t. You can swim infinite distance in zero time. Of course, you must stay within the boundaries of the grid during your swim. You start at the top left square (0, 0). What is the least time until you can reach the bottom right square (N-1, N-1)?*

***# there are two ways to solve this problem. but we can't avoid to loop all the grid everytime! so the key is to get the nxt node to begin loop. the first way is to use a priorityqueue to get the nxt node. Or we can always start from (0,0) and loop the grid with specific height. then we can use binary search to get the right height.***

def swimInWater(self, grid):

    N, visited, dirs = len(grid), set(),  ((0, 1), (0, -1), (-1, 0), (1, 0))

    pq = PriorityQueue()

    pq.put((grid[0][0], 0, 0))

    visited.add((0, 0))

    ans = 0

    while not pq.empty():

        h, x, y = pq.get()

        ans = max(ans, h)

        if x == N - 1 and y == N - 1:

            return ans

        for dx, dy in dirs:

            nx, ny = x + dx, y + dy

            if 0 <= nx < N and 0 <= ny < N and (nx, ny) not in visited:

                visited.add((nx, ny))

                pq.put((grid[nx][ny], nx, ny))

**790. Domino and Tromino Tiling**

*We have two types of tiles: a 2x1 domino shape, and an "L" tromino shape. These shapes may be rotated.  Given N, how many ways are there to tile a 2 x N board? Return your answer modulo 10^9 + 7.*

def numTilings(self, N):

    if not N:

        return 0

    base = [1, 2, 5]

    if N <= 3:

        return base[N-1]

    M = 1e9 + 7

    dp1, dp2, dp3 = base

    ans = 0

    for i in range(4, N+1):

        ans = (2\* dp3 + dp1) % M

        dp1, dp2, dp3 = dp2, dp3, ans

    return int(ans)

**789. Escape The Ghosts**

*You start at the point (0, 0), and your destination is (target[0], target[1]). There are several ghosts on the map, the i-th ghost starts at (ghosts[i][0], ghosts[i][1]). Each turn, you and all ghosts simultaneously \*may\* move in one of 4 cardinal directions going from the previous point to a new point 1 unit of distance away. You escape if and only if you can reach the target before any ghost reaches you (for any given moves the ghosts may take.)  If you reach any square (including the target) at the same time as a ghost, it doesn't count as an escape. Return True if and only if it is possible to escape.*

def escapeGhosts(self, ghosts, target):

    def dis(a, b=target):

        (ax, ay), (bx, by) = a, b

        return abs(ax - bx) + abs(ay - by)

    start = (0, 0)

    road = dis(start)

    return all(dis(g) > road for g in ghosts)

**788. Rotated Digits**

*X is a good number if after rotating each digit individually by 180 degrees, we get a valid number that is different from X.  Each digit must be rotated - we cannot choose to leave it alone. A number is valid if each digit remains a digit after rotation. 0, 1, and 8 rotate to themselves; 2 and 5 rotate to each other; 6 and 9 rotate to each other, and the rest of the numbers do not rotate to any other number and become invalid. Now given a positive number N, how many numbers X from 1 to N are good?*

def rotatedDigits(self, N):

    ans = 0

    valid = '0182569'

    good = '2569'

    for i in range(N+1):

        s = str(i)

        if all(c in valid  for c in s):

            if any(c in good for c in s):

                ans += 1

    return ans

**783. Minimum Distance Between BST Nodes**

*Given a Binary Search Tree (BST) with the root node root, return the minimum difference between the values of any two different nodes in the tree.*

def minDiffInBST(self, root):

    self.ans = float('inf')

    def dfs(node=root, l=float('-inf'), r=float('inf')):

        self.ans = min(self.ans, node.val - l, r - node.val)

        if node.left:

            dfs(node.left, l, node.val)

        if node.right:

            dfs(node.right, node.val, r)

    dfs()

    return self.ans

**782. Transform to Chessboard**

*An N x N board contains only 0s and 1s. In each move, you can swap any 2 rows with each other, or any 2 columns with each other. What is the minimum number of moves to transform the board into a "chessboard" - a board where no 0s and no 1s are 4-directionally adjacent? If the task is impossible, return -1.*

def movesToChessboard(self, board):

    N, ans = len(board), 0

***# For each count of lines from {rows, columns}...***

    for count in (collections.Counter(map(tuple, board)), collections.Counter(zip(\*board))):

***# If there are more than 2 kinds of lines, or if the number of kinds is not appropriate ...***

        if len(count) != 2 or sorted(count.values()) != [N//2, (N+1)//2]: return -1

***# If the lines are not opposite each other, impossible***

        line1, line2 = count

        if not all(x ^ y for x, y in zip(line1, line2)): return -1

***# starts = what could be the starting value of line1*. *If N is odd, we have to start with the more* *frequent element***

        starts = [(line1.count(1) \* 2 > N)] if N%2 else [0, 1]

***# To transform line1 into the ideal line [i%2 for i ...], we take the number of differences and divide by two***

        ans += min(sum((i-x) % 2 for i, x in enumerate(line1, start))

                   for start in starts) // 2

    return ans

***# another method***

def movesToChessboard1(self, b):

    N = len(b)

    if any(b[0][0] ^ b[i][0] ^ b[0][j] ^ b[i][j] for i in range(N) for j in range(N)): return -1

    if not N // 2 <= sum(b[0]) <= (N + 1) // 2: return -1

    if not N // 2 <= sum(b[i][0] for i in range(N)) <= (N + 1) // 2: return -1

    col = sum(b[0][i] == i % 2 for i in range(N))

    row = sum(b[i][0] == i % 2 for i in range(N))

    if N % 2:

        if col % 2: col = N - col

        if row % 2: row = N - row

    else:

        col = min(N - col, col)

        row = min(N - row, row)

    return (col + row) // 2

**780. Reaching Points**

*A move consists of taking a point (x, y) and transforming it to either (x, x+y) or (x+y, y). Given a starting point (sx, sy) and a target point (tx, ty), return True if we can move from the point (sx, sy) to (tx, ty). Otherwise, return False.*

def reachingPoints(self, sx, sy, tx, ty):

    while tx > sx and ty > sy:***# here is > not >=***

        if tx > ty:

            tx %= ty

        else:

            ty %= tx

***# the return kind of complex, but easy to understand***

    return tx == sx and (ty - sy) % sx == 0 or ty == sy and (tx - sx) % sy == 0

**777. Swap Adjacent in LR String**

*In a string composed of 'L', 'R', and 'X' characters, like "RXXLRXRXL", a move consists of either replacing one occurrence of "XL" with "LX", or replacing one occurrence of "RX" with "XR". Given the starting string start and the ending string end, return True if and only if there exists a sequence of moves to transform one string to the other.*

def canTransform(self, start, end):

    if start.replace('X', '') != end.replace('X', ''): return False

    j = 0

    for i, c in enumerate(start):

        if c == 'L':

            while end[j] != c:

                j += 1

            if j > i:  return False  ***# L in end must less than in start, so j must < i, if j > i, return False***

            j += 1  ***# forgot +1 here***

    j = 0

    for i, c in enumerate(start):

        if c == 'R':

            while end[j] != c:

                j += 1

            if i > j: return False

            j += 1

    return True

**753. Cracking the Safe**

*There is a box protected by a password. The password is n digits, where each letter can be one of the first k digits 0, 1, ..., k-1. You can keep inputting the password, the password will automatically be matched against the last n digits entered. For example, assuming the password is "345", I can open it when I type "012345", but I enter a total of 6 digits. Please return any string of minimum length that is guaranteed to open the box after the entire string is inputted.*

def crackSafe(self, n, k):

    ans, visited = [], set()

    def dfs(cur):

        for i in range(k):

            nxt = cur + str(i)

            if nxt not in visited:

                visited.add(nxt)

                dfs(nxt[1:])

                ans.append(str(i))

    cur = '0' \* (n - 1)

    dfs(cur)

    return ''.join(ans) + '0' \* (n - 1)

**774. Minimize Max Distance to Gas Station**

*On a horizontal number line, we have gas stations at positions stations[0], stations[1], ..., stations[N-1], where N = stations.length. Now, we add K more gas stations so that D, the maximum distance between adjacent gas stations, is minimized. Return the smallest possible value of D.*

***# we can use a pq to store all the intervals, and insert stations into interval, this need O(KlogN), k is the insert times, logN is the depth of the heap.***

***# here we use binary seach, it needs O(NlogM), N is the num of stations, the check function use O(N), M is the max value of D, it may be the max of the gas station's position, at most 10^8. log(M) is binary search times.***

***# the two method above, since K maybe 10^6, much bigger than N, we'd like to use O(NlogM) rather than O(KlogN)***

def minmaxGasDist(self, stations, K):

***# if the minmum dis between stations is d, that means interval / d < 1, so (s[i] - s[i-1]) // d is the number of stations we can insert, we add them up, if the sum <= K, this d is valid***

    def check(d):

        return sum((stations[i] - stations[i-1]) // d for i in range(1, len(stations))) <= K

    l, r = 0, 1e8

    while r - l > 1e-6:

        mid = (r + l) / 2***# error: result can be float, so don't use // 2***

        if check(mid):

            r = mid

        else:

            l = mid  ***# if mid is not possible, l = mid, don't use l = mid + 1, because mid is float, +1 may exceed the result***

    return l

**769. Max Chunks To Make Sorted**

*Given an array arr that is a permutation of [0, 1, ..., arr.length - 1], we split the array into some number of "chunks" (partitions), and individually sort each chunk.  After concatenating them, the result equals the sorted array. What is the most number of chunks we could have made?*

def maxChunksToSorted(self, arr):

    ans, N = 0, len(arr)

    high = 0

    for idx, num in enumerate(arr):

        high = max(high, num)

        if high == idx:

            ans += 1

    return ans

**768. Max Chunks To Make Sorted II**

*This question is the same as "Max Chunks to Make Sorted" except the integers of the given array are not necessarily distinct, the input array could be up to length 2000, and the elements could be up to 10\*\*8.*

def maxChunksToSorted(self, arr):

    count, order = collections.Counter(), []

    for num in arr:

        count[num] += 1

        order.append((num, count[num]))

    ans, cur = 0, (0, 0)

    for x, y in zip(order, sorted(order)):

        cur = max(cur, x)

        if cur == y:

            ans += 1

    return ans

**556. Next Greater Element III**

*Given a positive 32-bit integer n, you need to find the smallest 32-bit integer which has exactly the same digits existing in the integer n and is greater in value than n. If no such positive 32-bit integer exists, you need to return -1.*

def nextGreaterElement(self, n):

    ans = list(str(n))

    i = len(ans) - 2

    while i >= 0:

        if ans[i] < ans[i+1]:

            break

        i -= 1

    if i < 0:

        return -1

    for j in range(len(ans)-1, i, -1):

        if ans[j] > ans[i]:

            ans[i], ans[j] = ans[j], ans[i]

            break

    ans = int(''.join(ans[:i+1] + ans[i+1:][::-1]))

    return  ans if ans < 2\*\*31 else -1

**681. Next Closest Time**

*Given a time represented in the format "HH:MM", form the next closest time by reusing the current digits. There is no limit on how many times a digit can be reused. You may assume the given input string is always valid. For example, "01:34", "12:09" are all valid. "1:34", "12:9" are all invalid.*

def nextClosestTime(self, time):

    time = time.replace(':', '')

    digits = {int(c) for c in time}

    cur = 60 \* int(time[:2]) + int(time[2:])

    over = 60 \* 24 ***# can't use float('inf'), otherwise, the result is also float***

    for h1, h2, m1, m2 in itertools.product(digits, repeat=4):

        hour = 10 \* h1 + h2

        minute = 10 \* m1 + m2

        if hour < 24 and minute < 60:

            temp = hour \* 60 + minute

            temp\_over = (temp - cur) % (60 \* 24)

            if 0 < temp\_over < over:  ***# error: can't use min(over, cur\_over), because if over is 0, it'll the same time.***

                over = temp\_over

    return '{:02d}:{:02d}'.format(\*divmod((cur + over) % (60 \* 24), 60)) ***# error: forgot %***

**724. Find Pivot Index**

*Given an array of integers nums, write a method that returns the "pivot" index of this array. We define the pivot index as the index where the sum of the numbers to the left of the index is equal to the sum of the numbers to the right of the index. If no such index exists, we should return -1. If there are multiple pivot indexes, you should return the left-most pivot index.*

def pivotIndex(self, nums):

    asum = list(itertools.accumulate(nums))

    for i, s in enumerate(asum):

        if s - nums[i] == asum[-1] - s:

            return i

    return -1

**133. Clone Graph**

*Clone an undirected graph. Each node in the graph contains a label and a list of its neighbors.*

def cloneGraph(self, node):

    clones = {}

    def clone(root=node):

        if not root:

            return None

        if root.label in clones:

            return clones[root.label]

        new\_root = UndirectedGraphNode(root.label)

        clones[root.label] = new\_root  ***# error: we should put new to clones here, not after the for***

        for nb in root.neighbors:

            new\_root.neighbors.append(clone(nb))

        return new\_root

    return clone()

**683. K Empty Slots**

*There is a garden with N slots. In each slot, there is a flower. The N flowers will bloom one by one in N days. In each day, there will be exactly one flower blooming and it will be in the status of blooming since then. Given an array flowers consists of number from 1 to N. Each number in the array represents the place where the flower will open in that day. For example, flowers[i] = x means that the unique flower that blooms at day i will be at position x, where* ***i and x will be in the range from 1 to N****. Also given an integer k, you need to output in which day there exists two flowers in the status of blooming, and also the number of flowers between them is k and these flowers are not blooming. If there isn't such day, output -1.*

def kEmptySlots(self, flowers, k):

    blooms = []

    for day, position in enumerate(flowers, 1):   ***# start from 1***

        idx = bisect.bisect(blooms, position)

        for neighbor in blooms[max(0, idx-1):idx+1]:

            if abs(neighbor-position) - 1 == k: ***# error: here needs -1***

                return day

        blooms.insert(idx, position)

    return -1

**271. Encode and Decode Strings**

*Design an algorithm to encode a list of strings to a string. The encoded string is then sent over the network and is decoded back to the original list of strings.*

class Codec:

    def encode(self, strs):

        return ''.join('{:d}:{}'.format(len(s), s) for s in strs)

    def decode(self, s):

        strs = []

        i = 0

        while i < len(s):

            j = s.find(':', i) ***# find('x', start\_idx)***

            i = j + 1 + int(s[i:j])

            strs.append(s[j+1:i])

        return strs

**480. Sliding Window Median**

*Median is the middle value in an ordered integer list. If the size of the list is even, there is no middle value. So the median is the mean of the two middle value.*

def medianSlidingWindow(self, nums, k):  *# Time: O(n⋅k⋅log(k))      Space: O(K)*

    win, res = [], []

    for i, n in enumerate(nums):

        if i >= k: win.pop(bisect.bisect(win, nums[i-k])-1)

        bisect.insort(win, nums[i])

        if i >= k - 1:

            res.append(float(win[k//2]) if k % 2 else (win[k//2] + win[k//2 - 1]) / 2.0)  ***# here is float***

    return res

**481. Magical String**

*A magical string S consists of only '1' and '2' and obeys the following rules: The string S is magical because concatenating the number of contiguous occurrences of characters '1' and '2' generates the string S itself.*

*The first few elements of string S is the following: S = "1221121221221121122……"*

*S : 1 22 11 2 1 22 1 22 11 2 11 22 ......  and the occurrences of '1's or '2's in each group are:*

*# of group: 1 2 2 1 1 2 1 2 2 1 2 2 ...... You can see that the occurrence sequence above is the S itself.*

*Given an integer N as input, return the number of '1's in the first N number in the magical string S.*

def magicalString(self, n):

    if n <= 0: return 0

    if n <= 3: return 1

    a = [0] \* (n+1)

    a[0], a[1], a[2] = 1, 2, 2

    head, tail, num, res = 2, 3, 1, 1

    while tail < n:

        for i in range(a[head]):

            a[tail] = num

            if num == 1 and tail < n:

                res += 1

            tail += 1

        num = 3 ^ num  ***# change 1 to 2, 2 to 1***

        head += 1

    return res

**408. Valid Word Abbreviation**

*Given a non-empty string s and an abbreviation abbr, return whether the string matches with the given abbreviation. Given s = "internationalization", abbr = "i12iz4n": Return true.*

def validWordAbbreviation(self, word, abbr):

    i, j, m, n = 0, 0, len(word), len(abbr)

    while i < m and j < n:

        if word[i]==abbr[j]:

            i+=1

            j+=1

        elif abbr[j].isalpha() or abbr[j] == '0':  ***# forgot '0'***

            return False

        else:

            start = j

            while j < n and abbr[j].isdigit():

                j += 1

            num = int(abbr[start:j])

            i += num

    return i == m and j == n

**409. Longest Palindrome**

*Given a string which consists of letters, find the length of the longest palindromes that can be built with those letters.*

def longestPalindrome(self, s):

    odds = sum(n % 2 for n in collections.Counter(s).values())

    return len(s) - odds + bool(odds)

**484. Find Permutation**

*By now, you are given a secret signature consisting of character 'D' and 'I'. 'D' represents a decreasing relationship between two numbers, 'I' represents an increasing relationship between two numbers. And our secret signature was constructed by a special integer array, which contains uniquely all the different number from 1 to n (n is the length of the secret signature plus 1). For example, the secret signature "DI" can be constructed by array [2,1,3] or [3,1,2], but won't be constructed by array [3,2,4] or [2,1,3,4], which are both illegal constructing special string that can't represent the "DI" secret signature. On the other hand, now your job is to find the lexicographically smallest permutation of [1, 2, ... n] could refer to the given secret signature in the input.*

def findPermutation(self, s):

    res = []

    for i in range(len(s)):

        if s[i] == 'I':  ***# when we meet a I, insert a decrease string***

            res.extend(range(i + 1, len(ret), -1))

    res.extend(range(len(s) + 1, len(ret), -1))***# insert the rest***

    return res

**402. Remove K Digits**

*Given a non-negative integer num represented as a string, remove k digits from the number so that the new number is the smallest possible.*

def removeKdigits(self, num, k):

    res = []

    for c in num:

        while k and res and res[-1] > c:

            res.pop()

            k -= 1

        res.append(c)

    return ''.join(res[:-k or len(res)]).lstrip('0') or '0'  ***# if k == 0, join all res***

**494. Target Sum**

*You are given a list of non-negative integers, a1, a2, ..., an, and a target, S. Now you have 2 symbols + and -. For each integer, you should choose one from + and - as its new symbol. Find out how many ways to assign symbols to make sum of integers equal to target S.*

def findTargetSumWays(self, nums, S):***# if we put some -, we change some to negative, and ↓***

    def subSum(s):                       ***#                                  sum(P) - sum(N) = target***

        dp = [0] \* (s + 1)***# sum(P) + sum(N) + sum(P) - sum(N) = target + sum(P) + sum(N)***

        dp[0] = 1                             ***#                                            2 \* sum(P) = target + sum(nums)***

        for n in nums:

            for i in range(s, n - 1, -1):

                dp[i] += dp[i-n]

        return dp[s]

    s = sum(nums)

    if s < S or (s + S) % 2:

        return 0

    return subSum((s+S) // 2)
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**391. Perfect Rectangle**

*Given N axis-aligned rectangles where N > 0, determine if they all together form an exact cover of a rectangular region. Each rectangle is represented as a bottom-left point and a top-right point. For example, a unit square is represented as [1,1,2,2]. (coordinate of bottom-left point is (1, 1) and top-right point is (2, 2)).*

def isRectangleCover(self, rectangles):

    bl\_x, bl\_y, tr\_x, tr\_y = float('inf'), float('inf'), float('-inf'), float('-inf')

    s, area = set(), 0

    for x1, y1, x2, y2 in rectangles:

        bl\_x = min(x1, bl\_x)

        bl\_y = min(y1, bl\_y)

        tr\_x = max(x2, tr\_x)

        tr\_y = max(y2, tr\_y)

        area += (y2 - y1) \* (x2 - x1)

        p1, p2, p3, p4 = (x1, y1), (x1, y2), (x2, y1), (x2, y2)

        for p in (p1, p2, p3, p4):  ***# every point appear two times except the outer 4 points.***

            if p in s:

                s.remove(p)

            else:

                s.add(p)

    p1, p2, p3, p4 = (bl\_x, bl\_y), (bl\_x, tr\_y), (tr\_x, tr\_y), (tr\_x, bl\_y)

    return s == {p1, p2, p3, p4} and area == (tr\_y - bl\_y) \* (tr\_x-bl\_x)

**498. Diagonal Traverse**

*Given a matrix of M x N elements (M rows, N columns), return all elements of the matrix in diagonal order as shown in the below image.*

***# just walk over the matrix in the desired order. My d is the diagonal number, i.e., i+j. So I can compute j as d-i.***

***# Why the range range(max(0, d-n+1), min(d+1, m))? Well I need 0 <= i < m and 0 <= j < n. As said above, j is d-i, so I have 0 <= d-i < n. Isolating i gives me i <= d and i > d-n. Since we're dealing with integers, they're equivalent to i < d+1 and i >= d-n+1. So my i needs to be in the range [0, m) as well as in the range [d-n+1, d+1). And my range is simply the intersection of those two ranges.***![](data:image/png;base64,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)

def findDiagonalOrder(self, matrix):

    m, n = len(matrix), len(matrix and matrix[0])

    return [matrix[i][d-i]

            for d in range(m+n-1)

            for i in range(max(0, d-n+1), min(d+1, m))[::d%2\*2-1]]

**331. Verify Preorder Serialization of a Binary Tree**

*One way to serialize a binary tree is to use pre-order traversal. When we encounter a non-null node, we record the node's value. If it is a null node, we record using a sentinel value such as #.*

***# all non-null node provides 2 outdegree and 1 indegree (2 children and 1 parent), except root***

***# all null node provides 0 outdegree and 1 indegree (0 child and 1 parent).***

def isValidSerialization(self, preorder):

    vals = preorder.split(',')

    diff = 1

    for val in vals:

        diff -= 1

        if diff < 0: return False

        if val != '#':

            diff += 2

    return diff == 0

**255. Verify Preorder Sequence in Binary Search Tree**

*Given an array of numbers, verify whether it is the correct preorder traversal sequence of a binary search tree. You may assume each number in the sequence is unique.*

def verifyPreorder(self, preorder):

    stack, low = [],  float('-inf')

    for p in preorder:

        if p < low: return False

        while stack and p > stack[-1]:

            low = stack.pop()

        stack.append(p)

    return True

**336. Palindrome Pairs**

*Given a list of unique words, find all pairs of distinct indices (i, j) in the given list, so that the concatenation of the two words, i.e. words[i] + words[j] is a palindrome.*

def palindromePairs(self, words):

    def is\_palindrome(check):

        return check == check[::-1]

    words = {word: i for i, word in enumerate(words)}

    valid\_pals = []

    for word, k in words.items():

        n = len(word)

        for j in range(n+1):

            pref = word[:j]

            suf = word[j:]

            if is\_palindrome(pref):

                back = suf[::-1]

                if back != word and back in words:

                    valid\_pals.append([words[back],  k])

            if j != n and is\_palindrome(suf):

                back = pref[::-1]

                if back != word and back in words:

                    valid\_pals.append([k, words[back]])

    return valid\_pals

**332. Reconstruct Itinerary**

*Given a list of airline tickets represented by pairs of departure and arrival airports [from, to], reconstruct the itinerary in order. All of the tickets belong to a man who departs from JFK. Thus, the itinerary must begin with JFK.*

*1. If there are multiple valid itineraries, you should return the itinerary that has the smallest lexical order when read as a single string. For example, the itinerary ["JFK", "LGA"] has a smaller lexical order than ["JFK", "LGB"].*

*2. All airports are represented by three capital letters (IATA code). You may assume all tickets form at least one valid itinerary.*

def findItinerary(self, tickets):

    targets = collections.defaultdict(list)

    for a, b in sorted(tickets)[::-1]:

        targets[a] += b,

    route, stack = [], ['JFK']

    while stack:

        while targets[stack[-1]]:

            stack += targets[stack[-1]].pop(),

        route += stack.pop(),

    return route[::-1]

**378. Kth Smallest Element in a Sorted Matrix**

*Given a n x n matrix where each of the rows and columns are sorted in ascending order, find the kth smallest item in the matrix.*

def kthSmallest(self, matrix, k):

    rows, cols = len(matrix), len(matrix[0])

    lo, hi = matrix[0][0], matrix[-1][-1]

    while lo < hi:

        mid = (hi + lo) // 2

        count, col = 0, cols - 1

        for row in range(rows):

            while col >= 0 and matrix[row][col] > mid:

                col -= 1

            count += (col + 1)

        if count < k:

            lo = mid + 1

        else:

            hi = mid

    return lo

**393. UTF-8 Validation**

*A character in UTF8 can be from 1 to 4 bytes long, subjected to the following rules:*

*For 1-byte character, the first bit is a 0, followed by its unicode code.*

*For n-bytes character, the first n-bits are all one's, the n+1 bit is 0, followed by n-1 bytes with most significant 2 bits being 10.*

*0000 0000-0000 007F | 0xxxxxxx*

*0000 0080-0000 07FF | 110xxxxx 10xxxxxx*

*0000 0800-0000 FFFF | 1110xxxx 10xxxxxx 10xxxxxx*

*0001 0000-0010 FFFF | 11110xxx 10xxxxxx 10xxxxxx 10xxxxxx*

def validUtf8(self, data):

    count = 0;

    for c in data:

        if count == 0:

            if (c >> 5) == 0b110:

                count = 1

            elif (c >> 4) == 0b1110:

                count = 2

            elif (c >> 3) == 0b11110:

                count = 3

            elif (c >> 7):

                return False

        else:

            if (c >> 6) != 0b10: return False

            count -= 1

    return count == 0

**686. Repeated String Match**

*Given strings A and B, find the minimum times A has to be repeated so that B is a substring of it. If no such solution, return -1.*

def repeatedStringMatch(self, A, B):  *#O(N∗(N+M)),  O(M+N)*

    q = (len(B) - 1) // len(A) + 1

    for i in range(2):

        if B in A \* (q+i):

            return q + i

    return -1

**501. Find Mode in Binary Search Tree**

*Given a binary search tree (BST) with duplicates, find all the mode(s) (the most frequently occurred element) in the given BST.*

def findMode(self, root):

    if not root:

        return []

    count = collections.Counter()

    def dfs(node):

        if node:

            count[node.val] += 1

            dfs(node.left)

            dfs(node.right)

    dfs(root)

    max\_count = max(count.values())

    return [k for k, v in count.items() if v == max\_count]

**520. Detect Capital**

*Given a word, you need to judge whether the usage of capitals in it is right or not.*

def detectCapitalUse(self, word):

    return word.isupper() or word.islower() or word.istitle()

**521. Longest Uncommon Subsequence I**

*Given a group of two strings, you need to find the longest uncommon subsequence of this group of two strings. The longest uncommon subsequence is defined as the longest subsequence of one of these strings and this subsequence should not be any subsequence of the other strings.*

def findLUSlength(self, a, b):

    return -1 if a == b else max(len(a), len(b))

**522. Longest Uncommon Subsequence II**

*Same with 521, but Given a list of strings instead of two words.*

def findLUSlength(self, strs):

    def subseq(w1, w2): ***# True iff word1 is a subsequence of word2.***

        i = 0

        for c in w2:

            if i < len(w1) and w1[i] == c:

                i += 1

        return i == len(w1)

    strs.sort(key=len, reverse=True)  ***# if we find one, it is the longest***

    for i, word1 in enumerate(strs):

        if all(not subseq(word1, word2) for j, word2 in enumerate(strs) if i != j):

            return len(word1)

    return -1

**506. Relative Ranks**

*Given scores of N athletes, find their relative ranks and the people with the top three highest scores, who will be awarded medals: "Gold Medal", "Silver Medal" and "Bronze Medal".*

def findRelativeRanks(self, nums):

    s = {n: i for i, n in enumerate(sorted(nums, reverse=True))}

    medals = ['Gold', 'Silver', 'Bronze']

    return [str(s[n]+1) if s[n] >= len(medals) else (medals[s[n]] + ' Medal') for n in nums]

**719. Find K-th Smallest Pair Distance**

*Given an integer array, return the k-th smallest distance among all the pairs. The distance of a pair (A, B) is defined as the absolute difference between A and B.*

def smallestDistancePair(self, nums, k):***# O(NlogW+NlogN)  O(1)***

    def possible(guess): ***# Is there k or more pairs with distance <= guess?***

        count = left = 0

        for right, x in enumerate(nums):

            while x - nums[left] > guess:

                left += 1

            count += right - left

        return count >= k

    nums.sort()

    lo = 0

    hi = nums[-1] - nums[0]

    while lo < hi:

        mi = (lo + hi) // 2

        if possible(mi):

            hi = mi

        else:

            lo = mi + 1

    return lo
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*In the video game Fallout 4, the quest "Road to Freedom" requires players to reach a metal dial called the "Freedom Trail Ring", and use the dial to spell a specific keyword in order to open the door.   Input: ring = "godding", key = "gd" Output: 4 Explanation:*

*For the first key character 'g', since it is already in place, we just need 1 step to spell this character.  For the second key character 'd', we need to rotate the ring "godding" anticlockwise by two steps to make it become "ddinggo".  Also, we need 1 more step for spelling. So the final output is 4.*

def findRotateSteps(self, ring, key):

    def dist(i, j):  ***# the distance between two points (i, j) on the ring***

        return min(abs(i - j), len(ring) - abs(i - j))

    pos = {}  ***# build the position list for each character in ring***

    for i, c in enumerate(ring):

        if c in pos:

            pos[c].append(i)

        else:

            pos[c] = [i]

    state = {0: 0}  ***# the current possible state: {position of the ring: the cost}***

    for c in key:

        next\_state = {}

        for j in pos[c]:  ***# every possible target position***

            next\_state[j] = float('inf')

            for i in state:  ***# every possible start position***

                next\_state[j] = min(next\_state[j], dist(i, j) + state[i])

        state = next\_state

    return min(state.values()) + len(key)

**727. Minimum Window Subsequence**

*Given strings S and T, find the minimum (contiguous) substring W of S, so that T is a subsequence of W.*

def minWindow(self, S, T):  ***# O(ST)  O(S)***

    cur = [i if x == T[0] else -1 for i, x in enumerate(S)]

    for j in range(1, len(T)):  ***# At time j when considering T[:j+1], the smallest window [s, e] where S[e] == T[j]***

        last = -1                      ***# is represented by cur[e] = s.***

        new = [-1] \* len(S)

        for i, u in enumerate(S): ***#we calculate the new windows, "new" for T[:j+1].  'last' is the last window seen.***

            if last != -1 and u == T[j]:

                new[i] = last

            if cur[i] != -1:

                last = cur[i]

        cur = new

    ans = 0, len(S)  ***#Looking at the window data cur, choose the smallest length window [s, e].***

    for e, s in enumerate(cur):

        if s >= 0 and e - s < ans[1] - ans[0]:

            ans = s, e

    return S[ans[0]: ans[1]+1] if ans[1] < len(S) else ""

**261. Graph Valid Tree**

*Given n nodes labeled from 0 to n-1 and a list of undirected edges (each edge is a pair of nodes), write a function to check whether these edges make up a valid tree.*

def validTree(self, n, edges):

    base = {}

    def find(x):

        if x not in base:

            base[x] = x

        if base[x] != x:

            base[x] = find(base[x])

        return base[x]

    def union(a, b):

        ra, rb = find(a), find(b)

        if ra != rb:

            base[ra] = rb

        return ra != rb

    return len(edges) == n-1 and all(union(a, b) for a, b in edges)

**266. Palindrome Permutation**

*Given a string, determine if a permutation of the string could form a palindrome.*

def canPermutePalindrome(self, s):

    return sum(v % 2 for v in collections.Counter(s).values()) <= 1

**267. Palindrome Permutation II**

*Given a string s, return all the palindromic permutations (without duplicates) of it. Return an empty list if no palindromic permutation could be form.*

def generatePalindromes(self, s):  ***# O(n/2 + 1)!     O(n)***

    counts = collections.Counter(s)

    odd = ''

    for ch in counts:

        if counts[ch] % 2 == 1:

            if odd != '':

                return []

            odd = ch

        counts[ch] //= 2

    perms = self.get\_permutations(counts)

    return [word + odd + word[::-1] for word in perms]

def get\_permutations(self, counts):

    strs = []

    def helper(s):

        if counts.most\_common(1)[0][1] == 0:  ***# most\_common(n) n is top n***

            strs.append(s)

            return

        for ch in counts:

            if counts[ch] == 0:  ***# count unique character only.  Each time you consider a character the count itself is***

                continue            ***# like an index of the duplicated number. This implies that the 'a' with count (index) 8,***

            counts[ch] -= 1      ***# will never occur after another 'a' with count (index) 6.***

            helper(s + ch)

            counts[ch] += 1

    helper('')

    return strs

**259. 3Sum Smaller**

*Given an array of n integers nums and a target, find the number of index triplets i, j, k with 0 <= i < j < k < n that satisfy the condition nums[i] + nums[j] + nums[k] < target.*

def threeSumSmaller(self, nums, target):

    result = 0

    nums.sort()

    for i in range(len(nums) - 2):

        l, r = i + 1, len(nums) - 1

        while l < r:

            s = nums[i] + nums[l] + nums[r]

            if s < target:

                result += r - l

                l += 1

            else:

                r -= 1

    return result

**257. Binary Tree Paths**

*Given a binary tree, return all root-to-leaf paths.*

def binaryTreePaths(self, root):

    if not root: return []

    ans = []

    def dfs(node=root, path=[]):

        if not node.left and not node.right:

            ans.append(path+[node.val])

        else:

            if node.left:

                dfs(node.left, path+[node.val])

            if node.right:

                dfs(node.right, path+[node.val])

    dfs()

    return ['->'.join(map(str, path)) for path in ans]

**253. Meeting Rooms II**

*Given an array of meeting time intervals consisting of start and end times [[s1,e1],[s2,e2],...] (si < ei), find the minimum number of conference rooms required.*

def minMeetingRooms(self, intervals):

    starts, ends = [], []

    for i in intervals:

        starts.append(i.start)

        ends.append(i.end)

    starts.sort()

    ends.sort()

    ans = over = 0

    for start in starts:

        if start < ends[over]:

            ans += 1

        else:

            over += 1

    return ans

**251. Flatten 2D Vector**

*Implement an iterator to flatten a 2d vector.*

class Vector2D(object):

    def \_\_init\_\_(self, vec2d):

        self.col, self.row, self.vec = 0, 0, vec2d

    def next(self):

        result = self.vec[self.row][self.col]

        self.col += 1

        return result

    def hasNext(self):

        while self.row < len(self.vec):

            if self.col < len(self.vec[self.row]): return True

            self.col = 0

            self.row += 1

        return False

**276. Paint Fence**

*There is a fence with n posts, each post can be painted with one of the k colors. You have to paint all the posts such that no more than two adjacent fence posts have the same color. Return the total number of ways you can paint the fence.*

def numWays(self, n, k):

    w = [0, k, k\*k]

    while len(w) <= n:

        w.append(sum(w[-2:]) \* (k-1))

    return w[n]  ***# here is n, not -1, because n may be 0, 1***

**240. Search a 2D Matrix II**

*Write an efficient algorithm that searches for a value in an m x n matrix. This matrix has the following properties:*

*Integers in each row are sorted in ascending from left to right.*

*Integers in each column are sorted in ascending from top to bottom.*

def searchMatrix(self, matrix, target):

    if len(matrix) == 0 or len(matrix[0]) == 0: return False

    rows, cols = len(matrix), len(matrix[0])

    row, col = rows - 1, 0

    while row >= 0 and col < cols:

        if matrix[row][col] > target:

            row -= 1

        elif matrix[row][col] < target:

            col += 1

        else: *# found it*

            return True

    return False

**17. Letter Combinations of a Phone Number**

*Given a string containing digits from 2-9 inclusive, return all possible letter combinations that the number could represent.*

def letterCombinations(self, digits):

    dic = {'2': 'abc', '3': 'def', '4': 'ghi', '5': 'jkl', '6': 'mno', '7': 'pqrs', '8': 'tuv', '9': 'wxyz'}

    if len(digits) == 0:

        return []

    if len(digits) == 1:

        return list(dic[digits[0]])

    prev = self.letterCombinations(digits[:-1])

    additional = dic[digits[-1]]

    return [s + c for s in prev for c in additional]

**162. Find Peak Element**

*A peak element is an element that is greater than its neighbors. Given an array nums, where nums[i] ≠ nums[i+1], find a peak element and return its index. The array may contain multiple peaks, in that case return the index to any one of the peaks is fine.*

def findPeakElement(self, nums):

    l, r = 0, len(nums) -1

    while l < r:

        mid = (l + r) // 2

        if nums[mid] > nums[mid + 1]:

            r = mid

        else:

            l = mid + 1

    return l

**139. Word Break**

*Given a non-empty string s and a dictionary wordDict containing a list of non-empty words, determine if s can be segmented into a space-separated sequence of one or more dictionary words.*

def wordBreak(self, s, wordDict):

    dp = [True]

    for i in range(1, len(s) + 1):

        res = any(dp[j] and s[j:i] in wordDict for j in range(i))

        dp += [res]

    return dp[-1]

**57. Insert Interval**

*Given a set of non-overlapping intervals, insert a new interval into the intervals (merge if necessary). You may assume that the intervals were initially sorted according to their start times.*

def insert(self, intervals, newInterval):

    s, e, left, right = newInterval.start, newInterval.end, [], []

    for i in intervals:

        if i.end < s:

            left.append(i)

        elif i.start > e:

            right.append(i)

        else:

            s, e = min(s, i.start), max(e, i.end)

    return left + [Interval(s, e)] + right

**56. Merge Intervals**

*Given a collection of intervals, merge all overlapping intervals.*

def merge(self, intervals):

    ans = []

    for i in sorted(intervals, key=lambda interval: interval.start):

        if ans and i.start <= ans[-1].end:

            ans[-1].end = max(ans[-1].end, i.end)

        else:

            ans.append(i)

    return ans

**54. Spiral Matrix**

*Given a matrix of m x n elements (m rows, n columns), return all elements of the matrix in spiral order.*

def spiralOrder(self, matrix):

    ans = []

    while matrix:

        ans.extend(matrix.pop(0))

        if matrix and matrix[0]:

            for row in matrix:

                ans.append(row.pop())

        if matrix:

            ans.extend(matrix.pop()[::-1])

        if matrix and matrix[0]:

            for row in matrix[::-1]:

                ans.append(row.pop(0))

    return ans

**59. Spiral Matrix II**

*Given a positive integer n, generate a square matrix filled with elements from 1 to n2 in spiral order.*

def generateMatrix(self, n):

    res = [[0] \* n for \_ in range(n)]

    x, y, dx, dy = 0, 0, 0, 1

    for k in range(n\*n):

        res[x][y] = k + 1

        if res[(x + dx) % n][(y + dy) % n]:

            dx, dy = dy, -dx

        x += dx

        y += dy

    return res

**155. Min Stack**

*Design a stack that supports push, pop, top, and retrieving the minimum element in constant time.*

class MinStack:

    def \_\_init\_\_(self):

        self.q = []

    def push(self, x):

        curMin = self.getMin()

        if curMin == None or x < curMin:

            curMin = x

        self.q.append((x, curMin));

    def pop(self):

        if self.q:

            self.q.pop()

    def top(self):

        if self.q:

            return self.q[len(self.q) - 1][0]

        return None

    def getMin(self):

        if self.q:

            return self.q[len(self.q) - 1][1]

        return None

**716. Max Stack**

*Design a max stack that supports push, pop, top, peekMax and popMax.*

*push(x) -- Push element x onto stack.*

*pop() -- Remove the element on top of the stack and return it.*

*top() -- Get the element on the top.*

*peekMax() -- Retrieve the maximum element in the stack.*

*popMax() -- Retrieve the maximum element in the stack, and remove it. If you find more than one maximum elements, only remove the top-most one.*

class MaxStack:

    def \_\_init\_\_(self):

        self.stack = []

        self.maxHeap = []

        self.toPop\_heap = {}  *# to keep track of things to remove from the heap*

        self.toPop\_stack = set()  *# to keep track of things to remove from the stack*

    def push(self, x):

        heapq.heappush(self.maxHeap, (-x,-len(self.stack)))

        self.stack.append(x)

    def pop(self):

        self.top()

        x = self.stack.pop()

        key = (-x,-len(self.stack))

        self.toPop\_heap[key] = self.toPop\_heap.get(key,0) + 1

        return x

    def top(self):

        while self.stack and len(self.stack)-1 in self.toPop\_stack:

            x = self.stack.pop()

            self.toPop\_stack.remove(len(self.stack))

        return self.stack[-1]

    def peekMax(self):

        while self.maxHeap and self.toPop\_heap.get(self.maxHeap[0],0):

            x = heapq.heappop(self.maxHeap)

            self.toPop\_heap[x] -= 1

        return -self.maxHeap[0][0]

    def popMax(self):

        self.peekMax()

        x,idx = heapq.heappop(self.maxHeap)

        x,idx = -x,-idx

        self.toPop\_stack.add(idx)

        return x

**158. Read N Characters Given Read4 II - Call multiple times**

*The API: int read4(char \*buf) reads 4 characters at a time from a file. The return value is the actual number of characters read. For example, it returns 3 if there is only 3 characters left in the file. By using the read4 API, implement the function int read(char \*buf, int n) that reads n characters from the file.*

class Solution(object):

    def \_\_init\_\_(self):

        self.queue = []

    def read(self, buf, n):

        idx = 0

        while True:

            buf4 = [""]\*4

            l = read4(buf4)

            self.queue.extend(buf4)

            curr = min(len(self.queue), n-idx)

            for i in range(curr):

                buf[idx] = self.queue.pop(0)

                idx+=1

            if curr == 0: break

        return idx

**22. Generate Parentheses**

*Given n pairs of parentheses, write a function to generate all combinations of well-formed parentheses.*

def generateParenthesis(self, n):  ***# 4^n / sqrt(n)***

    res = []

    def generate(pre, left, right):

        if left: generate(pre+'(', left-1, right)

        if right > left: generate(pre+')', left, right-1)

        if not right: res.append(pre)

    generate('', n, n)

    return res

**246. Strobogrammatic Number**

*A strobogrammatic number is a number that looks the same when rotated 180 degrees (looked at upside down). Write a function to determine if a number is strobogrammatic. The number is represented as a string.*

def isStrobogrammatic(self, num):

    return all(num[i] + num[~i] in '696 00 11 88' for i in range(len(num)//2+1))

**247. Strobogrammatic Number II**

*Find all strobogrammatic numbers that are of length = n.*

def findStrobogrammatic(self, n):

    evenMidCandidate = ["11","69","88","96", "00"]

    oddMidCandidate = ["0", "1", "8"]

    if n == 1: return oddMidCandidate

    if n == 2: return evenMidCandidate[:-1]

    if n % 2:

        pre, midCandidate = self.findStrobogrammatic(n-1), oddMidCandidate

    else:

        pre, midCandidate = self.findStrobogrammatic(n-2), evenMidCandidate

    premid = (n-1)//2

    return [p[:premid] + c + p[premid:] for c in midCandidate for p in pre]

**146. LRU Cache**

*Design and implement a data structure for Least Recently Used (LRU) cache. It should support the following operations: get and put.*

*get(key) - Get the value (will always be positive) of the key if the key exists in the cache, otherwise return -1.*

*put(key, value) - Set or insert the value if the key is not already present. When the cache reached its capacity, it should invalidate the least recently used item before inserting a new item.*

class Node:

    def \_\_init\_\_(self, k, v):

        self.key = k

        self.val = v

        self.prev = None

        self.next = None

class LRUCache:

    def \_\_init\_\_(self, capacity):

        self.capacity = capacity

        self.dic = dict()

        self.head = Node(0, 0)

        self.tail = Node(0, 0)

        self.head.next = self.tail

        self.tail.prev = self.head

    def \_add(self, node):

        p = self.tail.prev

        p.next = node

        self.tail.prev = node

        node.prev = p

        node.next = self.tail

 def \_remove(self, node):

        p = node.prev

        n = node.next

        p.next = n

        n.prev = p

    def get(self, key):

        if key in self.dic:

            n = self.dic[key]

            self.\_remove(n)

            self.\_add(n)

            return n.val

        return -1

    def put(self, key, value):

        if key in self.dic:

            self.\_remove(self.dic[key])

        n = Node(key, value)

        self.\_add(n)

        self.dic[key] = n

        if len(self.dic) > self.capacity:

            n = self.head.next

            self.\_remove(n)

            del self.dic[n.key]

**359. Logger Rate Limiter**

*Design a logger system that receive stream of messages along with its timestamps, each message should be printed if and only if it is not printed in the last 10 seconds. Given a message and a timestamp (in seconds granularity), return true if the message should be printed in the given timestamp, otherwise returns false. It is possible that several messages arrive roughly at the same time.*

class Logger:

    def \_\_init\_\_(self):

        self.ok = {}

    def shouldPrintMessage(self, timestamp, message):

        if timestamp < self.ok.get(message, 0):

            return False

        self.ok[message] = timestamp + 10

        return True

**274. H-Index**

*Given an array of citations (each citation is a non-negative integer) of a researcher, write a function to compute the researcher's h-index. According to the definition of h-index on Wikipedia: "A scientist has index h if h of his/her N papers have at least h citations each, and the other N − h papers have no more than h citations each."*

def hIndex(self, citations):  ***# O(N), O(N)***

    n = len(citations)

    citeCount = [0] \* (n+1)

    for c in citations:

        if c >= n:

            citeCount[n] += 1

        else:

            citeCount[c] += 1

    i = n-1

    while i >= 0:

        citeCount[i] += citeCount[i+1]

        if citeCount[i+1] >= i+1:

            return i+1

        i -= 1

    return 0

def hIndex(self, citations): ***# O(NLogN) O(1)***

    citations.sort()

    n = len(citations)

    for i in xrange(n):

        if citations[i] >= (n-i):

            return n-i

    return 0
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*left -> down -> left -> down -> right -> down -> right*

**490. The Maze**

*There is a ball in a maze with empty spaces and walls. The ball can go through empty spaces by rolling up, down, left or right, but it won't stop rolling until hitting a wall. When the ball stops, it could choose the next direction. Given the ball's start position, the destination and the maze, determine whether the ball could stop at the destination. The maze is represented by a binary 2D array. 1 means the wall and 0 means the empty space. You may assume that the borders of the maze are all walls. The start and destination coordinates are represented by row and column indexes.*

def hasPath(self, maze, start, destination):

    q = [start]

    n, m = len(maze), len(maze[0])

    dirs = ((0, 1), (0, -1), (1, 0), (-1, 0))

    while q:

        i, j = q.pop(0)

        maze[i][j] = 2

        if i == destination[0] and j == destination[1]: return True

        for x, y in dirs:

            row, col = i + x,  j + y

            while 0 <= row < n and 0 <= col < m and maze[row][col] != 1:

                row += x

                col += y

            row -= x

            col -= y

            if maze[row][col] == 0:

                q.append([row, col])

    return False

**505. The Maze II**

*There is a ball in a maze with empty spaces and walls. The ball can go through empty spaces by rolling up, down, left or right, but it won't stop rolling until hitting a wall. When the ball stops, it could choose the next direction. Given the ball's start position, the destination and the maze, find the shortest distance for the ball to stop at the destination. The distance is defined by the number of empty spaces traveled by the ball from the start position (excluded) to the destination (included). If the ball cannot stop at the destination, return -1.*

def shortestDistance(self, maze, start, destination):

    res, dest = None, tuple(destination)

    m, n = len(maze), len(maze[0])

    def go(start, direction): *# return the stop position and length*

        i, j = start

        ii, jj = direction

        l=0

        while 0<=i+ii<m and 0<=j+jj<n and maze[i+ii][j+jj]!=1:

            i+=ii

            j+=jj

            l+=1

        return l, (i,j)

    visited={}

    q=[]

    heapq.heappush(q, (0, tuple(start)))

    while q:

        length, cur = heapq.heappop(q)

        if cur in visited and visited[cur]<=length:

            continue

        visited[cur]=length

        if cur == dest:

            return length

        for direction in [(-1, 0), (1, 0), (0,-1), (0,1)]:

            l, np = go(cur, direction)

            heapq.heappush(q, (length+l, np))

    return -1

**299. Bulls and Cows**

*You are playing the following Bulls and Cows game with your friend: You write down a number and ask your friend to guess what the number is. Each time your friend makes a guess, you provide a hint that indicates how many digits in said guess match your secret number exactly in both digit and position (called "bulls") and how many digits match the secret number but locate in the wrong position (called "cows"). Your friend will use successive guesses and hints to eventually derive the secret number. Write a function to return a hint according to the secret number and friend's guess, use A to indicate the bulls and B to indicate the cows.  Please note that both secret number and friend's guess may contain duplicate digits.*

*Input: secret = "1807", guess = "7810"   Output: "1A3B"*

*Explanation: 1 bull and 3 cows. The bull is 8, the cows are 0, 1 and 7.*

def getHint(self, secret, guess):

    bulls = sum(map(operator.eq, secret, guess))

    both = sum(min(secret.count(x), guess.count(x)) for x in set(guess))

    return '{:d}A{:d}B'.format(bulls, both - bulls)

**756. Pyramid Transition Matrix**

*We are stacking blocks to form a pyramid. Each block has a color which is a one letter string, like `'Z'`. For every block of color `C` we place not in the bottom row, we are placing it on top of a left block of color `A` and right block of color `B`. We are allowed to place the block there only if `(A, B, C)` is an allowed triple. We start with a bottom row of bottom, represented as a single string. We also start with a list of allowed triples allowed. Each allowed triple is represented as a string of length 3. Return true if we can build the pyramid all the way to the top, otherwise false.*

def pyramidTransition(self, bottom, allowed):

    pool = collections.defaultdict(list)

    for x in allowed: pool[x[:2]].append(x[2])

    def dfs(bottom):

        if len(bottom)==1: return True

        for b in itertools.product(\*(pool[x+y] for x,y in zip(bottom[:-1],bottom[1:]))):

            if dfs(b): return True

        return False

    return dfs(bottom)

**380. Insert Delete GetRandom O(1)**

*Design a data structure that supports all following operations in average O(1) time.*

*insert(val): Inserts an item val to the set if not already present.*

*remove(val): Removes an item val from the set if present.*

*getRandom: Returns a random element from current set. Each element must have the same probability of being returned.*

import random

class RandomizedSet(object):

    def \_\_init\_\_(self):

        self.nums, self.pos = [], {}

    def insert(self, val):

        if val not in self.pos:

            self.nums.append(val)

            self.pos[val] = len(self.nums) - 1

            return True

        return False

    def remove(self, val):

        if val in self.pos:

            idx, last = self.pos[val], self.nums[-1]

            self.nums[idx], self.pos[last] = last, idx

            self.nums.pop(); self.pos.pop(val, 0)

            return True

        return False

    def getRandom(self):

        return self.nums[random.randint(0, len(self.nums) - 1)]

**379. Design Phone Directory**

*Design a Phone Directory which supports the following operations:*

*get: Provide a number which is not assigned to anyone.*

*check: Check if a number is available or not.*

*release: Recycle or release a number.*

class PhoneDirectory:

    def \_\_init\_\_(self, maxNumbers):

        self.available = set(range(maxNumbers))

    def get(self):

        return self.available.pop() if self.available else -1

    def check(self, number):

        return number in self.available

    def release(self, number):

        self.available.add(number)

**382. Linked List Random Node**

*Given a singly linked list, return a random node's value from the linked list. Each node must have the same probability of being chosen.*

*Follow up: What if the linked list is extremely large and its length is unknown to you? Could you solve this efficiently without using extra space?*

class Solution:

    def \_\_init\_\_(self, head):

        self.head = head

    def getRandom(self):

        node = self.head

        before = 0

        buffer = [None] \* 100

        while node:

            now = 0

            while node and now < 100:

                buffer[now] = node

                node = node.next

                now += 1

            r = random.randrange(now + before)

            if r < now:

                pick = buffer[r]

            before += now

        return pick.val

**421. Maximum XOR of Two Numbers in an Array**

*Given a non-empty array of numbers, a0, a1, a2, … , an-1, where 0 ≤ ai < 231. Find the maximum result of ai XOR aj.*

***# Build the answer bit by bit from left to right. Let's say we already know the largest first seven bits we can create. How to find the largest first eight bits we can create? Well it's that maximal seven-bits prefix followed by 0 or 1. Append 0 and then try to create the 1 one (i.e., answer ^ 1) from two eight-bits prefixes from nums. If we can, change that 0 to 1.***

def findMaximumXOR(self, nums):

    answer = 0

    for i in range(32)[::-1]:

        answer <<= 1

        prefixes = {num >> i for num in nums}

        answer += any(answer^1 ^ p in prefixes for p in prefixes)

    return answer

**483. Smallest Good Base**

*For an integer n, we call k>=2 a good base of n, if all digits of n base k are 1. Now given a string representing n, you should return the smallest good base of n in string format.*

def smallestGoodBase(self, n):

    n = int(n)

    max\_m = int(math.log(n,2)) *# Refer [7]*

    for m in range(max\_m,1,-1):

        k = int(n\*\*m\*\*-1)  *# Refer [6]*

        if (k\*\*(m+1)-1) // (k-1) == n:

            return str(k)  *# Refer [3]*

    return str(n-1)

**726. Number of Atoms**

*Given a chemical formula (given as a string), return the count of each atom. Input:  formula = "Mg(OH)2" Output: "H2MgO2"*

def countOfAtoms(self, formula):

    i, N, stack = 0, len(formula), [collections.Counter()]

    while i < N:

        if formula[i] == '(':

            stack.append(collections.Counter())

            i += 1

        elif formula[i] == ')':

            top = stack.pop()

            i += 1

            i\_start = i

            while i < N and formula[i].isdigit(): i += 1

            multiplicity = int(formula[i\_start: i] or 1)

            for name, v in top.items():

                stack[-1][name] += v \* multiplicity

        else:

            i\_start = i

            i += 1

            while i < N and formula[i].islower(): i += 1

            name, i\_start = formula[i\_start: i], i

            while i < N and formula[i].isdigit(): i += 1

            multiplicity = int(formula[i\_start: i] or 1)

            stack[-1][name] += multiplicity

    return *"".join(name + (str(stack[-1][name]) if stack[-1][name] > 1 else '') for name in sorted(stack[-1]))*

**729. My Calendar I**

*Implement a MyCalendar class to store your events. A new event can be added if adding the event will not cause a double booking. Your class will have the method, book(int start, int end). Formally, this represents a booking on the half open interval [start, end), the range of real numbers x such that start <= x < end. A double booking happens when two events have some non-empty intersection (ie., there is some time that is common to both events.) For each call to the method MyCalendar.book, return true if the event can be added to the calendar successfully without causing a double booking. Otherwise, return false and do not add the event to the calendar.*

class MyCalendar:

    def \_\_init\_\_(self):

        self.calendar = []

    def book(self, start, end):

        for s, e in self.calendar:

            if s < end and start < e:

                return False

        self.calendar.append((start, end))

        return True

**731. My Calendar II**

*Same to Calendar I, but a new event can be added if adding the event will not cause a* ***triple*** *booking.*

class MyCalendarTwo:

    def \_\_init\_\_(self):

        self.calendar = []

        self.overlaps = []

    def book(self, start, end):

        for i, j in self.overlaps:

            if start < j and end > i:

                return False

        for i, j in self.calendar:

            if start < j and end > i:

                self.overlaps.append((max(start, i), min(end, j)))

        self.calendar.append((start, end))

        return True

**732. My Calendar III**

*A K-booking happens when K events have some non-empty intersection.*

class MyCalendarThree: *# O(N^2)  O(N)*

    def \_\_init\_\_(self):

        self.delta = collections.Counter()

    def book(self, start, end):

        self.delta[start] += 1

        self.delta[end] -= 1

        active = ans = 0

        for x in sorted(self.delta):

            active += self.delta[x]

            if active > ans: ans = active

        return ans

**739. Daily Temperatures**

*Given a list of daily temperatures, produce a list that, for each day in the input, tells you how many days you would have to wait until a warmer temperature. If there is no future day for which this is possible, put 0 instead. For example, given the list temperatures = [73, 74, 75, 71, 69, 72, 76, 73], your output should be [1, 1, 4, 2, 1, 1, 0, 0]. Note: The length of temperatures will be in the range [1, 30000]. Each temperature will be an integer in the range [30, 100].*

def dailyTemperatures(self, temperatures):  *# O(N) O(W)*

    ans = [0] \* len(T) ***# T is temperatures***

    stack = [] #indexes from hottest to coldest

    for i in range(len(T) - 1, -1, -1):

        while stack and T[i] >= T[stack[-1]]:

            stack.pop()

        if stack:

            ans[i] = stack[-1] - i

        stack.append(i)

    return ans

**387. First Unique Character in a String**

*Given a string, find the first non-repeating character in it and return it's index. If it doesn't exist, return -1.*

def firstUniqChar(self, s):

    letters='abcdefghijklmnopqrstuvwxyz'

    index=[s.index(l) for l in letters if s.count(l) == 1]

    return min(index) if len(index) > 0 else -1

**748. Shortest Completing Word**

*Find the minimum length word from a given dictionary words, which has all the letters from the string licensePlate. Such a word is said to complete the given string licensePlate. Here, for letters we ignore case. For example, "P" on the licensePlate still matches "p" on the word. It is guaranteed an answer exists. If there are multiple answers, return the one that occurs first in the array. The license plate might have the same letter occurring multiple times. For example, given a licensePlate of "PP", the word "pair" does not complete the licensePlate, but the word "supper" does.*

def shortestCompletingWord(self, licensePlate, words):

    def count(itera):

        ans = [0] \* 26

        for letter in itera:

            ans[ord(letter) - ord('a')] += 1

        return ans

    def dominates(c1, c2):

        return all(x1 >= x2 for x1, x2 in zip(c1, c2))

    ans = None

    target = count(c.lower() for c in licensePlate if c.isalpha())

    for word in words:

        if (not ans or len(word) < len(ans)) and dominates(count(word.lower()), target):

            ans = word

    return ans

**528. Random Pick with Weight**

*Given an array w of positive integers, where w[i] describes the weight of index i, write a function pickIndex which randomly picks an index in proportion to its weight.*

class Solution:

    def \_\_init\_\_(self, w):

        self.w = w

        self.n = len(w)

        self.s = sum(self.w)

        for i in range(1,self.n):

            w[i] += w[i-1]

    def pickIndex(self):

        seed = random.randint(1,self.s)

        l,r = 0, self.n-1

        while l<r:

            mid = (l+r)//2

            if seed <= self.w[mid]:

                r = mid

            else:

                l = mid+1

        return l

**529. Minesweeper**

*Let's play the minesweeper game (Wikipedia, online game)!*

*You are given a 2D char matrix representing the game board. 'M' represents an unrevealed mine, 'E' represents an unrevealed empty square, 'B' represents a revealed blank square that has no adjacent (above, below, left, right, and all 4 diagonals) mines, digit ('1' to '8') represents how many mines are adjacent to this revealed square, and finally 'X' represents a revealed mine.*

*Now given the next click position (row and column indices) among all the unrevealed squares ('M' or 'E'), return the board after revealing this position according to the following rules:*

*If a mine ('M') is revealed, then the game is over - change it to 'X'.*

*If an empty square ('E') with no adjacent mines is revealed, then change it to revealed blank ('B') and all of its adjacent unrevealed squares should be revealed recursively.*

*If an empty square ('E') with at least one adjacent mine is revealed, then change it to a digit ('1' to '8').*

*Return the board when no more squares will be revealed.*

def updateBoard(self, board, click):

    (row, col), directions = click, ((-1, 0), (1, 0), (0, 1), (0, -1), (-1, 1), (-1, -1), (1, 1), (1, -1))

    if 0 <= row < len(board) and 0 <= col < len(board[0]):

        if board[row][col] == 'M':

            board[row][col] = 'X'

        elif board[row][col] == 'E':

            n = sum([board[row + r][col + c] == 'M' for r, c in directions if 0 <= row + r < len(board) and 0 <= col + c < len(board[0])])

            board[row][col] = str(n or 'B')

            for r, c in directions \* (not n): self.updateBoard(board, [row + r, col + c])

    return board

**572. Subtree of Another Tree**

*Given two non-empty binary trees s and t, check whether tree t has exactly the same structure and node values with a subtree of s. A subtree of s is a tree consists of a node in s and all of this node's descendants. The tree s could also be considered as a subtree of itself.*

def isMatch(self, s, t):

    if not(s and t):

        return s is t

    return (s.val == t.val and

            self.isMatch(s.left, t.left) and

            self.isMatch(s.right, t.right))

def isSubtree(self, s, t):

    if self.isMatch(s, t): return True

    if not s: return False

    return self.isSubtree(s.left, t) or self.isSubtree(s.right, t)

**632. Smallest Range**

*You have k lists of sorted integers in ascending order. Find the smallest range that includes at least one number from each of the k lists. We define the range [a,b] is smaller than range [c,d] if b-a < d-c or a < c if b-a == d-c.*

*Input:[[4,10,15,24,26], [0,9,12,20], [5,18,22,30]]*

*Output: [20,24]*

*Explanation:*

*List 1: [4, 10, 15, 24,26], 24 is in range [20,24].*

*List 2: [0, 9, 12, 20], 20 is in range [20,24].*

*List 3: [5, 18, 22, 30], 22 is in range [20,24].*

def smallestRange(self, A):

    pq = [(row[0], i, 0) for i, row in enumerate(A)]

    heapq.heapify(pq)

    ans = -1e9, 1e9

    right = max(row[0] for row in A)

    while pq:

        left, i, j = heapq.heappop(pq)

        if right - left < ans[1] - ans[0]:

            ans = left, right

        if j + 1 == len(A[i]):

            return ans

        v = A[i][j+1]

        right = max(right, v)

        heapq.heappush(pq, (v, i, j+1))

**694. Number of Distinct Islands**

*Given a non-empty 2D array grid of 0's and 1's, an island is a group of 1's (representing land) connected 4-directionally (horizontal or vertical.) You may assume all four edges of the grid are surrounded by water.*

*Count the number of distinct islands. An island is considered to be the same as another if and only if one island can be translated (and not rotated or reflected) to equal the other.*

def numDistinctIslands(self, grid):

    seen = set()

    def explore(r, c, r0, c0):

        if (0 <= r < len(grid) and 0 <= c < len(grid[0]) and

                grid[r][c] and (r, c) not in seen):

            seen.add((r, c))

            shape.add((r - r0, c - c0))

            explore(r+1, c, r0, c0)

            explore(r-1, c, r0, c0)

            explore(r, c+1, r0, c0)

            explore(r, c-1, r0, c0)

    shapes = set()

    for r in range(len(grid)):

        for c in range(len(grid[0])):

            shape = set()

            explore(r, c, r, c)

            if shape:

                shapes.add(frozenset(shape))

    return len(shapes)

**701. Insert into a Binary Search Tree**

*Given the root node of a binary search tree (BST) and a value to be inserted into the tree, insert the value into the BST. Return the root node of the BST after the insertion. It is guaranteed that the new value does not exist in the original BST.*

*Note that there may exist multiple valid ways for the insertion, You can return any of them.*

def insertIntoBST(self, root, val):

    if root == None:

        return TreeNode(val);

    if root.val < val:

        root.right = self.insertIntoBST(root.right, val);

    else:

        root.left = self.insertIntoBST(root.left, val);

    return root

**715. Range Module**

*A Range Module is a module that tracks ranges of numbers. Your task is to design and implement the following interfaces in an efficient manner.*

*addRange(int left, int right) Adds the half-open interval [left, right), tracking every real number in that interval. Adding an interval that partially overlaps with currently tracked numbers should add any numbers in the interval [left, right) that are not tracked.*

*queryRange(int left, int right) Returns true if and only if every real number in the interval [left, right) is currently being tracked.*

*removeRange(int left, int right) Stops tracking every real number currently being tracked in the interval [left, right).*

class RangeModule(object):

    def \_\_init\_\_(self):

        self.X = [0, 10\*\*9]

        self.track = [False] \* 2

    def addRange(self, left, right, track=True):

        def index(x):

            i = bisect.bisect\_left(self.X, x)

            if self.X[i] != x:

                self.X.insert(i, x)

                self.track.insert(i, self.track[i-1])

            return i

        i = index(left)

        j = index(right)

        self.X[i:j] = [left]

        self.track[i:j] = [track]

    def queryRange(self, left, right):

        i = bisect.bisect(self.X, left) - 1

        j = bisect.bisect\_left(self.X, right)

        return all(self.track[i:j])

    def removeRange(self, left, right):

        self.addRange(left, right, False)

**721. Accounts Merge**

*Given a list accounts, each element accounts[i] is a list of strings, where the first element accounts[i][0] is a name, and the rest of the elements are emails representing emails of the account.*

*Now, we would like to merge these accounts. Two accounts definitely belong to the same person if there is some email that is common to both accounts. Even if two accounts have the same name, they may belong to different people as people may have the same name. A person can have any number of accounts initially, but all of their accounts definitely have the same name.*

*After merging the accounts, return the accounts in the following format: the first element of each account is the name, and the rest of the elements are emails in sorted order. The accounts themselves can be returned in any order.*

DFS or Union-Find

**720. Longest Word in Dictionary**

*Given a list of strings words representing an English Dictionary, find the longest word in words that can be built one character at a time by other words in words. If there is more than one possible answer, return the longest word with the smallest lexicographical order. If there is no answer, return the empty string.*

def longestWord(self, words):

    wordset = set(words)

    words.sort(key = lambda c: (-len(c), c))

    for word in words:

        if all(word[:k] in wordset for k in xrange(1, len(word))):

            return word

    return ""

Or Trie + BFS/DFS O(sum(w))

**722. Remove Comments**

*Given a C++ program, remove comments from it. The program source is an array where source[i] is the i-th line of the source code. This represents the result of splitting the original source code string by the newline character \n.*

*In C++, there are two types of comments, line comments, and block comments.*

*The string // denotes a line comment, which represents that it and rest of the characters to the right of it in the same line should be ignored.*

*The string /\* denotes a block comment, which represents that all characters until the next (non-overlapping) occurrence of \*/ should be ignored. (Here, occurrences happen in reading order: line by line from left to right.) To be clear, the string /\*/ does not yet end the block comment, as the ending would be overlapping the beginning.*

*The first effective comment takes precedence over others: if the string // occurs in a block comment, it is ignored. Similarly, if the string /\* occurs in a line or block comment, it is also ignored.*

*If a certain line of code is empty after removing comments, you must not output that line*

*There will be no control characters, single quote, or double quote characters. For example, source = "string s = "/\* Not a comment. \*/";" will not be a test case. (Also, nothing else such as defines or macros will interfere with the comments.)*

*It is guaranteed that every open block comment will eventually be closed, so /\* outside of a line or block comment always starts a new comment.*

*Finally, implicit newline characters can be deleted by block comments. Please see the examples below for details.*

*After removing the comments from the source code, return the source code in the same format.*

def removeComments(self, source):

    in\_block = False

    ans = []

    for line in source:

        i = 0

        if not in\_block:

            newline = []

        while i < len(line):

            if line[i:i+2] == '/\*' and not in\_block:

                in\_block = True

                i += 1

            elif line[i:i+2] == '\*/' and in\_block:

                in\_block = False

                i += 1

            elif not in\_block and line[i:i+2] == '//':

                break

            elif not in\_block:

                newline.append(line[i])

            i += 1

        if newline and not in\_block:

            ans.append("".join(newline))

    return ans

**725. Split Linked List in Parts**

*Given a (singly) linked list with head node root, write a function to split the linked list into k consecutive linked list "parts".*

*The length of each part should be as equal as possible: no two parts should have a size differing by more than 1. This may lead to some parts being null.*

*The parts should be in order of occurrence in the input list, and parts occurring earlier should always have a size greater than or equal parts occurring later.*

*Return a List of ListNode's representing the linked list parts that are formed.*

*Examples 1->2->3->4, k = 5 // 5 equal parts [ [1], [2], [3], [4], null ]*

def splitListToParts(self, root, k):

    cur = root

    for N in xrange(1001):

        if not cur: break

        cur = cur.next

    width, remainder = divmod(N, k)

    ans = []

    cur = root

    for i in xrange(k):

        head = cur

        for j in xrange(width + (i < remainder) - 1):

            if cur: cur = cur.next

        if cur:

            cur.next, cur = None, cur.next

        ans.append(head)

    return ans

**750. Number Of Corner Rectangles**

*Given a grid where each entry is only 0 or 1, find the number of corner rectangles.*

*A corner rectangle is 4 distinct 1s on the grid that form an axis-aligned rectangle. Note that only the corners need to have the value 1. Also, all four 1s used must be distinct.*

class Solution(object):

    def countCornerRectangles(self, grid):

        rows = [[c for c, val in enumerate(row) if val]

                for row in grid]

        N = sum(sum(row) for row in grid)

        SQRTN = int(N\*\*.5)

        ans = 0

        count = collections.Counter()

        for r, row in enumerate(rows):

            if len(row) >= SQRTN:

                target = set(row)

                for r2, row2 in enumerate(rows):

                    if r2 <= r and len(row2) >= SQRTN:

                        continue

                    found = sum(1 for c2 in row2 if c2 in target)

                    ans += found \* (found - 1) / 2

            else:

                for pair in itertools.combinations(row, 2):

                    ans += count[pair]

                    count[pair] += 1

        return ans

**745. Prefix and Suffix Search**

*Given many words, words[i] has weight i.*

*Design a class WordFilter that supports one function, WordFilter.f(String prefix, String suffix). It will return the word with given prefix and suffix with maximum weight. If no word exists, return -1.*

*Examples: Input:*

*WordFilter(["apple"])*

*WordFilter.f("a", "e") // returns 0*

*WordFilter.f("b", "") // returns -1*

Trie = lambda: collections.defaultdict(Trie)

WEIGHT = False

class WordFilter(object):

    def \_\_init\_\_(self, words):

        self.trie = Trie()

        for weight, word in enumerate(words):

            cur = self.trie

            cur[WEIGHT] = weight

            for i, x in enumerate(word):

                #Put all prefixes and suffixes

                tmp = cur

                for letter in word[i:]:

                    tmp = tmp[letter, None]

                    tmp[WEIGHT] = weight

                tmp = cur

                for letter in word[:-i or None][::-1]:

                    tmp = tmp[None, letter]

                    tmp[WEIGHT] = weight

                #Advance letters

                cur = cur[x, word[~i]]

                cur[WEIGHT] = weight

    def search(self, prefix, suffix):

        cur = self.trie

        for a, b in map(None, prefix, suffix[::-1]):

            if (a, b) not in cur: return -1

            cur = cur[a, b]

        return cur[WEIGHT]

**767. Reorganize String**

*Given a string S, check if the letters can be rearranged so that two characters that are adjacent to each other are not the same.*

*If possible, output any possible result.  If not possible, return the empty string.*

def reorganizeString(self, S):

        N = len(S)

        A = []

        for c, x in sorted((S.count(x), x) for x in set(S)):

            if c > (N+1)/2: return ""

            A.extend(c \* x)

        ans = [None] \* N

        ans[::2], ans[1::2] = A[N/2:], A[:N/2]

        return "".join(ans)

**785. Is Graph Bipartite?**

*Given an undirected graph, return true if and only if it is bipartite.*

*Recall that a graph is bipartite if we can split it's set of nodes into two independent subsets A and B such that every edge in the graph has one node in A and another node in B.*

*The graph is given in the following form: graph[i] is a list of indexes j for which the edge between nodes i and j exists.  Each node is an integer between 0 and graph.length - 1. There are no self edges or parallel edges: graph[i] does not contain i, and it doesn't contain any element twice.*

def isBipartite(self, graph):

    color = {}

    for node in xrange(len(graph)):

        if node not in color:

            stack = [node]

            color[node] = 0

            while stack:

                node = stack.pop()

                for nei in graph[node]:

                    if nei not in color:

                        stack.append(nei)

                        color[nei] = color[node] ^ 1

                    elif color[nei] == color[node]:

                        return False

    return True

**806. Number of Lines To Write String**

*We are to write the letters of a given string S, from left to right into lines. Each line has maximum width 100 units, and if writing a letter would cause the width of the line to exceed 100 units, it is written on the next line. We are given an array widths, an array where widths[0] is the width of 'a', widths[1] is the width of 'b', ..., and widths[25] is the width of 'z'.*

*Now answer two questions: how many lines have at least one character from S, and what is the width used by the last such line? Return your answer as an integer list of length 2.*

def numberOfLines(self, widths, S):

    lines, width = 1, 0

    for c in S:

        w = widths[ord(c) - ord('a')]

        width += w

        if width > 100:

            lines += 1

            width = w

    return lines, width

**807. Max Increase to Keep City Skyline**

*In a 2 dimensional array grid, each value grid[i][j] represents the height of a building located there. We are allowed to increase the height of any number of buildings, by any amount (the amounts can be different for different buildings). Height 0 is considered to be a building as well.*

*At the end, the "skyline" when viewed from all four directions of the grid, i.e. top, bottom, left, and right, must be the same as the skyline of the original grid. A city's skyline is the outer contour of the rectangles formed by all the buildings when viewed from a distance. See the following example.*

*What is the maximum total sum that the height of the buildings can be increased?*

def maxIncreaseKeepingSkyline(self, grid):

    row\_maxes = [max(row) for row in grid]

    col\_maxes = [max(col) for col in zip(\*grid)]

    return sum(min(row\_maxes[r], col\_maxes[c]) - val

               for r, row in enumerate(grid)

               for c, val in enumerate(row))

**850. Rectangle Area II**

*We are given a list of (axis-aligned) rectangles.  Each rectangle[i] = [x1, y1, x2, y2] , where (x1, y1) are the coordinates of the bottom-left corner, and (x2, y2) are the coordinates of the top-right corner of the ith rectangle.*

*Find the total area covered by all rectangles in the plane.  Since the answer may be too large, return it modulo 10^9 + 7.*

class Node(object):

    def \_\_init\_\_(self, start, end):

        self.start, self.end = start, end

        self.total = self.count = 0

        self.\_left = self.\_right = None

    @property

    def mid(self):

        return (self.start + self.end) / 2

    @property

    def left(self):

        self.\_left = self.\_left or Node(self.start, self.mid)

        return self.\_left

    @property

    def right(self):

        self.\_right = self.\_right or Node(self.mid, self.end)

        return self.\_right

    def update(self, i, j, val):

        if i >= j: return 0

        if self.start == i and self.end == j:

            self.count += val

        else:

            self.left.update(i, min(self.mid, j), val)

            self.right.update(max(self.mid, i), j, val)

        if self.count > 0:

            self.total = X[self.end] - X[self.start]

        else:

            self.total = self.left.total + self.right.total

        return self.total

class Solution(object):

    def rectangleArea(self, rectangles):

        OPEN, CLOSE = 1, -1

        events = []

        global X

        X = set()

        for x1, y1, x2, y2 in rectangles:

            events.append((y1, OPEN, x1, x2))

            events.append((y2, CLOSE, x1, x2))

            X.add(x1)

            X.add(x2)

        events.sort()

        X = sorted(X)

        Xi = {x: i for i, x in enumerate(X)}

        active = Node(0, len(X) - 1)

        ans = 0

        cur\_x\_sum = 0

        cur\_y = events[0][0]

        for y, typ, x1, x2 in events:

            ans += cur\_x\_sum \* (y - cur\_y)

            cur\_x\_sum = active.update(Xi[x1], Xi[x2], typ)

            cur\_y = y

        return ans % (10\*\*9 + 7)

**846. Hand of Straights**

*Alice has a hand of cards, given as an array of integers. Now she wants to rearrange the cards into groups so that each group is size W, and consists of W consecutive cards. Return true if and only if she can.*

def isNStraightHand(self, hand, W):

    c = collections.Counter(hand)

    start = collections.deque()

    last\_checked, opened = -1, 0

    for i in sorted(c):

        if opened > c[i] or opened > 0 and i > last\_checked + 1: return False

        start.append(c[i] - opened)

        last\_checked, opened = i, c[i]

        if len(start) == W: opened -= start.popleft()

    return opened == 0

**858. Mirror Reflection**![](data:image/png;base64,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)

*There is a special square room with mirrors on each of the four walls.  Except for the southwest corner, there are receptors on each of the remaining corners, numbered 0, 1, and 2.*

*The square room has walls of length p, and a laser ray from the southwest corner first meets the east wall at a distance q from the 0th receptor.*

*Return the number of the receptor that the ray meets first.  (It is guaranteed that the ray will meet a receptor eventually.)*

*Input: p = 2, q = 1*

*Output: 2*

*Explanation: The ray meets receptor 2 the first time it gets reflected back to the left wall.*

def mirrorReflection(self, p, q):

        from fractions import gcd

        g = gcd(p, q)

        p = (p / g) % 2

        q = (q / g) % 2

        return 1 if p and q else 0 if p else 2

def mirrorReflection(self, p, q):

        from fractions import Fraction as F

        x = y = 0

        rx, ry = p, q

        targets = [(p, 0), (p, p), (0, p)]

        while (x, y) not in targets:

            #Want smallest t so that some x + rx, y + ry is 0 or p

            #x + rxt = 0, then t = -x/rx etc.

            t = float('inf')

            for v in [F(-x,rx), F(-y,ry), F(p-x,rx), F(p-y,ry)]:

                if v > 0: t = min(t, v)

            x += rx \* t

            y += ry \* t

            #update rx, ry

            if x == p or x == 0: # bounced from east/west wall, so reflect on y axis

                rx \*= -1

            if y == p or y == 0:

                ry \*= -1

        return 1 if x==y==p else 0 if x==p else 2

**863. All Nodes Distance K in Binary Tree**

*We are given a binary tree (with root node root), a target node, and an integer value K.*

*Return a list of the values of all nodes that have a distance K from the target node.  The answer can be returned in any order.*
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*Output: [7,4,1]*

*Explanation:*

*The nodes that are a distance 2 from the target node (with value 5)*

*have values 7, 4, and 1.*

def distanceK(self, root, target, K):

    def dfs(node, par = None):

        if node:

            node.par = par

            dfs(node.left, node)

            dfs(node.right, node)

    dfs(root)

    queue = collections.deque([(target, 0)])

    seen = {target}

    while queue:

        if queue[0][1] == K:

            return [node.val for node, d in queue]

        node, d = queue.popleft()

        for nei in (node.left, node.right, node.par):

            if nei and nei not in seen:

                seen.add(nei)

                queue.append((nei, d+1))

    return []

**900. RLE Iterator**

*Write an iterator that iterates through a run-length encoded sequence.*

*The iterator is initialized by RLEIterator(int[] A), where A is a run-length encoding of some sequence.  More specifically, for all even i, A[i] tells us the number of times that the non-negative integer value A[i+1] is repeated in the sequence.*

*The iterator supports one function: next(int n), which exhausts the next n elements (n >= 1) and returns the last element exhausted in this way.  If there is no element left to exhaust, next returns -1 instead.*

*For example, we start with A = [3,8,0,9,2,5], which is a run-length encoding of the sequence [8,8,8,5,5].  This is because the sequence can be read as "three eights, zero nines, two fives".*

class RLEIterator(object):

    def \_\_init\_\_(self, A):

        self.A = A

        self.i = 0

        self.q = 0

    def next(self, n):

        while self.i < len(self.A):

            if self.q + n > self.A[self.i]:

                n -= self.A[self.i] - self.q

                self.q = 0

                self.i += 2

            else:

                self.q += n

                return self.A[self.i+1]

        return -1

**457. Circular Array Loop**

*You are given an array of positive and negative integers. If a number n at an index is positive, then move forward n steps. Conversely, if it's negative (-n), move backward n steps. Assume the first element of the array is forward next to the last element, and the last element is backward next to the first element. Determine if there is a loop in this array. A loop starts and ends at a particular index with more than 1 element along the loop. The loop must be "forward" or "backward'.*

*Example 1: Given the array [2, -1, 1, 2, 2], there is a loop, from index 0 -> 2 -> 3 -> 0.*

*Example 2: Given the array [-1, 2], there is no loop.*

*Note: The given array is guaranteed to contain no element "0".*

*Can you do it in O(n) time complexity and O(1) space complexity?*

def circularArrayLoop(self, nums):

    if not nums or len(nums) < 2:

        return False

    n = len(nums)

    for i in range(n):

        if type(nums[i]) != int: # visited element

            continue

        if nums[i] % n == 0: # self-loop

            continue

        direction = (nums[i] > 0) # loop direction, cannot be changed midway

        mark = str(i)

        while (type(nums[i]) == int) and (direction ^ (nums[i] < 0)) and (nums[i] % n != 0):

            jump = nums[i]

            nums[i] = mark

            i = (i + jump) % n

        if nums[i] == mark:

            return True

    return False

**424. Longest Repeating Character Replacement**

*Given a string that consists of only uppercase English letters, you can replace any letter in the string with another letter at most k times. Find the length of a longest substring containing all repeating letters you can get after performing the above operations.*

def characterReplacement(self, s, k):

    res = lo = hi = 0

    counts = collections.Counter()

    for hi in range(1, len(s)+1):

        counts[s[hi-1]] += 1

        max\_char\_n = counts.most\_common(1)[0][1]

        if hi - lo - max\_char\_n > k:

            counts[s[lo]] -= 1

            lo += 1

    return hi - lo

**85. Maximal Rectangle**

*Given a 2D binary matrix filled with 0's and 1's, find the largest rectangle containing only 1's and return its area.*

Example:

Input:                         Output: 6

[ ["1","0","1","0","0"],

  ["1","0","1","1","1"],

  ["1","1","1","1","1"],

  ["1","0","0","1","0"]]

**248. Strobogrammatic Number III**

*A strobogrammatic number is a number that looks the same when rotated 180 degrees (looked at upside down).*

*Write a function to count the total strobogrammatic numbers that exist in the range of low <= num <= high.*

*Example:*

*Input: low = "50", high = "100" Output: 3 Explanation: 69, 88, and 96 are three strobogrammatic numbers.*

def strobogrammaticInRange(self, low, high):

    maps={"0":"0","1":"1","6":"9","8":"8","9":"6"}

    cl,ch=len(low), len(high)

    if cl>ch or (cl==ch and low>high): return 0

    ans=["","0","1","8"]

    count=0

    while ans:

        tmp=[]

        for w in ans:

            if len(w)<ch or (len(w)==ch and w<=high):

                if len(w)>cl or (len(w)==cl and w>=low):

                    if len(w)>1 and w[0]=="0":  # leading zeros

                        pass

                    else:

                        count+=1

                if ch-len(w)>=2:

                    for key in maps:

                        res=key+w+maps[key]

                        tmp.append(res)

        ans=tmp

    return count

**428. Serialize and Deserialize N-ary Tree**

def serialize(self, root):

    serial = []

    def preorder(node):

        if not node: return

        serial.append(str(node.val))

        for child in node.children:

            preorder(child)

        serial.append("#")

    preorder(root)

    return " ".join(serial)

def deserialize(self, data):

    if not data: return None

    tokens = deque(data.split())

    root = Node(int(tokens.popleft()), [])

    def helper(node):

        if not tokens: return

        while tokens[0] != "#": # add child nodes with subtrees

            value = tokens.popleft()

            child = Node(int(value), [])

            node.children.append(child)

            helper(child)

        tokens.popleft()        # discard the "#"

    helper(root)

    return root

**489. Robot Room Cleaner**

*Given a robot cleaner in a room modeled as a grid.*

*Each cell in the grid can be empty or blocked.*

*The robot cleaner with 4 given APIs can move forward, turn left or turn right. Each turn it made is 90 degrees.*

*When it tries to move into a blocked cell, its bumper sensor detects the obstacle and it stays on the current cell.*

*Design an algorithm to clean the entire room using only the 4 given APIs shown below.*

class Solution:

    def cleanRoom(self, robot):

        def nxt(x, y, degree=0):

            if degree == 0: return x - 1, y

            if degree == 90: return x, y  + 1

            if degree == 180: return x + 1, y

            if degree == 270: return x, y - 1

        def go\_back():

            robot.turnLeft()

            robot.turnLeft()

            robot.move()

            robot.turnLeft()

            robot.turnLeft()

        visited = set()

        def dfs(x, y, cur):

            visited.add((x, y))

            robot.clean()

            for i in range(4): # 4 = 360 // 90

                nx, ny = nxt(x, y, cur)

                if (nx, ny) not in visited:

                    if robot.move():

                        dfs(nx, ny, cur)

                        go\_back()

                robot.turnRight()

                cur = (cur + 90) % 360

        dfs(0, 0, 0)

**156. Binary Tree Upside Down**

*Given a binary tree where all the right nodes are either leaf nodes with a sibling (a left node that shares the same parent node) or empty, flip it upside down and turn it into a tree where the original right nodes turned into left leaf nodes. Return the new root.*

def upsideDownBinaryTree(self, root):

    if not root or not root.left:

        return root

    lRoot = self.upsideDownBinaryTree(root.left)

    rMost = lRoot

    while rMost.right:

        rMost = rMost.right

    root, rMost.left, rMost.right = lRoot, root.right, TreeNode(root.val)

    return root

**398. Random Pick Index**

*Given an array of integers with possible duplicates, randomly output the index of a given target number. You can assume that the given target number must exist in the array.*

*Note: The array size can be very large. Solution that uses too much extra space will not pass the judge.*

class Solution(object):

    def \_\_init\_\_(self, nums):

        self.nums = nums

    def pick(self, target):

        return random.choice([k for k, v in enumerate(self.nums) if v == target])

**871. Minimum Number of Refueling Stops**

*A car travels from a starting position to a destination which is target miles east of the starting position.  
Along the way, there are gas stations.  Each station[i] represents a gas station that is station[i][0] miles east of the starting position, and has station[i][1] liters of gas. The car starts with an infinite tank of gas, which initially has startFuel liters of fuel in it.  It uses 1 liter of gas per 1 mile that it drives.  
When the car reaches a gas station, it may stop and refuel, transferring all the gas from the station into the car.  
What is the least number of refueling stops the car must make in order to reach its destination?  If it cannot reach the destination, return -1.  
Note that if the car reaches a gas station with 0 fuel left, the car can still refuel there.  If the car reaches the destination with 0 fuel left, it is still considered to have arrived.*

def minRefuelStops(self, target, tank, stations):  
    pq = []  # A maxheap is simulated using negative values  
    stations.append((target, float('inf')))  
  
    ans = prev = 0  
    for location, capacity in stations:  
        tank -= location - prev  
        while pq and tank < 0:  # must refuel in past  
            tank += -heapq.heappop(pq)  
            ans += 1  
        if tank < 0: return -1  
        heapq.heappush(pq, -capacity)  
        prev = location  
  
    return ans

**117. Populating Next Right Pointers in Each Node II*Given a binary tree***

*struct TreeLinkNode { TreeLinkNode \*left; TreeLinkNode \*right; TreeLinkNode \*next;}*

*Populate each next pointer to point to its next right node. If there is no next right node, the next pointer should be set to NULL. Initially, all next pointers are set to NULL.*

def connect(self, node):

    tail = dummy = TreeLinkNode(0)

    while node:

        tail.next = node.left

        if tail.next: tail = tail.next

        tail.next = node.right

        if tail.next: tail = tail.next

        node = node.next

        if not node:

            tail = dummy

            node = dummy.next

**70. Climbing Stairs**

*You are climbing a stair case. It takes n steps to reach to the top.*

*Each time you can either climb 1 or 2 steps. In how many distinct ways can you climb to the top?*

# Top down - TLE

def climbStairs1(self, n):

    if n == 1:

        return 1

    if n == 2:

        return 2

    return self.climbStairs(n-1)+self.climbStairs(n-2)

# Bottom up, O(n) space

def climbStairs2(self, n):

    if n == 1:

        return 1

    res = [0 for i in xrange(n)]

    res[0], res[1] = 1, 2

    for i in xrange(2, n):

        res[i] = res[i-1] + res[i-2]

    return res[-1]

# Bottom up, constant space

def climbStairs3(self, n):

    if n == 1:

        return 1

    a, b = 1, 2

    for i in xrange(2, n):

        tmp = b

        b = a+b

        a = tmp

    return b

# Top down + memorization (list)

def climbStairs4(self, n):

    if n == 1:

        return 1

    dic = [-1 for i in xrange(n)]

    dic[0], dic[1] = 1, 2

    return self.helper(n-1, dic)

def helper(self, n, dic):

    if dic[n] < 0:

        dic[n] = self.helper(n-1, dic)+self.helper(n-2, dic)

    return dic[n]

# Top down + memorization (dictionary)

def \_\_init\_\_(self):

    self.dic = {1:1, 2:2}

def climbStairs(self, n):

    if n not in self.dic:

        self.dic[n] = self.climbStairs(n-1) + self.climbStairs(n-2)

    return self.dic[n]

**91. Decode Ways**

*A message containing letters from A-Z is being encoded to numbers using the following mapping:*

*'A' -> 1   'B' -> 2 ….  'Z' -> 26*

*Given a non-empty string containing only digits, determine the total number of ways to decode it.*

*Example 1:*

*Input: "12"  Output: 2 Explanation: It could be decoded as "AB" (1 2) or "L" (12).*

def numDecodings(self, s):

    if s == "": return 0

    dp = [0 for x in range(len(s)+1)]

    dp[0] = 1

    for i in range(1, len(s)+1):

        if s[i-1] != "0":

            dp[i] += dp[i-1]

        if i != 1 and s[i-2:i] < "27" and s[i-2:i] > "09":  #"01"ways = 0

            dp[i] += dp[i-2]

    return dp[len(s)]

**920. Number of Music Playlists**

*Your music player contains N different songs and she wants to listen to L (not necessarily different) songs during your trip.  You create a playlist so that:*

*Every song is played at least once*

*A song can only be played again only if K other songs have been played*

*Return the number of possible playlists.  As the answer can be very large, return it modulo 10^9 + 7.*

from functools import lru\_cache

class Solution:

    def numMusicPlaylists(self, N, L, K):

        @lru\_cache(None)

        def dp(i, j):

            if i == 0:

                return +(j == 0)

            ans = dp(i-1, j-1) \* (N-j+1)

            ans += dp(i-1, j) \* max(j-K, 0)

            return ans % (10\*\*9+7)

        return dp(L, N)

class Solution(object):

    def numMusicPlaylists(self, N, L, K):

        # dp[S] at time P = <S, P> as discussed in article

        dp = [1] \* (L-N+1)

        for p in xrange(2, N-K+1):

            for i in xrange(1, L-N+1):

                dp[i] += dp[i-1] \* p

        # Multiply by N!

        ans = dp[-1]

        for k in xrange(2, N+1):

            ans \*= k

        return ans % (10\*\*9 + 7)

**150. Evaluate Reverse Polish Notation**

*Evaluate the value of an arithmetic expression in Reverse Polish Notation.*

*Valid operators are +, -, \*, /. Each operand may be an integer or another expression.*

*Division between two integers should truncate toward zero.*

*The given RPN expression is always valid. That means the expression would always evaluate to a result and there won't be any divide by zero operation.*

def evalRPN(self, tokens):

    stack = []

    for t in tokens:

        if t not in ["+", "-", "\*", "/"]:

            stack.append(int(t))

        else:

            r, l = stack.pop(), stack.pop()

            if t == "+":

                stack.append(l+r)

            elif t == "-":

                stack.append(l-r)

            elif t == "\*":

                stack.append(l\*r)

            else:

                # here take care of the case like "1/-22",

                # in Python 2.x, it returns -1, while in

                # Leetcode it should return 0

                if l\*r < 0 and l % r != 0:

                    stack.append(l/r+1)

                else:

                    stack.append(l/r)

    return stack.pop()

**135. Candy**

*here are N children standing in a line. Each child is assigned a rating value. You are giving candies to these children subjected to the following requirements: Each child must have at least one candy. Children with a higher rating get more candies than their neighbors. What is the minimum candies you must give?*

def candy(self, ratings):

        if not ratings: return 0

        min\_rating, L = min(ratings), len(ratings)

        start\_points = []

        for i, r in enumerate(ratings):

            if i == 0 or i == L - 1:

                start\_points.append(i)

            elif ratings[i-1] >= r and ratings[i+1] >= r:

                start\_points.append(i)

        ans = [1] \* L

        for i in start\_points:

            for dx in (-1, 1):

                ni = i + dx

                if 0 <= ni < L and ratings[ni] > ratings[i]:

                    ans[ni] = max(ans[ni], ans[i] + 1)

                    start\_points.append(ni)

        return sum(ans)

**90. Subsets II**

*Given a collection of integers that might contain duplicates, nums, return all possible subsets (the power set). Note: The solution set must not contain duplicate subsets.*

def subsetsWithDup(self, S):

        res = [[]]

        S.sort()

        for i in range(len(S)):

            if i == 0 or S[i] != S[i - 1]:

                l = len(res)

            for j in range(len(res) - l, len(res)):

                res.append(res[j] + [S[i]])

        return res

**96. Unique Binary Search Trees**

*Given n, how many structurally unique BST's (binary search trees) that store values 1 ... n?*

def numTrees1(self, n):

    res = [0] \* (n+1)

    res[0] = 1

    for i in range(1, n+1):

        for j in range(i):

            res[i] += res[j] \* res[i-1-j]

    return res[n]

**736. Parse Lisp Expression**

*Input: (let x 2 (add (let x 3 (let x 4 x)) x))*

*Output: 6*

*Explanation: Even though (let x 4 x) has a deeper scope, it is outside the context*

*of the final x in the add-expression.  That final x will equal 2.*

def evaluate(self, expression):

    st, d, tokens = [], {}, ['']

    def getval(x):

        return d.get(x, x)

    def evaluate(tokens):

        if tokens[0] in ('add', 'mult'):

            tmp = map(int, map(getval, tokens[1:]))

            return str(tmp[0] + tmp[1] if tokens[0] == 'add' else tmp[0] \* tmp[1])

        else: #let

            for i in xrange(1, len(tokens)-1, 2):

                if tokens[i+1]:

                    d[tokens[i]] = getval(tokens[i+1])

            return getval(tokens[-1])

    for c in expression:

        if c == '(':

            if tokens[0] == 'let':

                evaluate(tokens)

            st.append((tokens, dict(d)))

            tokens =  ['']

        elif c == ' ':

            tokens.append('')

        elif c == ')':

            val = evaluate(tokens)

            tokens, d = st.pop()

            tokens[-1] += val

        else:

            tokens[-1] += c

    return int(tokens[0])